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## System Plan:

This project, which was designed by James P. Williams and Gregory F. Welch, will use an original design for a pressure sensitive touch-pad used to allow input to a microprocessor system.

The touch-pad will use a matrix of conductive foam squares which behave as variable resistors. Using some special scan circuitry, the software will continue to scan the touch-pad for a large change in resistance from one scan to another.

The problem faced is that of designing the hardware and the software required to scan the pressure sensitive touchpad, and to determine (by software) whether or not a specific area of the touch-pad was being pressed.

The touch-pad should be such that a small child could use it to control a small vehicle such as a wheelchair. The positional data could represent the direction in which to move, and eventually, the amount of pressure could determine the speed at which the wheelchair moves.


Simple HardWare Flow diagram.


## Introduction:

The pressure sensitive touch-pad system was designed to eliminate the need for a positive (definite) depression of a specific key to perform a task. However, the touch-pad is still set-up in a matrix fashion, so that the area of the most pressure could be determined. The purpose of this is to facilitate control of a small vehicle by children with underdeveloped fine motor skills. Such children might have problems with pressing one specific key among many, and they might not be able to apply direct force on a key.

With this current system, the user would apply pressure to a certain area of the touch-pad, and the system would recognize the key (or area), and display a number on the video display terminal which corresponds to that area.

## Software:

There are several special features in the touch-pad software which require further explaination.

The first area of interest is a typed subroutine called Value. The purpose of this subroutine is to allow the software to determine the amount of resistance (relatively) that is characteristic of a certain key or area. It begins by placing the count of the key OR'd with data to initialize the hardware on an output port. This selects the key to be read, and places a high on both the address latch enable (ALE) and the start conversion (SC). The values are OR'd together because the control is all processed through the same port.

Next, the routine places the count value on the output port twice again. Both times, the count is OR'd with the data required to control the hardware. The first time, a low is placed on the ALE line, and then a low on the SC line. This begins the process of conversion.

Finally, the routine loops, checking for an end of conversion (EOC) signal. When the data is ready, it is returned through the typed subroutine.

The next area of software interest is the main section of code. The main section of code is comprised of two loops, one inside the other. The outer loop repeats until either a break is encountered, or some other means such as a reset is used to halt the microprocessor. It begins by zeroing out (so to speak) several variables to be used. It then scans the keyboard and looks for the largest difference in resistance between the present and the last scan. Then, if this difference is greater than a threshold value, the number corresponding to the area pressed is displayed on the vdt.

The inner loop repeats sixty-four times, every time it is encountered. It begins by calling the Value subroutine which returns a value between zero and 128 , representing the current value of resistance for that key. It then determines if the current scan value is less than the permanent value, then the permanent value is updated to the current value. Next, it determines the difference between the permanent value and the current value. Throughout the looping, it checks to see if that difference is the greatest found yet. If so, it stores the key number and the value, otherwise, it continues on to the next key.

## Hardware:

The hardware consists mainly of two parts; the touchpad, and the scan circuitry.

The touch-pad consists of 64 conductive foam squares which are sandwiched between eight conductive strips positioned in one direction below, and eight others in a perpendicular direction above. This forms an eight by eight matrix which allows which allows the scan circuitry to determine the current resistance of any square of foam.

The scan circuitry uses an eight channel digital demultiplexer, and an eight channel analog multiplexer. The software delivers a six bit word to this circuitry, three of which are used to place a high on one of eight lines using the demultiplexer, the other three which are used to select one of the eight channels of the analog multiplexer $A / D$
converter. This chip then converts the analog signal on the selected line to an eight bit digital word which is then made available to the microprocessor. This, although it is an actual voltage reading, is used to represent the current resistance of the selected square. The larger the number, the greater the force applied to the square, the less the resistance.

## Analysis:

There were two problems encountered during the development of the touch-pad which were considered to be major.

The first problem was that of selectivity. Originally, the touch-pad consisted of one large sheet of conductive foam with a matrix of wires above and below it. The problem was that pressure in one spot might appear as pressure in several spots. This problem was solved almost completely by seperating the sheet into 64 seperate squares of foam which did not come in contact with eachother. Then to further eliminate the problem, used flexible copper strips instead of the stiff wire originally used.

The second problem was that of determining with software, what actually represented a key being pressed. The first attempt kept the values read during each scan in an array which was updated with each scan. The problem 'was that because the array was being updated so frequently, there was never really time to determine if the change was due to an actual depression of the pad, or some other outside event. This problem was solved by updating the array only once at the begining of the program. Later scans are compared to this scan only, and the array is only updated if the movement (resistance change) seems to be opposite to that of a depression, in other words, settling of the foam.

In the future, one might seperate the conductive foam further with strips of insulating foam. This would tend to physically support the keys surrounding the one being pressed, but still still allow the flexibility of the original design.

Also, another nice improvement to be made in the future would be to allow the amount of pressure applied to control a device such as a motor. This would not be a very tough project enhancement as far as the current software is concerned. The byte value returned from the Value subroutine could be used directly to regulate the pulse width of a signal sent to a motor, thus varying the speed.

James P. Williams
Gregory F. Welch

Software flow of Erogram KYBD.P8O


```
IIS -II PL/M-&O V3.1 CCMFILATIONN OF MULULE: KYEL
JECT MOLULE PLACFU IN :FG:KYBU.OB\
MMPILER INVGKED BY: :F1:FLM&O :F9:KYBU.FEO WORKFILES(:FO:,:FO:) LEBUGG FAGEWIDT
-H(80) IITLF(':FY:KYBD COMPILAFIUN') OATE(O4/30/85)
```

```
/* THIS PRUGRAM WILL FROGESS THE I/O FROM A ,
    KEYBOARD WHIOH USES CONDUCTIVE FUAM TU
    VIRY THE RESISTANNEE BETWEEN +V ANNO THE
    LINE GOING TO THE KEY. THE KEYBOARD
    CUNSISTS OF 64 KEYS (SX8 thatRIX) WFILCH
    ARE MULTIPLEEELD AND CUNTRULLELI BY TH:Z
    PROUGRAM. THE PROGRAM WIILL OUIPUIT AN
    ADDRE!SS TO THE KEYBUARD WHICH WILL SELECT
    A CER'TAIN KEY. THFN IT WILL. (USING GFN
    A/0 CONVERTER) [NHIIT THE VOLTALBE LEVEI
    II: THAT KE:Y AND COMPARE IT TO THE LAST
    VALUE FUR THAT KEY (OBTAINED EARLIER). */
```

KYBD: DO; /* BEGIN KYBD PFUGRAM */
DECLARE /* VARIABLE DECLARATION SELTIUN */ (COLINT, MAX \$VALUE, DIFFERENCE, KEY\$PUSHEL, THRESHULD, VOLTAGE) BYIE, LAST㗉VALUE: (64) BY'FE, EDM LI 'ERALLY 'O3H', CUMMAND LITERALLY 'OUTFUT ( 83 H )', KEY\$SELECT LITERALLY 'OUTPUT ( 81 H )', KF:Y SUALUE LITERFILLY 'INPUT (80H)', DATA\$READY LITERALLY " (INPUT (BOH) AND 10000000B) $=0$ ", CIEAKSCREEN(*) BYTE DATA( $1 \mathrm{BH}, 1 \mathrm{CH}, E O M)$, BLANKS(*) BYIE DATA(" , EON1), FOREVER LITERALLY 'WHILE 1 ";

VALUE:PRQCELURE BYIE:
/* THIS ROUUTINE ROUTIINE RETUFNS THE RELATIVE VUl TAlie value freall fridi the volialie divideir FGIRME゙D BY A PERMANENI RESISTOR AND THE VARIABLE RESI:STOK (CUNDUCTIVE FONH) */

KFY\$SELECT $=($ CUUN 1 UR 11000000 B$)$;
/* LOAD AdORE:SS AND SETS ALE ANO SC: HIGH */
KEY\$SELECT $=($ COUNT OR 01000000 $)$;
/* ALE STROBL:D LUW: LATCH AOORESS */
KEY\&SELECT=CUUNT;
/* SC STROEED: S'TART CONVEKSIUN \#/
DU WHILE NOT (DATA\$READY);
END:
RETURN (KE:Y\&VALUE AND O1111111B); /* MA:SK RESUI.T AND RETURN TO CALL LGCATruN */
END VALUE:

| 11 | 1 | CHOUT:PROLEQURE (CH\$SEND): *SENDS UNE CHARALTER TO CRT SCREEN*/ |
| :---: | :---: | :---: |
| 1\% | 2 | DECLARE CH\$SEND BYTE; / A ADDRESS AND MASKING SFECIFIC TO S100*/ |
| 13 | 2 | DO WHILE (INHUT (O) AND OOOOOOO1B) $=0$; /*AWAIT TXROY*/ |
| 14 | 3 | END; |
| 15 | 2 | UUTPUT ( 1 ) $=\mathrm{CH}+\mathrm{CENO}$; |
| 16 | 2 | END CHOUT; |
| 1\% | 1 | DISHLAY: PRUCEDURE (NUM) ; \% LISPLAYS A BYTE VALUE ON THE CRT */ |
| 18 | '2 | DELI_ARE (NUM, J) BYTE:; $J=100$; |
| 20 | 2 | DO WHILE D ${ }^{\text {O }}$ |
| 21 | 3 | CALL CHUUT (NUM/J+' ${ }^{\prime}$ ) $; 1 *$ LISPLAY FIN ASCII CHAFiACTER */ |
| 22 | 3 | NUM=NUM M1OL I ; |
| 23 | 3 | $\mathrm{l}=\mathrm{J} / 10$ \% |
| 24 | 3 | END: |
| 25 | 2 | END DISPLAY; |
| 26 | 1 | MESSAGE: PROCELULFE (STARTALDF) ; / \#SFNDS STKING TO CRT-UP TO EOM*/ |
| 27 | 2 | H:CLARE STARTADLR ALDRESS, (CH\$VESS BASED STARTALDR)BYTE: |
| 28 | 2 |  |
| 29 | 3 | CALL CHOUT (CH'\$MESS) : |
| 30 | 3 | STARTADDR $=$ STARTADLE +1 ; |
| 31 | 3 | END: |
| 32 | 2 | EIND HESSAGE; |
| 33 | 1 | LOCATE: PROCEDURE $(Y, X)$ : $/ *$ LUCAIES CURSOR TO FGSITIUN UN CRT */ |
| 34 | 2 | DECLARE ( $Y, X, I$ ) BY'TE, <br> HOME (*)BYTE DATA ( $1 \mathrm{BH}, 12 \mathrm{H}$, EOMI), <br> RIGHT (*) BYTE DATA( 10 H , EOM), <br> DOWN (*) BYTE DATA (OAH, EUM) ; |
| 35 | 2 | CALL MESSAUE (. HOME); 1* HOME CURSUR */ |
| 36 | 2 | DO I=1 TG Y; |
| 37 | 3 | CALL MESSSAGE ( DOWN) ; 1* MUVE CURSOR DOWN */ |
| 38 | 3 | END: |
| 39 | 2 | DU $\mathrm{I}=1$ TOI X ; |
| 40 | 3 | CALL MESSAGE (.RIGH') ; \% MOVE CUFSUR RIGHT */ |
| 41 | 3 | END: |
| 43 | 2 | ENJI LOCATE; |

```
43 1
44 1
45 1
```

46. 1
472
$13 \quad 2$
```
DO COUNT=O TO 63; /* GETS INTTIAL VALUES FUR ARKAY */
    LAST;DVALUE (CUUNT)=VALUE;
END;
```

```
S1 2 KEY$PUSHEL=O;
52 2
53 3
b4 3
5%%;
56 :3
57 3
54 4
60 4
<1 4
62 3
$3 2
65 3
66 3
67 :3
&& 2
69 1
    OO LOUNT:=O TO 63:
    VCILTAGE=VALUE; /* GFT INITIAL VULTAGE REALIING */
    /* IF VUL TAGE VIALUE I'S LE:SS THAN LAAST VALLIE, THEN
        UFDATE THE ARRAY VALUE */
    IF LASST事ALUE(LUUNT) >VULIAGE THEN \
        LAST $VALLUE (COUNT) = VOLTARIE;
        DIFFERENCE=VOLTAGE-LASI$VOLUE(LOUNT); /* DETERMINE THEZ
                                LIFFEFKENCE */
        IF OIFFERENCE>NAX射ALLE IHEN DO;
            MAX$VALUE=LIFFERENCE: /* EXLHANGE US\LLES IF LARGEST YET */
            KEY$PLISIED=COUNT;
            ENLI;
    END: /* I=ND O-63 I_1JOP */
IF MAX&VALUE`THRESHULU THEN DO; /* IF A VALIU PUSH */
    CALL LOLATE (1,1); /* PUSITION T:UE CIJRSIJR */
    CALL LISPL.AY(KEY$PUSHEL); /* DISFLAYY THE VALUE */
    ENI);
END: /* END LU FOREVER LOGF */
END KYBD; 1* END KYBD PROGI{AM */
```

HULLE INFORMATICN:

```
COLE ARE:A SIZE = O1CEH 459L
VIARIABLE AREA SILE = OO4EH 7:3D
MAXIMUM STACK SLZE = 0006H GD
127 LINES READ
O PRUGRAM ERROR(S)
AD OF PL/M-80 CUMPIL.ATIUN
```

SIS-11 OENEC:T LOCATER V3.0 INVOKED BY:

```
LOCATE :F9:KYBD.LNK TO :F9:KYBD.LOU CULUMNS(2) RESTARTO CODE(1OOH) &
* SYMBGLS LINES PURGE PRINT (:F9:KYBU.MNF)
```

yMBUL TABLE OF MUDULE KYBD
EAII FROM FILE : FG: KYBLI. LNK
RITTEN TO FILE : FG: KYED. LUC

OLUE TYPE SYMBOL
MOO KYBD
: BH SYM MEMORY
DEH SYIF MAXVALIJE
EOH SYM KEYPUSHEL
2F2H SYM VOLTAGE
$10 O H$ SYM CLEARSCREEN
1C1H SYM VALUE
32 H SYM CHSEND
324 H SYM NIHT
④6H SYM MESSAGE
26.7 H SYM LOCATE

32 SH SYM X
OSH SYM HOME
10 BH SYM DOWN
1 CIH LIN 3
(CBH LIN S
1114 H LiN $\quad 7$
1FOH LIN 9
1E5H LIN 11
'F 2H LIN 14
IFAH LIN 16
IFFH LIN 19
ODH LIN 21
"36H LIN 23
24 SH LIN 25
$\angle 3 C H$ LIN 23
ASCH LIN 30
2664 LIN 32
$\therefore$ ODH LIN 35
232H LIN 37
SFH LIN 39
$\therefore 4 \mathrm{H}$ LIN 41
IODH LIN 43
19H LIN 45
2OH LIN 4\%
191H LIN 49
146 H LIN 51
$159 H$ LIN 53
16 EH LIN 55
$18 \%$ LIN 57
-197 LIN 60
19 OH LIN 62
1 AEH LIN 65
1BLH LIN 6\%
1BFH LIN 69

VALUE TYPE SYMBOL

| O 2 DUH | SYM | CUUNT |
| :---: | :---: | :---: |
| 020FH | SYM | DIFFERENISE |
| O2E1H | SYM | THRESHOLI |
| 02ESH | SYM | LASTVALUE: |
| 0103H | SYM | BLANKS |
| O1ESH | SYM | CHOUT |
| O1FBH | SYM | DISFLAY |
| 032! 5 H | SYM | $\checkmark$ |
| 0326H | SYM | STAFTADDR |
| 0328 H | SYM | Y |
| 032 AH | SYM | I |
| 0109 H | SYM | RIGHA |

OICIH LIN
O1LFH LIN
OHDOH LIN \&
OIESH LIN 10
OIEPH LIN 13
O1FSH L.IN 15
OIFBH LJN $1 \%$
0204 H LIN 20
0223 H LIN 22

0242 H LIN 24
0246 HI LIN 26
0255 LIN 29
0263F: LIN 31
0267 H LIN 33
027311 LIN 36
0288 H LIN $3: 3$
O2SEH LIN 40
0 OABH LIN 42
0115 H LIN 44
011 FH LIN 36
$013 A H$ LIN 48
0141 H LIN 50
014 BH LIN 52
$015 F H$ LIN 54
O1/AH LIN 56
O1\%1H LIN Sis
O1ヶLH L.IN 61
01 A 4 H LIN 63
O1BEIH LIN 66
O1BLH LIN 6:3



