Real-Time Systems: the past, the
present, and the future

Proceedings of a conference organized in celebration of Pro-
fessor Alan Burns’ sixtieth birthday

ISBN-13: 978-1482707786
ISBN-10: 1482707780



Preface

A conference was held at The University of York on March 14t 2013,
to mark the occasion of Alan Burns’ sixtieth birthday. This conference
was titled Real-Time Systems: the past, the present, and the future; its
purpose was to recognize and celebrate Alan’s many contributions to the
discipline of real-time computing. This volume contains technical papers
contributed by some of Alan’s colleagues that, in their opinions, reflect
Alan’s impact and influence on real-time computing. As can be seen from
the wide range of topics addressed in these papers, Alan’s work has had
an immense impact upon a wide variety of aspects of real-time comput-

ing.
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Luis Almeida

IT / DEEC - Faculdade de Engenharia
University of Porto, Porto, Portugal
lda@fe.up.pt

Abstract. Distributed embedded systems are becoming progressively
more dynamic, in an attempt to improve resource efficiency, increase
functionality and reduce time-to-market. In these systems, components
can be connected, change mode or disconnected at runtime. Some of
the functionality, though, requires guaranteed timings through all such
changes, which calls upon fast on-line schedulability tests. In this paper
we consider four existing utilization-based tests with release jitter, a
particularly relevant feature in distributed systems. Then,we carry out
an extensive comparison using random task sets to characterize their
relative merits, particularly under different release jitter patterns.

Keywords: real-time scheduling, admission control, distributed embed-
ded systems

1 Introduction

Utilization-based schedulability tests are known since the 70s [10] and they are
extremely simple to compute given their linear time complexity. When used on-
line in the scope of admission controllers of open systems, their time complexity
can even be made constant by keeping track of the total utilization of the cur-
rently running tasks. However, this simplicity comes at a cost, which is a lower
accuracy than other more complex schedulability tests, such as those based on
response time or processor demand analysis. This disadvantage grows as the
task model considers more aspects that are typical in real applications such as
blocking, deadlines different from periods, offsets, non-preemption and arbitrary
priority assignment policies [5].

Furthermore, recent developments in response time analysis brought to light
new linear methods that are faster to compute, despite a small loss in accuracy
[8] [4]. These tests are still more complex to evaluate than utilization-based tests
but the difference became relatively small and their accuracy is still better.

Nevertheless, utilization-based tests can still be an effective way to improve
efficiency in the use of system resources when the task set in the system can
change on-line, either due to admission/removal of tasks or because the tasks
exhibit multiple modes of operation.



Moreover, such tests are also adequate when it is important to manage
utilization, for example in the scope of dynamic QoS (bandwidth) manage-
ment, with tasks that allow variable worst-case execution times by switching
between different algorithms or that can be executed at different rates. In fact,
utililzation-based tests handle bandwidth directly thus, for example, when a task
leaves the system, the bandwidth that is freed can be assigned to the remain-
ing ones, according to an adequate policy, from fixed priority /importance, to
elastic, weighted, even, etc [6] [9]. This assignment cannot be done in a compa-
rable manner using other kinds of tests that require more costly trial and error
approaches.

However, distributed real-time systems entail one additional difficulty, which
is the frequent occurrence of release jitter, both in the tasks and messages they
use to communicate. In fact, messages are frequently released by tasks that do
not execute periodically because of variable interference of higher priority ones in
the processor where they reside and, similarly, tasks are frequently triggered by
the reception of messages that do not arrive periodically for similar reasons [12].

The incorporation of release jitter in utilization-based tests was not done
until very recently. In this paper we revisit the existing work on utilization-
based schedulability tests that account for release jitter and we compare the
performance of such tests with random task sets, extending the comparison in [2]
with an analysis of the release jitter impact.

2 Related work

Despite all the work on utilization-based schedulability tests for periodic task
models carried out in the past four decades, to the best of the author’s knowledge,
there has never been an extension to include release jitter until very recently. In
fact, the first published result in that direction seems to have been by Davis and
Burns in 2008 [7] where they showed a pseudo-utilization-based schedulability
test that accounts for release jitter based on the results in [1]. In fact, it is shown
that the release jitter that affects each task can be subtracted to its period, or
deadline if shorter than the period, and used directly in the denominator of the
respective utilization term. The total sum gives a pseudo-utilization value that
can be compared against the Liu and Layland bounds. The same work has an
extensive comparison among different tests, focusing on the relative performance
of response-time based tests.

On the other hand, the author was previously engaged in the development
of a different analysis applicable to both Rate-Monotonic and Earliest Deadline
First scheduling that accounts for release jitter as an extra task [11]. This analysis
results in a set of n conditions for n tasks. However, the authors also showed
how such conditions could be reduced to just one single test that upper bounds
the n conditions. This single condition test was further improved in [2] with a
tighter version.

The comparison between the n conditions test and the test in [7] is not
obvious, as it will be shown further on, since none dominates the other in all sit-



uations. Moreover, the comparison becomes even less obvious given the different
underlying priority assignment policies. In fact, while the former assumes usual
rate-monotonic priorities, the latter assumes a ’deadline minus jitter’-monotonic
policy. Naturally, either test can be optimistic whenever used with a priority as-
signment different from the assumed one.

Nevertheless, both the n conditions of the former and the pseudo-utilization
of the latter require some extra adaptation for use within the scope of dynamic
bandwidth management schemes. Conversely, the single condition tests that han-
dle bandwidth can be used directly. Unfortunately their performance is always
worse as shown in [2].

In this paper we extend the comparison in [2] with a thorough analysis of
the impact of the release jitter in the tests performance. We focus on the n con-
ditions test in [11], the ’deadline minus jitter’ test in [7] and the single condition
bandwidth test introduced in [2]. In particular, we discuss the situations that
make each of the first two tests dominate each other.

3 Task model and previous analysis

We consider a set I' of n periodic/sporadic tasks 7;(¢ = 1..n), with period T;
and worst-case execution time C;, which may suffer a jittered release of at most
J;, i.e., the task can be released at any point in time between its wvirtual pe-
riodic/sporadic activation and J; time units later. The deadlines are currently
considered to be equal to the respective periods. We consider the tasks in the
set to be sorted by growing period, except when explicitly referred otherwise. In
the context of Rate-Monotonic scheduling (RM) 7; will be the highest priority
task and in the context of Earlist Deadline First scheduling (EDF) 71 will be the
task with the highest preemption level. For the moment we also consider tasks
to be fully preemptive and independent.

The test in [7] copes with deadlines equal to or less then the periods and
blocking but, for the sake of comparison with the other tests, we will constrain
it to our model. In this case we will assume the task set sorted by growing
'period minus jitter’. The test then states that schedulability of the task set is
guaranteed if condition (1) is satisfied. The test in [7] considers fixed priorities,
only, but the same reasoning expressed therein allows to infer that it should also
be applicable to EDF scheduling. Thus, we will also consider it in such case.
U 1%\114 ppr(n) refers to the least upper bound on utilization for RM scheduling

with n tasks and for EDF, i.e., n(2'/" — 1) and 1, respectively.

Z T, — J; < UzlzJe[,EDF(n) (1)

i=1

On the other hand, the test in [11] states that if the n conditions in (2) are
satisfied, then the task set is schedulable.
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The work in [11] also provides a simplified test based on a single condition
as in (3).
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This condition may become very pessimistic in cases with a wide dispersion
of tasks periods. In fact, a task with a longer period can accommodate a longer
release jitter, leading to a term ‘mlaxJ that can be close to, or longer than,

=
T:. This situation can be improved using a new simplified test with a single
condition (4) that is more accurate than (3) despite more costly to compute.

mzlli
Z - +lm1a>5l 7S Ugi,epr(n) (4)

It can be trivially verified that if condition (4) holds than all n conditions in
(2) will also hold and thus this test also implies the schedulability of the task

set. Note, also, that the term mzlzmx_,]j is now divided by 7; that grows with i
j=1..4

and thus the potentially longer jitter of slower tasks does not have such a strong
effect as in condition (3).

4 Comparing the tests

In this section we compare the four conditions presented above in terms of
schedulability accuracy, i.e., level of pessimism, and execution time. For both
cases, we include one accurate analysis as a reference, namely a response time
test for RM as in (5) [3] and a CPU demand test for EDF based on the analysis
presented in [12] as in (6). For the sake of presentation, we will also refer to the
test of condition (1) as RM whenever applied to fixed priorities, despite these
being assigned in ’deadline minus jitter’ order.

i—1
R+ J;
Viz1. nRwe; < T; with Rwe; = R; + J; and R; = E { 1; —‘ *C; +C;
=1 ’
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and ¥ = {t € [0, L] At =m* T, + (T, — J;),Vi = Lon,m = 0,1,2..}
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For the comparison we use synthetic task sets with random tasks. The gener-
ation method is the following. We start by generating a target global utilization
(U), then we generate random tasks one by one with a period (7;) uniformly dis-
tributed within [1, 10] and utilization factor (U;) within (0, 0.2]. The utilization of
the last task is adjusted if the total utilization is more than 1% above the desired
target U. Then, we compute the respective execution times (C; = T; x U;) and
we generate the values of release jitter (J;) randomly with uniform distribution.

The values of U go from 0.2 to 0.98 in steps of 0.02 and for each particular
point we generate 5000 random task sets. We gerenated two sets of experiments
with different patterns of jitter. In one case we considered the same interval in the
generation of jitter for all tasks, namely randomly distributed within (0, 0.3]. This
is a relatively small jitter that impacts mainly the tasks with shorter periods.
We call this the flat jitter profile. On the other hand, we generated another
profile with a stochastically growing value of jitter according to the taks periods.
Basically, the jitter J; is randomly generated witin (0, 0.5 x T;]. This means that
longer tasks can suffer longer release jitter. We call this, the linear jitter profile.

The simulation experiments were carried out using Matlab on a common
laptop with a Centrino CPU operating 1.2GHz and running the Windowsx p
operating system. The analysis execution times shown next were not optimized
and serve mainly for a quick relative assessment.

Figure la shows the results obtained using the RM scheduling and the flat
jitter profile. The rightmost curve shows the ratio of task sets that meet the
response time test in (5) with both ’deadline minus jitter’ priorities and rate-
monotonic priorities. In this case, given the low amount of jitter, its impact in
the priority assignment is minimal and, consequently, the response time test de-
livers very similar results with both policies (Refl/2). This reference test assures
that all task sets with this jitter profile and utilization roughly up to 74% are
schedulable. Then we track how many of the task sets found schedulable by the
reference test were also deemed schedulable by tests (1) to (4). This gives us a
good measure of the level of pessimism embedded in these tests.

The values obtained for RM scheduling with the flat jitter profile are shown in
Table 1. Test (2) performed best in this case, finding 75% of the sets considered
schedulable by the reference test. Test (1) performed very closely, 73%. Then
come tests (4) and (3) fiding 62% and 55% of the reference schedulable sets,
respectively. It is expected that these two tests perform poorer than test (2)
since they are a simplification of it and it is also expected that both tests perform
similarly since with the flat jitter profile there is a non-negligible probability that
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(a) with the flat jitter profile. (b) with the linear jitter profile.
Fig. 1: Performance of different tests under RM

the maximum jitter will affect the task with the shortest period, which leads to
a similar result with both tests. Table 1 also shows the average and maximum
time taken by each analysis with each set.

Ref 1/2  Test (1) Test (2) Test (3) Test (4)
% of schedulable task sets
found by the U-based tests 100% 73% 75% 55% 62%
analysis exec time (avg) 14.8ms 1ms 9ms 1.4ms 4.7ms
analysis exec time (max) 96ms 47ms 79ms 47ms 64ms

Table 1: Summary of results with the flat jitter profile under RM

Interestingly, the situation changes substantially when we use the linear jitter
profile, showing the expected strong impact of release jitter. In this case, the tasks
with longer period may be affected by a longer release jitter in absolute terms,
particularly, longer than the shorter periods in the system. Therefore, the impact
of the term max J in either tests (2), (3) and (4) can be significant, specially in
test (3) in which such term is just divided by the shortest period. Consequently,
this test becomes useless in practice whenever there are large release jitters in
the system when compared to the shortest period. Conversely, test (4) achieves
a performance inferior but closer to the original n conditions test (2), since the
stochastically growing terms of jitter are also divided by growing periods. The
best performance with this jitter profile was, however, achieved with test (1).

The results can be observed in Figure 1b and in Table 2. Note that in this
case, the larger jitter already causes a very slight difference in the reference test
depending on whether it uses ’deadline minus jitter’ (Refl) or rate-monotonic
priorities (Ref2). Such difference favours the former case given the optimality of
that priority assignment in the presence of jitter [1]. In the Table, the results of
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(a) with the flat jitter profile. (b) with the linear jitter profile.
Fig. 2: Performance of different tests under EDF

test (1) are shown with respect to those of reference test Refl and those of tests
(2) to (4) with respect to reference test Ref2.

Refl & Ref2  Test (1) Test (2) Test (3) Test (4)

% of schedulable task sets

found by the U-based tests 100% 68% 50% 11% 34%
analysis exec time (avg) 14.1ms 0.9ms 6.8ms 1.5ms 4.3ms
analysis exec time (max) 94ms 47ms 78ms 47ms 48ms

Table 2: Summary of results with the linear jitter profile under RM

The results for EDF scheduling are shown in Figures 2a and 2b for the flat
jitter and linear jitter profiles, respectively. In this case, just one reference test
was used (Ref) since the test in (6) is independent of the order in which the
tasks are considered. The numerical results for both cases are shown in Tables 3
and 4. Basically, we achieved very similar results to those of the RM scheduling
case but with a shift to the right due to the higher schedulability capacity of
EDF, thus with an increment in the percentages of schedulable configurations
found. Anyway, the relative performances of the diverse tests are similar to those
achieved with RM.

Reference Test (1) Test (2) Test (3) Test (4)

% of schedulable task sets

found by the U-based tests  100% 96% 99% 7% 84%
analysis exec time (avg) 47ms 1ms 8.8ms 1.5ms 4.9ms
analysis exec time (max) 159ms 47ms 79ms 47ms 62ms

Table 3: Summary of results with the flat jitter profile under EDF.



Reference Test (1) Test (2) Test (3) Test (4)

% of schedulable task sets

found by the U-based tests  100% 69% 62% 13% 49%
analysis exec time (avg) 76ms 1ms 8.3ms 1.5ms 4.7ms
analysis exec time (max) 204ms 47ms 110ms 47ms 62ms

Table 4: Summary of results with the linear jitter profile under EDF

5 Sensitivity to release jitter

In order to better assess the impact of the release jitter in the accuracy of
the tests presented before, we carried out another set of comparisons in which
we specify the release jitter term per task and vary it across a given range. In
particular, we considered the two profiles already defined in the previous section,
namely flat and linear jitter, as well as the three more performant tests, namely,
tests (1), (2) and (4). In the former profile, all tasks were affected by a similar
release jitter value (J;), obtained from a specified value J* plus a small uniform
random variation with a width equal to the release jitter increment Ji,., i.e.,
Ji = J° = Jine/2+ Jine * rand. The range considered for J° was (0, 1] time units
with increments of 0.05.

In the linear profile, we considered that each task suffers a release jitter J;
equal to a specified fraction J* of its period T}, again with a uniform random
variation bounded by the jitter fraction increment, i.e., J; = (j‘S —Jine/2+ Jine*
rand) % T;. The range considered for J* was (0,0.5] with fraction increments of
0.05.

The generation of the random synthetic task sets followed the same method
as used in the previous section with the exception that the tasks were generated
from three groups, with integer periods in the intervals [2, 10], [10, 20] and [20, 40]
time units. The number of tasks in the first two groups was bounded to 10 and
for each J* or J* point we generated 5000 random task sets. The simulation
experiments were also carried out using Matlab on a common laptop.

5.1 Impact of release jitter with flat profile

As referred in the previous section, this profile represents a situation in which
all tasks suffer an approximately similar jitter. This can be the consequence of,
for example, all tasks being triggered by messages scheduled according to FCFS.
Nevertheless, the purpose of this profile is solely to recreate an extreme situation
to expose the impact of the release jitter parameter.

One important aspect in this profile, for the sake of the applicability of the
considered schedulability tests, is that the maximum jitter value is shorter than
the minimum period, or else, all considered tests would fail.

For both tests (2) and (4), this contraint also means we can define a utilization
least upper bound for guaranteed schedulability by moving a majorant of the
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Fig. 3: Sensitivity to release jitter under a flat profile and RM scheduling

jitter term from the left to the right side of the inequalities leading to equation
(7). This should, however, be rather pessimistic for tests (2) and (4) given the use
of the minimum period instead of the actual period of the tasks. In particular, we
expect test (2) to perform well since it takes advantage of the decreasing impact
of the jitter term as the tasks periods grow. Note that among its conditions, the
utilization terms become more constraining for lower piority tasks, which are
compensated with smaller relative jitter terms, while the larger relative jitter
terms are accommodated in the conditions of higher priority tasks in which the
utilization terms are less constraining.

max J;

lub _ grlub _i=l.n
Uy (n) = URM,EDF(”) min 7, (7)

i=1l..n

Figure 3a shows the fraction of task sets marked as schedulable by the ref-
erence test (5) that were also deemed schedulable by the tests considered, as a
function of the specified release jitter parameter J®. The curve of each test is
identified by the respective reference number. This figure shows the superiority
of test (2) in this profile and the lower performance of the single condition test
(4). As a curiosity, note the slight improvement in performance of test (2) when
the release jitter grows to 0.4 time units (approx. 20% of the minimum period),
which is explained by the fact that the utilization terms in the test conditions
grow slowlier than the decrease of the jitter term.

Figure 3b shows the utilization least upper bound observed in the simulations
for each case, which is always above the lower bound in equation (7).

When using EDF scheduling, the relative results are similar to the RM case
but in absolute terms the performance is better, as expected (figure 4). In par-
ticular, note the even more dominating performance of test (2) in figure 4a,
again due to the monotonic reduction of the jitter terms along its n conditions.
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The utilization least upper bounds observed in the simulations (figure 4b) also
respect the predicted linear lower bound in equation (7).

5.2 Impact of release jitter with linear profile

Conversely to the previous case, this profile presents a situation in which all
tasks suffer a release jitter that represents an equal share of their period. Thus,
longer tasks suffer longer release jitter. In particular, in this profile it is possible
that the jitter affecting the longer tasks is longer than the periods of some tasks
in the system, a situation that rules out test (3) and is substantially penalizing
to both tests (2) and (4), as we will see further on in this section.

In practical terms, this profile can be the consequence of, for example, all
tasks being triggered by messages scheduled according to Rate-Monotonic. In
this case, tasks with longer periods have lower priority and thus suffer more
interference, leading to more release jitter. Again, the purpose of this profile is
solely to recreate another extreme situation to expose the impact of the release
jitter parameter.

In what concerns the utilization least upper bound, it can also be antecipated
in tests (2) and (4) by considering that the jitter term is essentially the jitter
fraction J* increased by the width of the random interval considered in the
generation of J;. Thus, we expect to observe a linear decrease in the utilization
least upper bound in the simulations under this profile, at least for tests (2) and
(4). This behavior was actually observed as can be seen in both figures 5b and
6b for RM and EDF scheduling, respectively.

Figure 5a shows the efficiency of the tests under RM scheduling with the
linear profile. In this case, since the release jitter fraction is approximately con-
stant for all tasks, test (2) cannot take much advantage from its n conditions
and it ends up performing almost as poorly as test (4). The difference arises

10
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Fig. 6: Sensitivity to release jitter under a linear profile and EDF scheduling

from the small random part of the jitter term that still gives some benefit to
test(2). However, in this case, test (1) is the clear dominant one.

Curiously, under EDF scheduling as shown in figure 6, all three tests perform
very similarly with a minor dominance of test (2). The most interesting feature
to observe in this case is the strong degradation in the tests efficiency caused
by the increase in release jitter. Nevertheless, similarly to the flat jitter profile,
the efficiency of all three tests is substantially higher under EDF than RM, with
about 15% to 20% more schedulable sets found.

5.3 Comparative remarks

Overall, with the results obtained in the two profiles, it seems clear that test (1)
is more resilient to wider release jitter components, particularly when the task
set includes tasks with long period and long release jitter together with tasks

11



with short periods, shorter than the long release jitters. On the other hand,
when the tasks in the set include release jitter terms that are all shorter than
the minimum task period, then test (2) is clearly more efficient. Conversely, test
(4) is outperformed by the other two in all cases.

However, concerning the execution time, which is a relevant aspect for on-line
use as desired, test (1) is the lightest one, followed by test (4) and then (2). Note
that while the former two can be executed online in constant time, the latter
requires a linear time algorithm.

When considering these tests within dynamic QoS management frameworks
in which slack bandwidth needs to be promptly distributed among several exe-
cuting tasks, then test (4) is the most suited one, supporting one-step bandwidth
assignment approaches that divide all the slack among the running tasks with
a closed formula under guaranteed schedulability. Both tests (1) and (2) require
more elaborate bandwidth assignment approaches to enforce continued schedu-
lability.

Finally, real situations will entail a diversity of cases, with just some tasks
suffering release jitter while others do not, some long period tasks with short
release jitter terms together with others with long release jitter, etc. Thus, it
would be interesting to explore a combined test, joining both tests (1) and (2).

6 Conclusion

Growing interest on improving the resource efficiency in embedded systems while
increasing functionality and reducing the time to market is pushing towards the
use of on-line adaptation and reconfiguration. For example, dynamic bandwidth
management, or more generally dynamic QoS management, may allow maximiz-
ing the use of a given resource, e.g. cpu or network, by a dynamic set of entities.
When these systems have real-time requirements, the on-line adaptations must
be carried out with the assistance of an appropriate schedulability analyzer that
assures a continued timely behavior but is light to execute.

In this paper we have analyzed several utilization-based schedulability tests
that incorporate release jitter. This feature was introduced recently and allows
their use in distributed systems where release jitter appears naturally. Moreover,
they are particularly suited to be used on-line given their low computational
requirements.

Therefore, we carried out an extensive simulation with random task sets
to characterize the level of pessimism and computational overhead of several
such schedulability tests. We concluded that the two most efficient tests do not
dominate each other and thus we defined in which conditions one might be
preferable over the other. However, these conditions are not clearly separated
thus, in future work, it would be interesting to analyze a possible combination
of the tests in a single one. Two other lines also remain open, improving the use
of these tests in slack bandwidth distribution under guaranteed schedulability
and including blocking terms.
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1 Introduction

The Controller Area Network (CAN) [1] is one of the most prominent buses used in
various fields (e.g. automotive, industrial, aerospace) today. Despite its age, it has been
introduced in the 80’s, it is still in use today due to its cost advantage, versatility and
robustness against errors. Due to its simplistic nature - CAN is a priority driven serial
bus - it is often used for real-time system where the worst-case timing delays of trans-
missions must be predictable. For example, today’s cars feature a rich set of distributed
control algorithms which are mapped to Electronic Control Units (ECUs) connected via
CAN. Formal real-time analysis methods allow prediction of such networks.

While new high-speed bus systems such as Flexray and Ethernet emerge, it is esti-
mated that CAN will still be used in certain subsystems either due to its price point, its
real-time capabilities or simply because of legacy compatibility.

A major advantage of CAN is that it can be used in a wide range of application sce-
narios due to its scalable nature. For instance, CAN supports time-triggered protocols
such as TTCAN as well as event-triggered communication. In addition, as specified by
the CAN standard, an off-the-shelf controller already includes an error-detection mech-
anism based on a cyclic redundancy check and automatic retransmission of messages,
so that the CAN software-stack can be kept small. Due to its error robustness, CAN is
frequently used in safety critical applications such as active-steering or for controlling
heavy industrial machinery.

However, the CAN protocol will most likely detect transmission errors and schedule
retransmissions until data is transmitted correctly, transmission latency is then severely
affected compared to an error-free transmission. Thus, for hard-real time systems which
operate in environments under electromagnetic interference (EMI) such as electric cars,
the transmission latency which is predicted by formal real-time analysis based on the
absence of errors does not apply anymore. This does also apply to CAN flexible data
rate (CAN FD) [8], the third generation protocol. Higher transmission speeds of up to
10 Mbit/s for CAN FD will most likely increase the error rate even further, leading to a
strong demand for an analysis approach which also considers the error case.

Deployment in safety-critical domains makes a strongly safety oriented product life-
cycle necessary to qualify a product for deployment in safety-critical missions. This is
not only crucial in order to minimize the risk of casualties in case of system failure but
also ensures product liability. To unify safety requirements, safety standards such as the
industrial-oriented IEC-61508 [9] or the automotive domain specific ISO-26262 [10]
specify a safety certification process.
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IEC-61508 distinguishes between different levels of criticality, called Safety In-
tegrity Level (SIL). Among procedural guidelines, each SIL specifies a minimum Mean
Time To Failure (MTTF) as a target reliability value. Hence, if CAN is to be used in a
safety critical environment, it must be proven that the MTTF goal can be achieved. The
goal of this paper is to derive probabilistic scheduling guarantees for CAN communi-
cation under the effects of errors, which can be used in a certification process.

The rest of the paper is structured as follows: First, we summarize related work in
Section 2, then we describe the CAN protocol and the generic response time analysis
for the error-free and error case in Section 3. In Section 4 the contribution of this work is
to revise an existing method to compute probabilistic bounds and prove its correctness.
In Section 5, we apply the presented method to an automotive benchmark (SAE bench-
mark) as well as a realistic frame-set supplied by a major automotive OEM. Finally, we
conclude the work in Section 6.

2 Related Work on CAN

Worst-case analyses are available for a broad spectrum of schedulers. One class of anal-
ysis approaches is the busy window analysis [11, 16]. The busy window of a task is
defined as a time interval for which a resource executes only tasks of priority greater
than or equal to the priority of the task under analysis and during which the resource
is never idle [16]. The maximum response time for a CAN frame can then be derived
from the busy window [5]. This approach can be applied to predict the worst-case in an
error-free environment.

In order to include effects of errors (e.g. error signaling and retransmission over-
head) different approaches were presented. In [14], an approach is presented to tightly
bound the reliability of periodic, synchronized messages. Therefore, a reliability metric
Z(t) is defined which denotes the probability that after time ¢ the CAN frameset has op-
erated without any deadline misses. Reliability is calculated based on the hyperperiod,
which is the time when the activation pattern of a periodic message set repeats itself.
Hence, the complexity of the algorithm depends on the amount of activations in the
hyperperiod. This algorithm is suitable for automotive message sets in which periods
are typically multiples of 10ms and deadlines are given implicitly (i.e. period as dead-
line). However, if messages are not synchronized, or the relative phasing is unknown
the approach is not applicable.

In [3], the busy-window approach is used and a tree-based approach is presented,
where different error scenarios are evaluated iteratively. In a second step, these scenarios
are translated to probabilities and a worst-case deadline failure probability is calculated.
The approach was extended in [4], and the tree-based was superseded by a simpler, more
accurate approach. However, both methods [4, 3] allow only deadlines smaller than the
periods, which is a limit for practical use since bursty CAN traffic is not supported.

In this paper, we extend the approach was in [4] to arbitrary deadlines and arbitrary
activation models and apply it to an industrial use-case.
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3 CAN Protocol and Timing Analysis

The CAN protocol is a multi-master, differential, serial bus. On the physical layer,
data is Non-Return-to-Zero (NRZ) encoded. The CAN transceiver output consists of
an open-collector or “wired and” circuit, thus the wire can be driven to two states: dom-
inant (0) or recessive (1). All connected transceivers may drive the bus at the same time
and the state is determined by the logical AND function of all driver inputs. Thus a
CAN bus subscriber can “overwrite” the bus-line by sending a dominant bit.

Data is transmitted in frame entities which are non-preemptable, where each frame
consists of the following blocks: A start of frame marker, an 11-bit frame identifier,
control field, up to eight data bytes a 15-bit CRC followed by an acknowledgement
field and an end-of-frame marker.

An exact protocol description can be found in the official specification [1]. In 1991,
CAN 2.0 introduced extended-frames which allow a 29-bit frame identifier. The arbi-
tration scheme uses carrier sense multiple access/bitwise arbitration (CSMA/BA) and
is based on the fact that dominant bits “win” the access to the physical medium. Thus,
the smaller the CAN bus identifier, the higher the priority of the frame.

The actual length of one frame for s payload data bytes is not necessarily fixed due
to bit stuffing, where the controller inserts certain bits in order to avoid long sequences
of 1’s and 0’s. In [5] it was shown, that the maximum length in bit times #;;, for one
base frame is

C = (55+10s) tp; (1)

and for extended frames as:
C = (80+ 10s) tp; 2)

3.1 CAN Error Handling

All receiving nodes constantly check for protocol consistency during the transmission
of frames. If framing rules are violated (e.g. missing stuffing-bits, missing acknowl-
edgement), or the CRC field does not match the payload, an error can be signaled by all
bus subscribers. The CAN standard defines two error frames for this purpose: the active
error frame and the passive error frame.

When an error frame is transmitted, other nodes drop the frame and a retransmission
of the broken frame is triggered. The worst-case overhead for an error frame can be
given as

F =31t 3)

Then, after an error frame has been transmitted, the re-transmission has to complete in
a new arbitration phase.

The CRC-15 which is used by CAN, is able to detect the following error patterns
up to 5 randomly distributed errors, burst errors of length less than 15 and errors of any
odd number [13]. Additionally, it is guaranteed that the residual error probability for
an undetected corrupted message is smaller than the following threshold, where BER
denotes the bit error rate.

P =BER-4.7-107 ! 4)
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Assuming an aggressive bit error rate of 107, and a frame period of 10 ms, this trans-
lates to an average time until an undetected error of 5.91 - 10'° hours. This is sufficiently
high for safety critical applications thus we neglect undetected CRC errors in our anal-
ysis.

3.2 Event Models

Throughout the paper we use event models as an abstract model for the activation of
CAN message frames. An event model describes the maximum and minimum amount
of events 1, N~ which arrive during a given time window At at the CAN controller
and are queued for transmission. Figure 1 shows " and 1)~ on the left. An alternative
representation is to use the notion of a minimum and maximum distance which covers
at least and at most n subsequent events 6~ (n), 8 (n). We can interpret §(n), 6 (n)
as the distance from the start of the busy window until the earliest and latest arrival
of the n-th event, thus it is well defined for n > 1. Both representations 1 and & are
pseudoinverse and can be converted to each other:

8 (n) :At;(?if\‘zeR{A"”+(At) >n} (5)
n'(An) = max {n|§"(n) <A} (6)

For a compact representation, standard event models in [12] use three parameters, event
model period &2, event model jitter ¢ and the minimum distance between two events
d™". The N function for a bursty input is defined as:

a0 (a0 -min [ 2] 8221 o

The standard event models are applicable to many typical real-time setups, for instance
in the automotive domain where periodic systems are predominant. Later we will see,
that also traces can be used to obtain accurate event models.

3.3 Response Time Analysis

The response time is the interval from message arrival at the CAN controller until it
is fully transmitted over the bus. In hard real-time systems, the response times for all

n" (A1) S(n)] |6*(n)

5 5 (n)

NN WA Ly

n_(A?)
—

IN; 23456 n

Fig. 1: Event Model Representation
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activations of a task 7; must be smaller than a given deadline D;. In order to show that
all observed response times are actually smaller than D;, it is necessary to derive the
worst-case response time (WCRT).

For the timing analysis, the concept of the busy window or busy period [11] is used.
Similar to [5], we define the level-i busy window as the time the bus is busy transmitting
messages of priority i or higher. The largest level-i busy window can be constructed
under the following conditions: No messages of priority i or higher are queued right
before the beginning of the level-i busy window. The largest level-i busy window is
initiated with the critical instant, that is all tasks are released simultaneously and thus
create the highest load possible. All following activations are then released as early as
possible according to .

The worst-case queuing delay for message 7; occurs when the largest message of
lower priority with transmission time B; was released right before the start of the critical
instant, so that all higher priority activations are delayed by B; at most.

Bi= max (Cy) 3
VkGlp(T,’)

Under these assumptions, the busy window of a frame 7; is then given by the fol-
lowing recursive equation.

wi=Bi+ Y. Cj-n*(w) ©)
jehep(;)

Here the busy window is the sum of the blocker and all messages of higher or equal
priority of 7; which are released in the busy window w;. This fixed point problem can
be solved by the following recurrence relation:

wit =B+ Y Cint(wh) (10)
Jj€hep(t;)

starting with w? = (;, since at least C; is to be transmitted. The iteration can be stopped
once the smallest fixed-point w" ! = w" is found.

As shown in [5], any instance of message 7; released in the level-i busy window
can potentially lead to the worst response time. Thus it is necessary to check all gy
activations in the busy window for their response times,

qmax = T'i_'—(wi) 11)

The finishing time of the g-th activation can be calculated similarly to the busy window
by another recurrence relation. The first release of a frame 7; in the busy window cor-
responds to g = 1, and the last message in the busy window is ¢ = gqx. An activation
of task 7; can start transmission when all higher priority messages hp(7;) and all pre-
viously queued activations of 7; have been transmitted. Thus, the waiting time until the
g-th activation starts transmitting is given by:

wi(q) =Bi+(q—1)Ci+ Y, Cj-n" (tpir+wi(q)) (12)

j€hp(Ti)
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Fig. 2: Mlustrative example for a level-i busy window for K = 1 and K = 2.

The extra time 75; is to account for edge effects, in case a message is to be transmitted
€ time after a bit-time boundary [2]. Similarly to the level-i busy window, we can also
formulate an iterative algorithm for this fixed-point problem which can be solved by
starting with w9(g) = B;.

Wit () =Bi+(g—1)Ci+ Y, Cpon" (i +w}(q)) (13)
Jj€hp(T)

The finishing time is then the waiting time plus the transmission time w;(g) + C;.
The response time of the g-th event is the relative time from the release of the q-th event
until it arrives at the receiver.

ri(q) = wi(qg) +Ci— 6 (q) (14)

Therefore, the largest response time of these candidates is the worst-case response time
for the message ;.

R = | max ri(q) 15)

3.4 Response Time Analysis with Errors

The analysis as presented in the previous section does not cover the effect of transmis-
sion errors. Obviously, error events trigger the transmission of an error frame as well
as a retransmission which in turn increases the busy window and therefore the response
time of a message. Additionally, during the time required for error handling, additional
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higher priority messages could be released which further increases the busy window
and the response time.

Another aspect of an increased busy window is that a larger busy window raises the
likelihood that further errors fall into the same window. To account for these effects it is
mandatory to model the occurence pattern of errors. We use the Poisson model as used
in previous work (e.g. in [4]). A Poisson process is memoryless, that means that the
probability of the occurrence of error events during some time window which starts at
to is independent of the history previous to #y. Practically, that means a Poisson process
models independent single bit errors (without bursts), where A specifies the bit error
rate. The probability for the occurrence of m error-events in the time window At is:

eiAAt(lAt)m

(16)
m!

p(m,At)n =

As discussed before, the error penalty from which frame 7; suffers in case of one

error event is composed of the protocol overhead of error signaling F plus one retrans-
mission of the largest frame of equal or higher priority:

Ei=F+ max C; 17
Vj€hep(t;)

Consequentially, the worst-case overhead for K errors can be bounded to:
Ex=K-E; (18)

Given K errors occur during the transmission of frame 7; with a corresponding error
overhead of Ejg, the formula for the level-i busy window can easily be adapted by
include the error as an additional blocker term. The K-error, level-i busy window wy
is than defined as:

wik =Ejx+Bi+ Y, C;-nT(w) (19)
Jj€hep(t;)
For each K-error scenario, it is necessary to evaluate which activation leads to the worst-
case response time. Similarly to the error-free case, we add the Ejx to equation 13 to
obtain the waiting time for the g-th activation in the K-error case.

W?\}l (@) =Eqx +Bi+(g—1)Ci+ Y Ci-n"(tpie+wig(q)) (20)
Jj€hp(t:)

This is depicted in Figure 2 in an exemplary Gantt chart for a bus with three frames
F1,F,, F3 with increasing transmission times and bursty event arrival. Figure 2a shows
the level-2 busy window for the error-free case (K=0). In this scenario, 4 activations of
frame F, have to be considered as candidates and their evaluation leads to the worst-
case R;x—o = 10 for g = 2. Contrary to the error-free case Figure 2b shows a scenario
with one error (K=1). Here, not activation g = 2 but instead activation g = 3 leads to the
worst-case response time R;jx—; = 14. Analogous to the error-free case, we can derive
the response time for each error scenario by checking each activation in the K-error
busy-window.

rik(q) = wix(q) +Ci— 3" (q) (21)
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4 Probabilistic Timing Analysis Revisited

It is then possible to precompute all K-error, level-i busy windows until a threshold
criterion is reached (e.g. until the deadline is exceeded, w;x > D;). This stopping con-
dition will eventually be reached in a finite amount of analysis steps, since the sequence
of wj g 1s strictly increasing function in K as shown in Figure 3.

Up to this point we have calculated the response times R; g and the level-i busy
window for each K-error scenario w; k. The remaining problem is to calculate the prob-
ability that a busy window of length w; x actually occurs.

Now we revise the method to derive the probabilities for the busy-window proba-
bilities as presented in [4]. For the following argumentation it is important to note the
difference between error-events (the actual bit error) and a retransmission event. It is
possible that a message of length C is hit by multiple error-events and only one retrans-
mission occurs (e.g. after reception when the CRC is checked), but it is assumed, that
in the worst-case condition, each error-event will lead to exactly one retransmission. In
the following steps, we use the notation P( Wi x) which is an upper bound on the proba-
bility that a K-error busy window is observed. Thus we can directly use Equation 16 to
obtain the probability that no error-events occur during a given time window. E.g. the
probability for the error-free case is:

P(wio) = p(0,wy) = e i (24)

For K > 0 it is not sufficient to just calculate p(K, wi| x ), because error-events have
to occur in certain segments of the busy window. For instance, w;;; will only occur if
exactly one retransmission occurs during the time interval [0,w;|o). Similarly, w;, will
only occur, in either of the following two scenarios: two retransmissions occur in the
interval [0,w;o) or, one retransmission in [0, w;o) and one in [wjo, ;). In [4] it was
shown, that the amount of combinations where retransmission can occur in order to
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generate a w;x busy window is given by the Catalan Series which grows rapidly with
K, thus exhaustive enumeration is not possible.

Thus in [4] a more efficient technique was proposed, which can also apply for the
general case in which a busy-window includes multiple queued activations which can
be affected by errors. However, it was not argued how that method is pessimistic.

The approach works as follows: One error-event in the entire busy-window w;
can happen in two ways. The error may actually lead to a w;); busy window with the
probability P(w;;). Or, we face a busy window of length wijo and the error event occurs
in the interval [w;o,w;;) These intervals are also highlighted in Figure 3.

p(L,w1) =P(wi) (25)
+P(wijo) p(1,wij1 —wipo)

The value of P(wi“) can then be obtained by rearranging the equation. Similarly we can
apply this idea to K' = 2. Two errors in the time window w;; may occur in the following
mutually exclusive ways.

1. in a way that a busy window of length w;, actually occurs assuming two error-
events with the probability P(w;p).

2. wj)y occurred which implies exactly one error in w;|; and the second error must then
happen in the interval [w;;, w;).

3. wjjo occurred which implies no error in w; and exactly two errors must be in the
interval [wjo, wyj2)-

4. in a way that a busy window of length smaller than w;, occurs because the error
events are too close to hit two different frames.

In previous work [4], the latter case was not sufficiently considered and needs further
elaboration.

P(2,wi2) =P(Wip2) + Pregp(w < wyj2) (26)
+P(wip)p(1,wip —wipr)
+P(wijo)P(2, Wiz — wio)

In fact, the previously computed value for P(w;);) and the term P, (w < w2 ) are mu-
tually exclusive. This is because P(w;;) was derived under the assumption that exactly
one error-event triggers one retransmission and the residual term P, p(w < wyp) in-
cludes all other cases by which two error-event trigger exactly one retransmission and
thus lead to w;);. We introduce F’(wi‘z) which is the probability that either a w;, busy
window occurs or a smaller busy window occurs (e.g. two error-event hit one frame in
Wilo)-

P(wi) = P(Wik) + Pregix (W < wiig) (27)

By similar reasoning we can distribute three error-events in the busy window wy3:

1. in a way that a busy window of length w;3 actually occurs assuming three error-
events with the probability P(w;3).
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2. wjjp or a busy window even smaller than w;; occurs which both imply 2 error-events
in wyjp, the third error-event then must happen in the interval [wi|2, wi‘3).

3. wj1 occurred, which implies exactly one error event in w;j;, the second error then
must happen in the interval [w;;, wi).

4. wj)p occurred, which implies that no error is in the interval [0, w,-‘o) and exactly two
errors are in the interval [w;j, ).

5. in a way that a busy window of length smaller than w;3 occurs because the three
error events are too close to hit three different frames.

P(3,wi3) =P(wjj3) + Preg3(w < wyp3) (28)
+ P(wip) p(1,wiz —wiy)
+P(wij1)p(2,wi;3 — wi1)
+P(wij0)P(3; i3 — wilo)

The value for P(W,B) can be retrieved by rearrangeing the equation.

P(wiz) = p(3,wip3) — P(win) p(1, Wiz — wipy) (29)
— P(wij1)p(2,wij3 — wi1)
— P(wijo)p(3,wjj3 — wijo)

The same argument is valid for the following K-error busy windows and Equa-
tion 28 is generalized into the following form:

K-1
P(wyx) = p(K,wix) — Y, P(wy;)p(K — j,wix —wy;) (30)
=0

Contrary to a statement in [4], ﬁ(wl-‘ k) is not an upper bound for the probability
of a busy window of length w;x since there are obviously error scenarios which also
contribute to w;x with more than K error-events. This “missing” probability is implic-
itly considered in later iterations: P(w;;)|V,j > K. And accounted as if it would lead to
a larger busy-window. In that sense, P(w,-‘ x) includes some probability terms that also
smaller busy-windows than w; g occur. Thus, it does not make sense to use the values
of P(w;x) directly.

Instead, for hard real-time systems it is important to bound the probability that a
response time threshold (i.e. the deadline) is exceeded. Therefore, we introduce the
worst-case response time exceedance function P*[R; > r| which gives an upper bound
that some observed response time R; exceeds the threshold r.

Theorem 1. The worst-case response time exceedance function can be calculated as:

PR >r]=1- Z P(wik) 31)
VKlRi\K<r
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Proof. The probability that a response time exceeds the threshold r is the converse
probability that the response time is below that threshold. Each worst-case busy window
has one dedicated worst-case response time for message 7; and both w;x and R; g are
monotonic increasing functions in K, thus it is sufficient to include the first K busy
windows until the response time exceeds the threshold. In order to maximize PY[R; >
Dj], it must be shown that the following series is a valid lower probability bound to the
occurrence of all possible response times less than r.

PR <r= Y Plwpg) (32)
VK|Rx<r

The probability f’(wi‘o) is the exact probability according to the model that a response
time of length R;o occurs. By construction, the probability 15(w,-|1) is a valid lower
bound for the probability that the response time R;; occurs (only 1 error-event is con-
sidered). By construction, the probability P(wi‘ x) is a valid lower bound for the prob-
ability that a response time less than R; g occurs: According to Equation 27, it can be
decomposed into a lower bound probability that exactly w;x occurs and a probabil-
ity term which covers smaller response times which were not considered in previous
probability terms P(w;(;)|Vj < K. Since all terms in the series from equation 32 are
mutually exclusive and lower bounds to P~ [R; < r|, the entire series is a lower bound.
Then equation 31 yields a valid upper bound P*[R; > 7]

4.1 Reliability

Based on the exceedance function PT[R; > r|, it is possible to calculate the reliability
of individual frames similarly to [14]:

Zi(t) =P[R > " (33)

Based on the reliability function, other common metrics such as the Mean Time To
Failure (MTTF) can be computed:

MTTF,= [ PY[R;> 7 (34)
t=0

5 Experiments

5.1 SAE Benchmark

We implemented the presented algorithm in pyCPA [6], a pragmatic Python imple-
mentation of compositional performance analysis. To evaluate the approach, we use a
modified version of the 17-messages SAE benchmark as presented in [15]. The bench-
mark includes sporadic messages, as well as periodic messages. Sporadic messages are
modeled by assuming a minimum interarrival time, also we assume that the CAN bus
is part of a larger distributed, automotive network and the data which ought to be trans-
mitted has been processed on different ECUs which results in an increased released
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Fig.4: Worst-case exceedance function denotes the probability that frame exceeds a
given threshold response-time.

Table 1: Excerpt from the message set and corresponding deadline exceedance proba-
bility for A = 1077
|Name||Bytes| Prio|P [ms]|J [ms]|D [ms]|PT[R > D]|

FO1 1 1| 50 1 5 |7.4e—-34
FO3 1 3 5 2 10 | 1.9¢ —46
FO8 1 8 | 10 1 5 |21e—-04
F11 1 | 11| 50 10 10 | 7.2e—04
F13 1 |13 |100 | 3 100 | 9.5¢—21
F15 3 [15|500 | 4 |1000 |<1le—50

jitter (e.g. due to scheduling on upstream ECUs). Thus, the used message set covers
a broader spectrum and may be more applicable to todays automotive networks. This
is, for some frames we relaxed the deadline and increased the jitter to 1ms. Besides
from that, the benchmark was used as it is. We carried out the following experiment
using a 125 kbit/s CAN bus and a bit error rate of 1077, which was measured by [7]
in an aggressive environment. The results for selected frames are shown in Figure 4.
The diagram shows the worst-case exceedance function which is the probability that
a response-time is exceeded. For some frames (e.g.FO8, F11), deadline misses due to
retransmissions are quite common and may happen in average in one of 10.000 mes-
sage transmissions, which means that approximately each 10 seconds for frame F08
misses its deadline. Obviously, the presented analysis is easily applicable to the SAE
benchmarks as it quickly provides bounds on deadline-miss probability for each frame
(cf. Table 1).

5.2 OEM Trace Data

Previously, we applied the approach to the SAE benchmark. As discussed, the bench-
mark consists of messages which are of periodic nature. However, the benchmark is old
and does not resemble todays automotive communication patterns.
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Todays ECUs installed in contemporary upper class or premium vehicle use various
communication modes to transmit frames. This includes transmission patterns such as
cyclic+spontaneous in which a periodic base-load is superimposed with spontaneous
message transmissions. Some frames are transmitted in a dual cyclic pattern, where
a frame is transmitted either in a “fast* mode or in a slow mode depending of the
ECUs state. For a worst-case analysis, these arrival patterns can obviously conserva-
tively approximated by either using a minimum inter-arrival time and the fast period,
respectively. However, using such approximations quickly renders the configuration un-
schedulable.

In some configurations, safety relevant frames such as the airbag signaling are trans-
mitted multiple times in a row (i.e. sporadic with repetition). Such a transmission pat-
tern cannot be approximated easily by a periodic with jitter model.

A pragmatic way to solve this problem is to compute a derived worst-case behavior,
which is built on previously observed behavior of the system or its components. The
idea is to carry out multiple of isolated tests and fuse the derived data to carry out a
formal analysis. Obviously, this only works if individual tests contain substantial and
reliable testing data. It’s up the designer to decide when sufficient data is gathered.

For the following analysis, we used test traces supplied by a major automotive
OEM. These traces contain the activation times of all instances of individual frames
as well as their ID and DLC. In the first step, we derived event models from the traces
according to the following equation:

O gorived (M) :rggl(c(m) —o(m+n—1)) (35)
Here, o(m) is the absolute arrival time of the m-th event recorded by the trace tool. By
applying eq. 6 we gain a derived 1+ which resembles the worst-case as found in the
traces. This 1) function was then fed into the presented analysis to derive the worst-case
exceedance function.

This experiment contains 238 standard CAN frames which were captured on a
125kbit/s bus. From the trace data we can observe that the bus was heavily utilized
with approximately 80%. The worst-case response times without considering errors is
depicted in Figure 5. It can be seen that the frameset contains multiple low-latency

2500
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Fig. 5: Worst-case response time. Frames are sorted by priority.
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Worst-Case Exceedance Function A\ = 1076
T ® 1] T®. ] L ]

—25
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Fig. 6: Worst-case exceedance function for a typical frameset of a contemporary pre-
mium vehicle. Frames are sorted by priority.

frames with response times below 50ms. However, the majority of the frames exhibit a
rather large response time up to 2 seconds in worst-case conditions.

Now, we evaluate a subset of the frames with respect to their timing under error
effects. We assumed a rather harsh environment with a bit error rate of 107 and in-
vestigated representative frames from the frameset (high, medium, low priorities). The
result is shown in Figure 6. Interestingly, the probability for increased response times
drops extremely fast. And it must be noted, that the drop is even more in reality, since a
lower bit error rate can be assumed in reality.

Since no deadlines where supplied, we cannot compute a reliability value. But based
on the exceedance functions, we can observe that only in rare cases (approximately with
a probability of 1072%) the error-free worst-case response time is exceeded by more than
50 ms.

6 Conclusion

Probabilistic bounds under the influence of errors are especially important for to prove
the correctness of safety-critical systems. In this paper, we generalized methods to com-
pute probabilistic bounds on hard real-time CAN messages for response times greater
than deadlines and arbitrary event models. We applied the approach to the rather out-
dated SAE benchmark as well as to frameset supplied by major automotive OEM. We
could prove the existing probability bounds to be correct also for the general case. The
error analysis as provided in this paper, is with minor modifications applicable to the
CAN evolution called CAN FD. Since CAN FD has an increased bitrate of 10 Mbit/s
and tighter physical layer timing, it is likely that the bit error rate is higher compared
to CAN. Hence, we anticipate that such an analysis becomes even more important with
the advent of CAN FD.

However, there are still open questions. Currently, the presented approach cannot
handle burst-errors as it relies on the memorylessness of the error model. Also, the
assumption of the critical instant for each activation is utterly pessimistic and can po-
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tentially be resolved by considering the amount of critical instances that can actually
occur. Such an analysis technique remains future work.
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Independence - a misunderstood property of and for
probabilistic real-time systems

Liliana Cucu-Grosjean
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1 Introduction

The arrival of more complex and modern architectures for critical embedded systems
imposes the utilisation of analyses overcoming the requirement to have a certain knowl-
edge of the worst-case execution time (WCET) of a task. The probabilistic! approach
is one of the approaches offering such alternative. Since the seminal paper of Lehoczky
[16], probabilistic reasoning has been the basis for response time analysis [9], worst-
case execution time estimation [10] or for the proposition of optimal priority assignment
policies [21]. Probabilistic approaches take into account the fact that extreme values for
parameters like worst-case execution time or minimal inter-arrival time are rare. In this
paper we discuss results for worst-case execution times. The idea that the worst-case
execution time of a task may have a low probability of occurrence is first presented by
Burns and Edgar [4] and it is later confirmed by results [14], [28], [7] heavily inspired
by this first work [4].

In addition to the proposition of a new technique for estimating the WCET of tasks,
the work of Burns and Edgar proposes the original definition of what is currently known
as probabilistic worst-case execution time (pWCET) estimate (a formal definition is
provided in Section 2.2). This notion is different from the probabilistic execution times
(pETs) [8] and the pWCET may be used as input to the probabilistic schedulability
analyses like [9] [2] [26] [11] [1]. This difference between pWCET and pET has an
important consequence on the independence between the random variables describing
the (WC)ET.

In this paper we show for the first time that the probabilistic real-time analyses do
not have stronger requirements from the task systems than a deterministic real-time
analysis (with respect to the hypothesis of independence originally introduced by Liu
and Layland [17]), as long as pWCETs are used.

This paper is organized as follows. In Section 2 we introduce the notations, the
definition of pWCET and pET and their relation. The three notions of independence
are detailed and discussed in Section 3. In Section 4 we present the related work with
respect to this paper and we conclude in Section 5.

! The notion of probabilistic is used here in a wide manner to indicate approaches for systems
of tasks with at least one parameter described by a random variable. These approaches may
belong to the realm of probability theory, statistics or stochastic processes.
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2 Notations

We consider a task set of n tasks {71, 7,...,T,}. Each task 7; is characterized by four
parameters (O;, %}, T;, D;) where O, is the arrival of 7;, T; is the minimal inter-arrival time
(commonly known as period) and D; the relative deadline. The variable %; is a random
variable? and it describes the probabilistic worst-case execution time (pWCET) of task
7;. We denote by ‘Kij the probabilistic execution time (pET) of the j”* job of ;.

A random variable 2" has associated a probability function (PF) fo-(.) with f2- (x) =
P(Z = x). The possible values X, X! .. X* of 2" belong to the interval [x"" x"%],
where k is the number of possible values of 2. In this paper we associate the probabil-
ities to the possible values of a random variable .2~ by using the following notation

0 __ ymin 1 ... Yk — ymax
%:<X =X X XkF=Xx ) 0

For(X™m) for (XYY - for (X™)

where Z];’: ofa (X 7y = 1. A random variable may be also specified using its cumulative
distribution function (CDF) Fo (x) =Y ... f2°(2).

7= min

2.1 Probabilistic Execution Time

Definition 1. The probabilistic execution time (pET) of the job of a task describes the
probability that the execution time of the job is equal to a given value.

For instance the j job of a task 7; may have a pET

(2 3 5 6 105
J
4= (0.7 0.2 0.05 0.04 0.01) @

If f,,j(2) = 0.7, then the execution time of the 7™ job of t; has a probability of 0.7
to be eqlllal to 2.

2.2 Probabilistic Worst-case Execution Time

Definition 2. The probabilistic worst-case execution time (pWCET) of a task describes
the probability that the worst-case execution time of that task does not exceed a given
value.

For instance, a task 7; may have a pWCET

23105
%= (0.8 0.19 0.01) )

If f(2) = 0.8, then the worst-case execution time of 7; has a probability of 0.2 to
be larger than 2.

2 In this paper we use a calligraphic typeface to denote random variables, e.g., 2", %, etc.
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2.3 Relation between pWCET and pET

The relation between the pWCET of a task and the pETs of all jobs of a task is defined
using the relation >~ provided in Definition 3.

Definition 3. [I8] Let 2" and % be two random variables. We say that X is worse
than % if Fy-(x) < Fo- (x), Vx, and denote itby 2" = %'

The pWCET %; is an upper bound on the pETs ‘gij , Vj and it may be described by

the relation > as 6; >~ %ij , Vj. Graphically Fg[() never goes above the curves F, glj(.),

Vj. This relation is illustrated in Figure 1. One may notice that ‘fil and ‘fij are not
comparable with respect to the relation > defined by Definition 3.

>

b

Fig. 1. Relation between the CDF of the pWCET %; and the CDFs of the pETs cgil and %”ij

3 Independent tasks

Since the seminal paper of Liu and Layland [17] the independence of tasks is defined
such that the ”[...] requests for a certain task do not depend on the initiation or the
completion of requests for other tasks.”. Moreover the schedulability analysis of inde-
pendent tasks may be studied under the hypothesis that the tasks do not share any re-
sources except for the processor. This paper assumes this hypothesis true and it shows
that, thanks to the definition of the pWCET provided by Burns and Edgar [10], this
hypothesis is the unique requirement with the respect of the independence when prob-
abilistic real-time analyses are considered. A probabilistic real-time system is a system
with at least one parameter described by a random variable. In this paper tasks have
(worst-case) execution times described by random variables.

We present now two problems for task systems with (worst-case) execution times
described by random variables:
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— the schedulability analysis for fixed-priority scheduling® on one processor. This
problem allows us to describe the probabilistic independence hypothesis usually
required by such analysis and to explain why this hypothesis is not stronger than
the hypothesis of independent tasks required by deterministic analyses®.

— the estimation of the pWCET PF for a task on one processor. This problem allows
us to described the statistical independence hypothesis usually required by such
analysis and to explain why this hypothesis is not stronger than the hypothesis of
independent tasks required by deterministic analyses.

3.1 Probabilistic independence

We consider n periodic tasks 7; described by (0;,6;,D;, T;), Vi = 1,n that are scheduled
by a preemptive fixed-priority scheduling algorithm on one processor. The task 7; has
a higher priority than 7; Vi < j. The scheduling algorithm is known and given, and
proposing one is beyond the purpose of this paper. An interested reader may find a
solution to the optimal fixed-priority scheduling algorithms for tasks with worst-case
execution times described by random variables in [21].

The response time PF of a job ’L’ij is calculated using the operation between two
random variables called convolution (defined in Definition 5) that exists if the random
variables are (probabilistically) independent as defined in Definition 4.

Definition 4. Two random variables 2 and % are (probabilistically) independent if
they describe two events such that the outcome of one event does not have any impact
on the outcome of the other.

Definition 5. The sum Z of two (probabilistically) independent random variables Z
and % is the convolution " @ % where P{% =z} =Y\~ "2 P{ X =k}P{¥ =z—k}.
The calculation of the response time PF of the j”* job of 7 is %’f is provided in [9]

as follows
0.4,

(4i,j:>0)
S :Ji%*{ +(f9'z{ ’

®f ), @)
where A; j = O;+ jT;,Vj > O s the release time of the job Tij . A solution for Equation (4)
may be obtained recursively [9].

Equation (4) may be reformulated as follows:

R = B(Aij) @ (i) DE, )

where %;(4; ;) is the accumulated backlog (e.g., the sum of execution times) of higher
priority tasks released before A; ; and still active (not completed yet) at 4; ;. .Z;(A; ;) is
the sum of the execution times of higher priority tasks arriving after A; ;.

3 The fixed-priority scheduling considers that all jobs of a task conserve the same priority during
the entire schedule.
4 We use deterministic analyses as opposite to probabilistic.
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In Equations (5) and (4) the operation & indicates that a summation is needed to take
into account the execution times of all higher priority tasks active before, at or after 4; ;.
If the random variables ‘51/ ,Vi and Vj are (probabilistically) independent, then this oper-
ation is the convolution as defined in Definition 5. If the random variables €7, Vi and Vj
are (probabilistically) dependent, then the operation & needs to take into account the
dependences between these random variables. One possible solution is the utilization of
copulas [3], but to our best knowledge there is no extension of the results presented by
Equations (5) and (4) to the case of copulas. One may note this interesting and yet open
problem of probabilistic real-time systems. This open problem may be related to the
study of the impact of (missing) probabilistic independence while convolving as it has
been done in [25], but the missing quantification of the number of dependent random
variables within this paper does not allow to conclude. Nevertheless one may note this
second open problem.

Case of pETs. If the random variables %ﬁj describe pETs of the j and 3 j; # j»

such that ‘Kl’ V£ ‘6/ 2, then the random variables are not independent and Equations (5)
and (4) cannot be applied with the current knowledge of the literature.

Case of pWCETs. If the random variables ‘51/ describe pWCETs of tasks 7;, then
the random variables are independent as they are obtained as upper bounds for pETs.
Thus Equations (5) and (4) can be applied by replacing the operation & by ® and ¢/
by %;. Equation (4) becomes Equation (6) and Equation (5) becomes Equation (7) as
follows (with the same notations as before):

0,4; Ai o0
Fa=1g) 4 "™ @ fa) ©
B = Bi(Ai}) @ Ii(Aij) B C; @)

In conclusion in the case of tasks with pWCETs, the utilization of the definition
of pWCET as provided in [10] implies that the (probabilistic) independence of tasks is
implicit and it does not require any new hypothesis for a task system with respect to the
case of independent tasks described deterministically.

We present in Section 3.2 what are the hypotheses needed to obtain a pWCET for a
task executed on a given platform.

3.2 Statistical independence

Since the seminal paper of Edgar and Burns [10], different papers [14], [28] have been
presented the calculation of pWCETs based on the utilization of extreme value theory
(EVT) [12]. The statistical independence required by EVT must be properly checked as
underlined by Griffin and Burns [13] and a complete application of EVT is presented in
[7]1.

We present now the extreme value theory and the associated (statistical) indepen-
dence definition. We end this section by explaining why this (statistical) independence
is not a requirement on the top of independence for the tasks of a system.
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Extreme value theory Extreme Value Theory (EVT) estimates the probability of oc-
currence of extreme values which are known to be rare events [10]. More precisely,
EVT predicts the distribution function for the maximal values of a set of n observations,
which are modelled with random variables. EVT is analogous to Central Limit Theory
[27] but instead of estimating the average or the central part of a PF, EVT estimates the
extremes [12].

The main result of EVT is provided in Theorem 1 where F' denotes the common dis-
tribution function of n random variables describing the observations (execution times)
of a task 7; and the pWCET 6; = ..

Theorem 1. [12] Let { 21, Z2,...,Zn} be a sequence of independent and identically
distributed (i.i.d.) random variables. Let M, = max{ 21, 2>,..., Zn}. If F is a non
degenerate distribution function and there exists a sequence of pairs of real numbers
(an,by) such that a, > 0 and limn_,mP(@ < x) = F(x), then F belongs to either
the Gumbel, the Frechet or the Weibull fami?y.

Theorem 1 (as many statistical results) requires that the n random variables 27,
Za, ..., Z, are (probabilistically) independent. Here the variables 27, 2>,..., %, de-
scribe observations of the execution of task 7;. The independence hypothesis implies
that Z; is obtained from observed executions that are independent from those con-
tained by .2, Vi # j. Nevertheless in reality the user of this theory runs the task under
study several times and obtains a set of data. In this case in order to fulfil the hypothesis
of (probabilistic) independence required by Theorem 1, the user check the (statistical)
independence by applying different independence tests on those data [27]. For instance
the lag test results may indicate graphically if the data are independent (see Figure 2,
right graph) or not (see Figure 2, left graph).

nnnnn

Fig. 2. Graphical results provided by lag test on two sets of observed execution times

In conclusion EVT requires that the observed executions of a task are made inde-
pendently and this does not imply any extra requirement on the tasks, but on the process
of producing and collecting the data. This requirement is also true for another version
of extreme value theory called Peaks Over Threshold [6] that may be applied to the
problem of estimating pWCETs. To our best knowledge there is no such application of
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POT to the pWCET estimation and one may note this interesting and yet open problem
for probabilistic real-time systems.

These independent executions of tasks may be obtained either by statistical methods
[28] or by ensuring specific properties for the platform [5].

4 Related work

In this paper we discuss the impact of the independence property on probabilistic sys-
tems with (worst-case) execution times of tasks described by random variables. Such
systems are the probabilistic systems the most studied among probabilistic real-time
systems. These results may be classified in four main types: schedulability analysis,
re-sampling, p(WC)ET estimation, and optimal scheduling algorithms.

Schedulability analysis The seminal paper of Lehoczky [16] proposes the first
schedulability analysis of task systems with probabilistic execution times. This result
and several improvements [29], [15] consider a specific case of PFs for the pETs. Tia et
al.[26] and Gardner [11] propose probabilistic analyses for specific schedulers. Abeni
et al. [1] proposes probabilistic analyses for tasks executed in isolation and a recent
work consider time-evolving models [23]. The most general analysis for probabilistic
systems with (worst-case) execution times of tasks described by random variables is
proposed in [9]. A time-evolving model of pETs is introduced in [19] and an associated
schedulability analysis on multiprocessors is presented.

Re-sampling with respect to the p(WC)ETs The schedulability analyses may have
an important complexity directly related to the number of possible values of the random
variables. This complexity may be decreased by using re-sampling techniques that en-
sure the safeness (the new response time PF upper bounds the result obtained without
re-sampling) [24], [22].

The p(WC)ET estimation Since the seminal paper of Edgar and Burns [10], dif-
ferent papers [14], [28], [13], [7] propose statistical solutions for this problem. To our
best knowledge only one paper proposes a pET estimation for a task [8].

Optimal scheduling algorithms To our best knowledge, there is only one paper
presenting optimal fixed-priority scheduling algorithms for pWCETs of tasks described
by random variables [21]. For time-evolving pETs of tasks an optimal fixed-priority
algorithm is proposed for several processors [20].

5 Conclusion and open problems

In this paper we study the impact of defining pWCETS of tasks (concept introduced by
Burns and Edgar) on the probabilistic real-time systems. This discussion is proposed
from the point of view of the notion of independence. Nowadays the probabilistic real-
time literature uses three distinct notions of independence: independence of tasks, prob-
abilistic independence among random variables and statistical independence of data.
We show that the two later concepts does not imply the loss of the first one. Therefore
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the probabilistic real-time analyses do not have stronger requirements from the task

sy

stems than a deterministic real-time analysis as long as pWCETs are used.
Within this paper we underlined the existence of several open problems interesting

for real-time systems with p(WC)ETs:

— the introduction of copulas for systems with dependent pETs;
— the impact of missing probabilistic independence while convolving pETs;
— utilization of POT theory for the pWCET estimation.
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1 Introduction

During the last 20 years, there has been a significant growth in the number of people
active in the real-time scheduling community and consequently a large increase in the
number of research publications. Today, more than ever it is important that we make our
latest research (whether it is a short workshop abstract like this one or a lengthy journal
paper) as easy as possible for others to understand and build upon.

As readers and reviewers of papers on real-time scheduling, we have all experienced
the difficulty and at times hair-pulling frustration involved in trying to decipher complex
analysis embodied in numerous equations using unfamiliar, arbitrary and sometimes
downright cryptic notation [1]. We have all also experienced the pleasure of reading
interesting, insightful, well-structured papers with clear step-by-step analysis, that uses
precise terminology, and a concise, consistent and well thought-out notation [8].

Through the volume and the quality of the research he has produced (450 pub-
lications and counting), the number of PhD students he has supervised and nurtured
into independent researchers, and the number of people reading his work (approaching
15,000 citations), Alan Burns continues to have a substantial and guiding influence on
the de-facto standard terminology and notation that has been adopted by many in the
real-time scheduling community. We do not claim that he invented this notation, but
that over the years he has been instrumental in extending and shaping it into a form
suitable for continued use.

In recognition of Alan’s 0x3C birthday' and his enduring contribution to the field of
real-time scheduling, we hope that this notation, summarised below, will from hereon
be referred to as Burns Standard Notation. Our aim is for it to be used in future by
all attending the workshop or reading this abstract, and thus become so widespread and
standardised upon that in a few years it will be hard to find a new paper on real-time
scheduling that does not make use of it.

2 Guidelines

Burns Standard Notation describes the properties of a real-time system and in particular
the set (7) of n tasks that execute on it, where each task 7; is identified by a unique index
i from 1 to n. This notation evolved over a number of years according to a set of informal

! Beyond a certain age one should think in hexadecimal and still claim to be thirty something.
At the time of writing, the author had recently turned thirty.
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guidelines. These guidelines provide both a rationale for the choices made and enable
extension of the notation to new properties or parameters in a consistent way.

The guidelines used in creating and extending Burns Standard Notation are as fol-
lows:

(i) Subscripts refer to a task index, for example D;, with a second subscript (if required)
referring to the index of a specific invocation or job of that task, for example d; ;.
Upper case letters are used for offline properties that are relative rather than abso-
lute, for example D; is the relative deadline of task ;.

(ii)

(iii) Lower case letters are used for online properties that are absolute, for example d; x
is the absolute deadline of the kth job of task ;.

(iv) Functions are used for properties that vary with respect to some parameter (often
time or a time interval). For example ¢;(r) denotes the remaining execution time
of task t; at time ¢, and I;(¢) denotes the maximum interference from task 7; in an
interval of length 7.

(v) Superscripts are used to qualify different variants of a property, for example RF0
denotes the response time of task 7; when the system is in a low criticality mode.

(vi) Sets of tasks are described as functions of the task index, for example /p(i) is the
set of tasks with priorities lower than that of task 7;.

3 Burns Standard Notation

Burns Standard Notation is given in the table below, in alphabetical order. Our aim is
for this notation to become the accepted standard for real-time scheduling papers.

Notation |Terminology (Meaning
B; Blocking The longest time for which task 7; can be prevented from
executing by tasks of lower priority.
Ci Worst-case  |An upper bound on the longest possible execution time of
execution task ;.
time
ci(t) Worst-case remaining execution time of task 7; at time ¢.
D, Relative The longest elapsed time that task 7; is permitted to take from
Deadline being released until it completes execution.
E(t) Error recov-|The total time spent recovering from errors in a time interval
ery overhead |of length 7.
F Final non-|The maximum length of the final non-pre-emptive region of
pre-emptive |task T;.
region
H Hyperperiod |The Least Common Multiple of all task periods.
hp(i) Set of higher|hp(i) is the set of tasks with higher priority than task t;,
hep(i) |priority tasks |whereas hep(i) is the set of tasks with higher or equal pri-
ority to task 7;.
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Notation |Terminology |Meaning
Ji Release Jitter |The longest possible time from the notional arrival of a job
of task 7; until it is released i.e. becomes ready to execute.
Ji Job k In the case of papers discussing systems of independent jobs,
then J is used to mean the job with index k.
L; Criticality In a mixed criticality system, the criticality level of task 7;.
level
Ip(i) Set of lower|lp(i) is the set of tasks with lower priority than task T,
lep(i) priority tasks |whereas lep(i) is the set of tasks with lower or equal priority
to task ;.
Number of processors
n Number of tasks
P Priority The priority of task 7;, used to determine which of a compet-
ing set of ready tasks should be executed. Where it is possible
to do so without loss of generality, the priority of a task is of-
ten assumed to equate to its index i.
R; Worst-case | The longest possible elapsed time from the release of any job
response time |of task 7; until the completion of that job.
S; Slack The maximum amount of additional interference that task t;
may be subject to without missing a deadline.
s Speed The speed of the processor.
T; Period The minimum inter-arrival time between jobs of task 7;.
U; Utilisation The processor utilisation of task 7;, U; = C;/T;. (U is the util-
isation of the task set 7).
T; Task The task with index i.
T Task set
W;orw; |Window  or|The length of a priority level i busy period or scheduling win-
busy period |dow. Used in schedulability analysis equations where the re-
sponse time is not computed directly.

The symbols C;, T;, 7; and U were used in the famous paper by Liu and Layland [6]
in 1973. Many of the other symbols, including B;, D;, I;, J;, R;, and hp(i) became es-
tablished following their use in one of Alan Burns seminal contributions to the analysis
of fixed priority scheduling [2]. Other symbols were introduced in subsequent papers
in the mid 1990s (F;, P; and superscripts [4], S; [5], E(t) [7] ), whereas L; [3] is a more

recent addition.
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Abstract'. This paper presents an overview of MAST, a modelling and analysis
suite for real-time systems, with emphasis on the description of the underlying
schedulability analysis techniques. The paper presents the MAST model for dis-
tributed real-time systems, and the tools included in the MAST suite. Response-
time analysis techniques are used for schedulability analysis, and are integrated
with tools that are capable of assigning scheduling parameters and performing
sensitivity analysis. The MAST suite also includes design tools that allow
designers to extract schedulability analysis models from their UML/MARTE
design descriptions.

Keywords: Real-time systems, schedulability analysis, response-time analysis,
tools, assignment of scheduling parameters, sensitivity analysis, design methods,
MARTE

1 Introduction

When timing requirements must be met even in the worst case conditions, testing
methods are insufficient because there is no guarantee that the worst case was tested.
This is why mathematical methods, called schedulability analyses, are needed to
obtain these guarantees. As inputs, the analysis needs a model of the timing behaviour
of the application and its timing requirements, together with the worst-case execution
times (WCETs) of the different blocks of sequential code. As a result, schedulability
analysis provides the answer to the question: will a set of dynamically-scheduled
concurrent tasks meet its timing requirements under all possible circumstances?

To create the timing behaviour model we take into account that real-time systems
have a reactive architecture in which software reacts to timing and external workload
events, executing specific tasks in response. Many of these events have a repetitive
nature because tasks have to continuously react to changes in the environment. We also
find that many of these events are periodic, perhaps triggered from a hardware timer,
and others are aperiodic, triggered from a human operator input, a message arriving
through a communications network, or a hardware interrupt generated by a sensor
reading a signal from the environment. Tasks will synchronize among themselves to
accomplish a coordinated result and will share resources in mutual exclusion. In

1. This work has been funded in part by the Spanish Government and FEDER funds under grant
TIN2011-28567-C03-02 (HI-PARTES).



distributed systems, tasks will exchange messages among them using a
communications network. These messages carry information and implement a control
flow by which tasks in one processor may trigger the execution of tasks in other
processors. All these behaviours must be captured in a model of the system that can be
used as input to the schedulability analysis methods.

A simple pass/fail answer from the analysis is generally not enough for the
application developer. If the system meets its timing requirements we would like to
know how much space we have for growth. Similarly, if the system is not schedulable
we would like to know where the timing bottlenecks are, and what parts of our system
we can change to achieve schedulability. These answers can be obtained from a
sensitivity analysis.

Real-time systems theory has developed a large number of scheduling policies
together with their corresponding schedulability analysis techniques. Engineers trying
to develop industrial real-time systems need tools that allow them to model their
systems and apply these techniques. MAST (Modelling and Analysis Suite for real-
Time applications) [5][17] was created at the University of Cantabria to serve both as
an engineering tool and as a research platform for developing such modelling
techniques and the associated analysis techniques, focusing on distributed systems.
This paper describes the MAST model and the suite of tools built around it, with
special emphasis on the new modelling elements introduced since the initial work
published in [5]. The schedulability analysis techniques used in MAST are based on
response time analysis. For distributed systems most of these techniques are based on
the initial work by Tindell, Clark, Burns and Wellings [42] [43] [41], from the
University of York.

The MARTE standard [25] contains the UML Profile for Modelling and Analysis of
Real-Time and Embedded Systems, and can be used by real-time systems engineers to
design and develop their applications. From the design model and using special-
purpose tools [20] it is possible to generate the MAST model of the application and
perform schedulability analysis. This process can be repeated at different stages of the
development cycle in such a way that the results of the analysis can influence the
design decisions. This design flow brings real-time theory directly into engineering.

The document is organized as follows. Section 2 briefly introduces the main
elements of the MAST model. Section 3 lists the tools that are currently available in
the MAST suite. Section 4 describes the techniques used for each of the schedulability
analysis tools, while Section 5 describes the techniques used in the assignment of
scheduling parameters. Finally, Section 6 gives the conclusions and discusses some
future work.

2 The MAST Model

MAST [5][17] defines a model to describe the timing behaviour of real-time systems
designed to be analyzable via schedulability analysis techniques. MAST also provides
an open-source set of tools to perform schedulability analysis and other timing
analyses, including simulation, assignment of scheduling parameters, and sensitivity
analysis to determine how far or close is the system from meeting its timing



requirements. The model defined in MAST is very similar to that defined in the
Schedulability Analysis Modelling chapter (SAM) of the MARTE standard (The UML
Profile for Modelling and Analysis of Real-Time and Embedded Systems) [25].

MAST is currently evolving from MAST-1 towards a new version, called MAST-2
[7], which aligns its names with those of the MARTE standard, adds new modelling
elements, enhances the overhead models, and adds new scheduling policies.

We will now make a brief description of some of the main elements provided in
MAST and then, as two representative examples, we will show how to use other
advanced modelling elements to model effects such as tasks that self suspend and the
management of maximum output jitter requirements. Finally we will list other
modelling elements available in MAST.

2.1 Basic modelling elements

Using MAST it is easy to formulate a model of a real-time system. This process is
shown here in different steps, for a simple distributed system using fixed-priority
scheduling.

Execution platform. We first need a model of the execution platform, indicating its
CPUs and networks, and the schedulers to be used for each. For instance, Figure 1
contains a simple model of distributed execution platform with a CAN bus, modelled
with a packet-based network, and two processors. Both, the processors and the
network, use fixed priority schedulers. This model was generated with the MAST
graphical editor.

Processing Resources | Scheduling  Shared

And Schedulers servers Resources Operations Transactions
local_co™:PRIMARY SCHED canbus :PRIMARY SCHED teleoper” ;PRIFNARY SCHED
Host: local_controller Host: canbus .
Palicy: Fixed Priority Policy: FP packet-based Eﬁigéugeéiggzrgﬁiﬁﬂfiza
Uarst Context: 15.00 Worst Contexts 102,50
local _contro™$PROCESSOR canbusPLRT NTUK teleoperatio™PROCESSOR
Speed factor: 1,00 Speed Factory 1,00 Speed factor: 1,00
Worst ISR Switch: 10.00 Max Packet: Bd,00 Worst ISR Switch: 10,00
Min Packety 1,00

Simple Complete Mode | | Complete Mode New New New Primary | | New Secondar
Mode | I(N&:m-Expandecl]I | (Expanded) | Processor | N(-:'cwnrkI | Scheduler | Scheduler

Fig. 1 MAST model of a distributed execution platform

MAST has a rich overhead model that enables the application developer to
concentrate on the modelling elements at the right abstraction level. For instance, in
the execution platform we can specify the ranges of priorities being used and the



overheads of interrupt service routines, of context switches, and of protocol
information being sent along with each message packet.
Schedulable Resources, also called Scheduling Servers in MAST-1. Used to model

the operating system threads and the message streams, which will contain the assigned
priorities (Figure 2).

trajectory_plan®:SERVER
Sched: teleoperation_st’
Policy: Fixed Priority
Priority: 80

conmand_manager3 SERVER

Sched: local_controller
Policy: Fixed Priority

Priority; 412

meszane_schedul ™ : SERVER
Sched: canbus

Policy: Fixed Priority
Priority:

servo_control :SERVER
Sched: local_controller
Policy: Fixed Priority
Priority: 415

reparter 1SERVER

Sched: teleoperation_st’
Policy: Fixed Priority
Priority; 78

gui: REGULAR SERVER
Sched: teleoperation_st’
Policy: Fixed Priority
Priority: B0

data_sender :SERVER

Sched: local_controller
Policy: Fixed Priority
Priority: 410

teleoper® :PRIMARY SCHED

Hosty teleoperation_sta
Folicy: Fixed Priority

canbus tPRIMARY SCHED

Host: canbus

local_co™:PRIMARY SCHED
Host: local_controller

Policy: FP packet-based Policy: Fixed Priority

Worst Context: 102,50 Worst Context: 15,00

Fig. 2 Threads and message streams, modelled with MAST schedulable resources

Operations. The next step is modelling the code blocks that will be executed by
each task, and the messages sent through the network; they are both called operations
in MAST, and they require specifying the WCETs or maximum message sizes,
respectively (Figure 3). It is possible to model modular operations by creating
composite and enclosing operations that are composed of or enclose other operations.

conmand o :EMCLOSING OP
LICET: 9045,0

ervo_con” tENCLOSING OF
UCET: 1¢d9.0

data send” :FMCIOSTNG OP
WCET: 1220,0

reporter FNCL OSTHG 0P
WCET: 20860

write stabys:
WCET: 54,00

IMPLE OF

read servos:SIHPLE OP

UCET: 74,00

IMPLE OF

write servos:
WCET: 71,00

get command:SIMPLE OP
WCET: 93,00

read status?
WCET: 87,00

IMPLE OP et comnand:SIMPLE OP

WCET: 135,00

tatis megrHG OP
Max Msg: 508,00

command wsgeHSE OP
Max Msg: 489,00

trajector™:FNCI OSTHG 0P
WCET: 7952,0

gui tEMCLOSING OP
WCET: 14B820,0

Fig. 3 Operations

End-to-end Flows, abbreviated eZe flows, and also called Transactions in MAST-1.
This part of the model contains the eZe flows, which act as the “glue” for all the other
modelling elements (Figure 4). Each e2e¢ flow has a workload external event that
models the arrival pattern of the events that trigger it, and one or more steps, called
activities in MAST-1. For a processor, each step specifies the thread that will be
executed in response to the event instances, and the operation to be executed by that



thread at each instance. For networks, the steps describe the message stream (with
scheduling information) and the particular message operation to be transmitted. We
can set deadlines and other requirements at the finalization of a step.

L TRENGALCTION - - TRANGACTIN! ~ TRANCACT I
Periodicy T=1000000,00 Periodic: T=G0000,00 Periodicy T=G000,00
D=1000000, 00 D=50000, 00 D=5000,00

Fig. 4 Transactions or end-to-end flows

The model of one of the e2e flows can be seen in Figure 5 as a graph connecting a
periodic workload event with the steps and the internal events.

&2 T=h0000, 00
2

Syztem Timed Activity Activity Activity
Opitrajectory_planner Op tcommand_mag Op :command_manager
Servitrajectory_planner Servimessage_scheduler Serv:command_manager
FeEivity HDc:t:iuity HDc:t:Luity I
Op:reporter pistatus_msg pidata_sender
T AR—— Servimezsage_scheduler Servidata_sender

gy

o7t D=50000,00

Fig. 5 Model of the main_control _loop end-to-end flow

Mutual exclusion resources, previously called shared resources. They model
resources that are shared among different threads or tasks, and that must be used in a
mutually exclusive way. They also define the synchronization protocol, which must
avoid unbounded priority inversion. The supported protocols are priority inheritance
[36], immediate priority ceiling [2], and the stack resource policy [2]. MAST also
allows mixtures of these protocols and their use in partitioned multiprocessor systems
[30][31]. For the basic priority inheritance, Rodriguez and Garcia [35] showed that
most implementations do not strictly follow the rules in [36], and that the amount of
blocking may be higher than that predicted by the theory. In MAST we take this
possibility into account by adding a general attribute to the platform, specifying which
kind of implementation is being used.

Timers. They model hardware timers and define the overheads associated with their
management and time resolution. Figure 1 shows two timers of the type Alarm_Clock.

Clock_Synchronization_Objects: They model a clock synchronization mechanism
among clocks of different processing resources.

Once the MAST model of the application is built we can use the analysis tools that
will be described in Section 3. For example, by performing a sensitivity analysis on the
MAST model shown above we get as an important result that the system slack is
21.88%, which means that we could increase all the execution times of the tasks and



messages by that percentage while the system would still be schedulable. We also get
the individual response-time results for each task and message, shown in Figure 6.
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Local Response

Output Jitters Blocking Times Ties
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main_control_loop o6 e2 0.000 38087.00
main_control_loop o7 e2 0.000 [EOSESI00N 50000.0
gui 08 e3 0.000 151908100 100000(

Fig. 6 Results of the analysis

Once the model is built, it is trivial to get answers to questions such as: what
happens if we add a new task? Would the system still be schedulable if we buy a
slower cheaper CPU?

2.2 Self Suspension

It is common for a task to have to suspend in the middle of its execution, for example
to wait for an external device to respond or modify its state. A typical example can be
found when reading some information from a disk, which causes the task to suspend
for some time until the data is made available to it. This time can be modelled as a wait
time with a maximum and a minimum value. A model of this chain of actions is shown
in Figure 7 as an end-to-end flow that includes a delay action.

task Control is
loop
Action_A
Read_Disk
Step Step ACthn_B .
delay until

Next_Period
> end loop —
end Control

Periodic Action Action

Event A —p Delay —p

Fig. 7 Self-suspending task

This kind of end-to-end flow can be analysed with offset-based techniques by
adding an offset to the second part of the task; the variability of the delay action can be
modelled through additional jitter. MAST allows modelling and analysing delay
actions, which are time intervals relative to the completion of the previous step,
Action_A in this example.

2.3 Handling Maximum Jitter Requirements

In some systems, especially in control applications, it is important to limit the output
jitter of a particular action. For instance, in a servo controller, the application will read



the current status, execute some control law, and then perform an actuation on the
servo. This actuation may need to have bounded jitter to ensure that the control laws
are correct. MAST allows defining Max_ Output Jitter timing requirements to this
effect.

Output jitter can be calculated as the difference between the worst- and best-case
response times. But, how do we control it? We can code the application so that the
action that has to be executed with bounded output jitter has, on the one hand, little
input jitter, and on the other hand, limited preemption effects. To limit input jitter we
can use a timer to time the action precisely. Limiting preemption requires executing
the action at a high priority level.

Figure 8 shows the pseudocode of a control task in which this solution has been
applied, and also shows the MAST model used for the analysis. After the first step,
Control_Laws, the priority of the task is set to a high level that minimizes preemption.
Then, the system's timer is used with an absolute delay statement to time the second
action precisely. The Actuation Time has to be calculated as the start of the period plus
the worst-case response time of the first step, so that we ensure that when this delay
expires the first step has always been completed. Once the Actuate step has been
executed the priority is reverted to the normal level and the task waits for its next
period.

task Control is

Control Hi Prio loop
Task Task Control_Laws
Set_Prio(High)

delay until
$§ §§ Actuation_Time
Actuate
Step Step Set_Prio(Normal)
delay until d
Next_Perio
Event Lavs —pp Offset —Pp{ Actuate —r—>/ end loop
! end Control

Periodic Control

Max Output
Jitter Req !

Hard
Deadline

Fig. 8 Controlling output jitter with a time offset

The offset action included in the model is supported in MAST and is analysed using
offset-based methods.

2.4 Other modelling elements

MAST contains a very large number of modelling elements that are defined with full
details in a metamodel described with UML class diagrams [18]. These modelling
elements allow describing:

+ Different scheduling policies such as: preemptible and non-preemptible fixed
priorities, EDF, fixed priorities with non-preemptible packets for communication
networks, interrupt service routines, partitioned scheduling with time windows



repeated with a cyclic plan. For fixed priorities different aperiodic servers may be
specified such as polling servers, sporadic servers [37][40], resource reservations.
Hierarchical scheduling is also supported through primary and secondary
schedulers.

+ Different event arrival patters such as: periodic, singular, unbounded aperiodic,
sporadic, bursty.

 Different event handlers for creating multipath e2e flow graphs: step or activity,
delay, offset, fork, branch, join, merge, rate divisor.

+ Different requirements on the output events such as: hard and soft deadlines, local
or global deadlines, maximum output jitter, maximum ratio of missed deadlines,
maximum queue sizes.

» Different overhead elements with timers such as alarm clock and ticker; network
drivers; context switches and interrupt switch time.

The analysis of such complex models is challenging because although there exist
many published analysis techniques the interactions between the different kinds of
schedulers, synchronization methods, aperiodic servers and overhead modelling
elements is not readily available. In the following sections we briefly describe the
structure of the MAST analysis tools. For details on some of the methods that we
needed to develop to cover these interactions please see the documentation available at
the MAST home page [17].

3 The MAST Suite of Tools

The MAST toolset includes the tools that appear in Figure 9, divided into analysis
tools, data management tools, and design tools.

Design Tools

Model

Data Tool Launcher

Component-based

UML-MAST

{

Analysis Tools

‘ ensitivity Analysi
Priority Assign.
Schedulability
Analysis

Model
Description

}

Results
Description

Data Management

{

Trace

Results Viewer Log

XML Converters
Graphical Editor

Fig. 9 MAST toolset environment
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Fig. 10 MAST Analysis tools

3.1 Analysis tools

Schedulability analysis in single-processor and distributed systems. This is the main
set of tools. They check that the worst-case behaviour always meets the hard real-time
requirements expressed in the model. Figure 10 represents some internal details of the
MAST schedulability analysis tools. The system model is defined in a description file
and a parser converts it into a data structure that is used by the tools. A module is also
available to convert the data structure back into the chosen model description, to
capture the results of the assignment of scheduling parameters. Different tools are
provided for different kinds of systems, and also for comparison purposes.

Automatic assignment of scheduling parameters. These tools provide the user with
capabilities to automatically calculate optimum priorities for fixed priority scheduling,
scheduling deadlines for EDF scheduling. The automatic assignment uses optimum
methods when available, and heuristics or optimization techniques when the optimum
assignment is not available. This tool also calculates priority ceilings or preemption
levels for mutual exclusion resources.

Sensitivity analysis. This tool can calculate slack values for the whole system,
particular processing resources, end-to-end flows, or particular operations. These slack
values are very useful in providing insight into which parts of the system must be
modified to reach schedulability, or how much space there is for growth or for adding
new actions to the system. The slack calculation tools repeat the analysis with a binary
search algorithm in which execution times are successively increased or decreased.



A discrete-event simulator tool obtains accurate data about average results and
performance features [19]. Likewise, the simulator lets us estimate observed worst and
best case response parameters when the particular features of the model do not obey
the restrictions of the worst-case schedulability analysis techniques. The simulation
tools are able to simulate the behaviour of the system to check soft timing
requirements and to generate temporal traces of the simulated execution.

3.2 Data management tools

A graphical editor can be used to generate the system description, or to view and
modify a model generated elsewhere.

A results viewer is available to view the analysis results in a convenient way.

XML converter. The model and the results are specified through an ASCII
description that serves as the input and output of the analysis tools. Two ASCII
formats have been defined: a text special-purpose format and an XML-based format.
The XML format provides the designer with capabilities to use free standard XML
tools to validate, parse, analyse, and display the model files. The converter tool
converts from one format to the other or back.

Graphical editor for periodic task models. The objective of the Periodic Task Editor
is to provide an easy way of defining a MAST model for a simple task system running
on a single processor. The editor allows defining periodic tasks with their execution
times (WCET), periods (T), and deadlines (D). These tasks may interact by sharing
mutual exclusion resources.

Converter from MAST-1 models to MAST-2 format. This tool is intended to ease the
transition from older MAST models to the new MAST-2 specification.

3.3 Design tools

The MAST model of a system reflects all the necessary information to perform the
verification of its timing properties by means of schedulability analysis. This model
describes, for a particular analysis situation, all the independent control flows that
make use of the processing capacity of the system. From a modelling perspective this
approach scales up far better that a simple tasking model, thus helping in keeping in
tune the conceptual paradigms used by the developers in the design with the analysis
models. The distinction between platform and application fits directly in this
modelling approach. MAST allows having separate models for the processing
resources, the sequential functional code, and the reactive model of the application.
This separation of concerns empowers reusability at many levels of detail.

The modelling capacities of MAST are suitable for being represented by means of a
conceptual modelling language like the Unified Modelling Language (UML) [24].
Being UML a widely known standard for the description and design of information
systems, an effort was made to enable the generation of the analysis model from the
native UML design environment of the user. UML-MAST [45] was a first effort in this
direction. It is a tool and a methodology [22] that provides a complete set of modelling
primitives to define the analysis model in the framework of a UML tool.



The basic constructs and the way of organizing the model in this initial approach
were taken into the current standard of the OMG for the Modelling and Analysis of
Real-Time and Embedded Systems (MARTE) [25], in which members of the MAST
team had a major participation. This UML profile provides standard extensions to the
basic UML for addressing a number of concerns in the real-time and embedded
systems domain. Notorious extensions include those for modelling extra-functional
properties, timing constraints, generic resources and their usage, hardware and
software platforms (through the modelling of operating system services), high-level
real-time applications by means of tasks (called real-time units), and passive protected
(shared) objects. From an analysis perspective it proposes extensions for generic
quantitative analysis modelling and performance analysis and, finally, all the necessary
language extensions for the construction of schedulability analysis models.

As part of a more complete model-based approach to designing real-time systems
[23], a tool called marte2mast [20] uses UML models annotated with the
schedulability analysis elements in MARTE as the input formalism to generate MAST
analysis models. This tool works as a plug-in for the Eclipse integrated development
environment.

Another effort was made to allow the usage of MAST in component-based
approaches. A methodology [15] has been defined to provide MAST models with
compositionality and reusability features. This methodology is aimed at allowing
schedulability analysis of real time systems designed as assemblies of reusable
modules or components. It provides capacity for building the real-time model of an
application as a composition of the reusable real-time models of the modules involved
in it (both software and hardware). The methodology is supported by a tool [21] that
has been integrated as a an Eclipse plug-in.

4  Schedulability Analysis Techniques in MAST

The MAST toolset contains several schedulability analysis tools capable of analysing
single processor and distributed systems scheduled with fixed priority, EDF, and EDF
within priorities scheduling policies. The tools are based on different scheduling
analysis techniques published in the literature.

Classic RM Analysis. This analysis implements the classic exact response time
analysis for single-processor fixed-priority systems first developed by Harter [3] and
Joseph and Pandya [9], and later extended by Lehoczky to handle arbitrary deadlines
[11] and by Tindell to handle jitter [42]. It corresponds to Technique 5, “Calculating
response time with arbitrary deadlines and blocking”, in [10].

Varying Priorities Analysis. This analysis implements the response time analysis for
single processor fixed priority systems in which tasks may explicitly change their
priorities, developed by Gonzélez, Klein and Lehoczky [4]. It corresponds to
Technique 6, “Calculating response time when priorities vary”, in [10]. In terms of the
MAST model, end-to-end flows for this tool are linear, i.e., composed of a sequence of
steps, each representing the execution of an operation with a possibly different priority
level specified through a Permanent_Overriden_Priority attribute. However, each e2e
flow is limited to having a single segment. A segment is a continuous sequence of



steps executed by the same schedulable resource. Note that all the other fixed priority
tools used in MAST require that the priority of a step is the same at the start and at the
end, and thus they do not allow using Permanent Overriden_Priority attributes.

EDF Monoprocessor Analysis. This tool implements the exact response time
analysis for single-processor EDF systems first developed by Spuri [38]. In the MAST
implementation we use the EDF Within Priorities tool (see below), because there may
be interrupt service routines (modelled as fixed priority tasks) in addition to the EDF
tasks.

EDF' Within Priorities Analysis. This analysis is a mixture of the response time
analysis for fixed priority systems [10][11][42] and for EDF [38]. It is capable of
analysing systems with hierarchical schedulers, in which the underlying primary
scheduler is based on fixed priorities, and there may be other EDF (secondary)
schedulers scheduling tasks at a given priority level. It was developed by Gonzalez and
Palencia [6].

Holistic Analysis. This analysis extends the response time analysis to linear e2e
flows in multiprocessor and distributed systems. The analysis of tasks with jitter was
described by Tindell [42]. However, the problem is that in the distributed system input
jitter depends on the response times, while response times depend on input jitter. There
is a circular dependency that is carried over in the analysis of the different resources.
An initial solution to this problem is called the holistic analysis, first developed for
fixed priority systems by Tindell and Clark [42][43] and refined by Palencia et al [26].
It consists of iteratively applying the analysis in the different nodes assuming an initial
estimate of jitter equal to zero, and recalculating jitter terms at the end of each analysis.
By repeating this procedure iteratively the response times and jitter terms converge to
the final solution, except for few pathological cases [14]. The holistic analysis is not
exact because it makes the assumption that tasks of the same e2e flow are
independent. For EDF systems, Spuri [39] and later Palencia [29] extended this
technique for EDF systems scheduled with global deadlines (referred to a global
synchronized clock), and for systems scheduled with local deadlines (referred to local
clocks in each processor) [34].

Offset Based Approximate Analysis. This is a response time analysis for
multiprocessor and distributed systems that greatly improves the pessimism of the
holistic analysis by taking into account that tasks of the same end-to-end flow are not
independent, through the use of offsets. Offset based analysis for fixed priorities was
first introduced by Tindell [44] and then extended to distributed systems by Palencia
and Gonzalez [27]. It was later extended to EDF systems by Palencia and Gonzalez
[29]. Although it provides much better results than the holistic analysis, it is not an
exact method because the exact analysis is intractable. The method approximates the
interference of an e2e flow with a maximum interference function that is independent
of the phase of the e2e flow. Offset-based analysis is still pessimistic but provides
results that are closer to reality than the holistic analysis.

Offset Based Approximate with Precedence Relations Analysis. This is an
enhancement of the offset based approximate analysis for fixed priority systems in
which the priorities of the tasks of a given end-to-end flow are used together with the



precedence relations among those tasks to provide a tighter estimation of the response
times. It was developed by Palencia et al [28], and later enhanced by Redell [32].

Offset Based Slanted Analysis. This is another enhancement of the offset based
approximate analysis for fixed priority systems in which the maximum interference
function is defined with a tighter approximation. This method provides better results
that the Offset-Based Approximate Analysis, but it is uncertain whether it gets better
results or not than the method with precedence relations. In general both techniques
should be applied, and the best results used as an upper bound on the response times,
as both methods are pessimistic. It was developed by Méki-Turja and Nolin[16].

Offset Based Brute Force Analysis. This is an exact analysis of offset-based e2e
flow, initially developed by Tindell [44]. It analyses all possible combinations of tasks
initiating the critical instant for each e2e flow, which leads to a combinatorial problem
that only offers results for very small systems. It is useful in small systems for
comparison purposes.

Analysis for heterogeneous distributed systems. This technique [33] allows the
integration of different response-time analysis techniques so that they can be applied to
heterogeneous distributed systems with different scheduling policies in each resource.
The Holistic and all the Offset-Based analysis techniques are now integrated in MAST
into the distributed analysis for heterogeneous systems.

The capabilities of the currently implemented schedulability analysis tools are
represented in Table 1. The tool in a dark-shaded cell is still under development.

Table 1. Schedulability analysis tools

Single- LU CLET Simple Linear Fixed
Technique P g /Multiple p xed | gpF
rocessor Transact. | Transact. | priorities
processors
Classic Rate M 4] 4|
Monotonic
Varying Priorities M M M M
EDF Monoprocessor M ™ ™
EDF Within Priorities | [] ™M M
Holistic M ™ ™M ™M M ™
Offset Based M ™ ™ ™ M -
Offset Based with M ¥ ™M M M
Precedence relations

5 Automatic assignment of scheduling parameters

The MAST toolset also contains tools to automatically assign priorities and other
scheduling parameters. Priority assignment tools are provided for single-processor and



distributed systems. In single-processor systems when deadlines are within the periods
the optimum deadline monotonic priority assignment developed by Leung and
Whitehead is used [12]. The Liu and Layland classic rate monotonic priority
assignment for the case of deadlines equal to the periods [13] is know to be a special
case of the deadline monotonic assignment. When deadlines are larger than the task
periods, the optimum priority assignment developed by Audsley is used [1]. This
technique is based on the iterative use of the schedulability analysis tools for different
priority assignment solutions, until a schedulable solution is obtained.

In multiprocessor and distributed systems the problem of assigning scheduling
parameters is much harder, as there are strong interrelations between the response
times in the different resources. For distributed systems scheduled with fixed
priorities, we provide two heuristic solutions based on iteratively applying the
schedulability analysis tools.

The first heuristic is based on the use of the simulated annealing optimization
techniques, first used by Tindell, Burns, and Wellings for assigning priorities and
allocating tasks to processors [41].

The second heuristic, which usually provides better and faster results is the HOPA
algorithm developed by Gutiérrez and Gonzalez [8]. For distributed EDF systems, the
HOSDA [34] algorithm, which is an evolution of HOPA, is provided. This algorithm is
capable of assigning and optimizing local and global scheduling deadlines, obtained
from the end-to-end deadlines assigned to the e2e flows. In addition to HOPA and
HOSDA, other simpler algorithms are provided for comparison purposes: the
Proportional Deadline assignment (PD) [14], which distributes deadlines
proportionally to WCETs, and the Normalized Proportional Deadline assignment
(NPD) [14], which also takes into account the CPU utilization. Both algorithms can be
applied for the assignment of fixed priorities or scheduling deadlines for EDF, either
local or global [34]. All these techniques are integrated into HOSPA [33], the
scheduling parameters assignment tool provided for heterogeneous FP/EDF
distributed systems. The HOSPA algorithm needs an initial assignment of priorities or
scheduling deadlines that can be provided by PD, NPD or a user-defined assignment.

The techniques for the assignment of scheduling parameters manage the concept of
preassigned scheduling parameters (fixed priorities or local or global scheduling
deadlines) to support schedulable resources whose scheduling parameters cannot be
changed (for instance, legacy code that cannot be recompiled, or interrupt service
routines with hardware-defined priorities). If a scheduling parameter is preassigned, it
is fixed and cannot be changed by the assignment tools.

HOSPA is based on the distribution of the global deadlines of each end-to-end flow
among the different steps that compose it and on the iteration over the results of the
response time analysis to redistribute these deadlines. Each activity or step in the e2e
flow is assigned a virtual deadline that is converted into either a priority, a local
scheduling deadline, or a global scheduling deadline, depending on the scheduling
policy used by the step. This conversion preserves both the order obtained by the
virtual deadlines and the preassigned values of the scheduling parameters. The
algorithm also takes into account that the number of steps with different virtual



deadlines could be larger than the number of available priorities for two situations: the
whole priority range of a scheduler is smaller than the number of steps, or the number
of steps ordered by virtual deadlines between two steps with preassigned priorities is
larger than the priority range defined by the preassigned values.

In consequence, HOSPA is able to find good solutions to the problem of assigning
scheduling parameters in distributed or single-processor systems, even in the presence
of preassigned parameters for individual steps.

6 Conclusions and future work

Real-time theory has produced a fair number of scheduling policies and their
associated schedulability analysis techniques that are useful to check that a concurrent
system built with state of the art operating systems and languages is able to meet its
timing requirements. Bringing all this work into engineering tools that can be used to
design and develop industrial real-time applications is the purpose of the MAST model
and suite of tools.

Through this paper we have reviewed the main properties and elements of the
MAST model for distributed real-time systems. An interesting property is the
separation of concerns achieved by separating the models of the platform, the
sequential functional code, and the concurrent architecture of a particular real-time
analysis situation.

The MAST model enables the creation of many different tools that can be integrated
into a design flow for real-time systems. The MAST tools integrate, on one end,
schedulability analysis tools and design space exploration through sensitivity analysis
and the automatic calculation of scheduling parameters. On the other end MAST
integrates design tools using the UML and MARTE standards with the automatic
generation of the analysis models.

The integration of all these tools allows the designer to perform analysis at different
stages of the development life cycle, from the requirements and selection of the
platform, going through the architectural design, to the detailed analysis of the final
implementation.

One tool that is outside the scope of MAST but is required in this design flow is the
timing analysis that can provide worst-case execution times.

As future work, we are currently working in a major enhancement called MAST-2,
which will incorporate many new modelling elements including the capability to
model partition-based and resource reservation scheduling policies. In addition, the
implementation still has to provide support for multipath end-to-end flows and
implement the missing tools, most notably support for offset-based analysis under
EDF.

The integration of different scheduling policies and methods into MAST has
resulted in a complex model with more than 140 modelling elements, many of them
with sophisticated semantics. The different tools have lists of restrictions on the
models on which they are applicable. This complexity may be a handicap for the user
who tries to analyse or configure a system using a specific scheduling method. In



order to facilitate the use of MAST, we plan to develop a set profiles oriented towards
specific development scenarios such as fixed-priority single-processor systems,
distributed system with time partitioned scheduling, ... Users of each of these profiles
could use just a subset of all the modelling elements and tools.
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Abstract. This paper presents a reservation-based approach to sched-
ule mixed criticality systems in a way that guarantees the schedulability
of high-criticality tasks independently of the behaviour of low-criticality
tasks. Two key ideas are presented: first, to reduce the system uncer-
tainty and advance the time at which a high-criticality task reveals its
actual execution time, the initial portion of its code is handled by a ded-
icated server with a bandwidth reserved for the worst-case, but with a
shorter deadline; second, to avoid the pessimism related to off-line budget
allocation, an efficient reclaiming mechanism, namely the GRUB algo-
rithm [6], is used to exploit the budget left by high-criticality tasks in
favor of those low-criticality tasks that can still complete within their
deadline.

1 Introduction

With the progress of computer architectures, embedded computing systems are
required to execute more and more concurrent activities on the same hardware
platform. In mission-critical systems, computational activities may have different
levels of criticality, and therefore different guarantee requirements imposed by
certification authorities. In particular, more critical tasks are required to have
more conservative estimations for their computational requirements, with respect
to less critical activities. Such more conservative estimations increase system
predictability by over allocating computational resources to more critical tasks,
but also decrease the overall efficiency.

To partially compensate for such pessimistic estimations, Vestal [16] pro-
posed a new task model where each task can be specified with different levels
of criticality, each characterised by a different computation time estimate, de-
pending on the criticality level: the higher the criticality level, the higher the
computation time estimate. Slightly different models have been also proposed
by other authors.

In this paper, we consider a system with two criticality levels that must
execute a task set I" of n periodic or sporadic tasks. Each task 7; is characterised

* The research leading to these results has received funding from the European
Union Seventh Framework Programme (FP7/2007-2013) under grant agreement No.
246556.
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by a criticality level X;, which can be either high (HI) or low (LO), a worst-case
computation time (WCET) C; (which depends on its criticality level), a period
(or minimum interarrival time) T;, and a relative deadline D;. Tasks with low
criticality, denoted as LO-tasks (7£¢), have a single WCET estimate C;, whereas
tasks with high criticality, denoted as H I-tasks (TZ-H 1), have a normal WCET
estimate C; and a more conservative one, C?”, to take overruns into account,
where C7° > C;. Each task generates an infinite sequence of jobs, 7;.1, Ti 2, - ..,
where each job 7; ; is characterised by a release time r; ;, a computation time
¢i,j, and an absolute deadline d; ;. The actual computation time requested by a
job 7; ; is denoted by e; ;.

According to such a model, the task set I is partitioned in two subsets I"-C
and ' and the mixed criticality (MC) feasibility problem is formulated as
follows:

Definition 1. A task set I' is MC-feasible if and only if both the following
conditions are verified:

1. If all HI-tasks execute for mo more than their optimistic computation time
C;, then there exists a schedule where all tasks in I complete within their
deadline.

2. If one or more HI-tasks exceed their optimistic computation time C; (but
not their conservative estimate C?V), then there exists a schedule where all
tasks in TP complete within their deadline.

The problem of optimally scheduling such mixed-criticality systems has been
shown to be highly intractable even under very simple system models [2]. The
complexity comes from the fact that optimal scheduling decisions depend on the
knowledge of the actual tasks execution times, which are not known off-line, but
will be available only when a task completes or exceeds its optimistic estimate.
Given such a dependency of scheduling decisions from future knowledge, it is
clear that optimality can only be achieved by an ideal clairvoyant scheduler. To
better clarify this issue, consider the task set reported in Table 1.

X, |C;|CP | T | Ds
7||ILO|3| 3 |8|4
To|HI|2] 4 |8|6
Table 1. Sample mixed criticality task set.

As illustrated in Figure 1, the task set is MC-feasible, since both conditions
stated in Definition 1 are verified.

Nevertheless, Figure 2 illustrates that no online algorithm can guarantee
the MC-schedulability of the task set, because for each decision taken at time
t = 0 (to schedule 71 or 73), there exists a situation in which a task misses its
deadline. This example shows that the correct decision that produces an MC-
feasible schedule can be taken only by a clairvoyant scheduler that knows (at
time ¢ = 0) how much task 7 will execute.
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Fig. 2. If 71 is scheduled at ¢t = 0, 72 can miss its deadline (a); and if 7 is scheduled
at t = 0, 71 will miss its deadline (b).

Contribution In this paper we propose a reservation-based approach to schedule
mixed criticality systems in a way that guarantees the schedulability of H I-tasks
independently of the behavior of LO-tasks. Two key ideas are presented: first, to
reduce the system uncertainty and advance the time at which a HI-task reveals
its actual execution time, the initial portion of its code is handled by a dedicated
server with a bandwidth reserved for the worst-case, but with a shorter deadline;
second, to avoid the pessimism related to off-line budget allocation, an efficient
reclaiming mechanism, namely the GRUB algorithm [6], is used to exploit the
budget left by HI-tasks in favor of those LO-tasks that can still complete within
their deadline.

Paper structure The rest of the paper is organized as follows. Section 2 formally
presents the general approach. Section 3 presents the details of the reservation
server. Section 4 illustrates the simulation results obtained with the proposed
approach. Section 5 presents some related work. Section 6 concludes the paper
and presents some future work.

2 General approach

We consider a reservation-based real-time system where each task (or group of
tasks) can be assigned a reservation server that allocates a budget Q; every
period P;. To better exploit the available computational resources, we assume
that all the servers are scheduled by the Earliest Deadline First (EDF) scheduling
algorithm [11].
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Since HI-tasks must be guaranteed under all operating conditions and we
cannot know in advance how much they will execute, each HI-task 7! is as-
signed a dedicated reservation server (H I-server) with bandwidth a//f sufficient
to satisfy its more conservative execution time C{”. Therefore, each HI-task is
handled by a periodic reservation (Q;, P;), where Q; = C?¥ and P; = T, thus
having a bandwidth

ar _ G 1
Q= T, (1)

The bandwidth remaining for serving all the LO-tasks is then:

ol =1- Z bl (2)

T, e HI

Let U be the total bandwidth required by the LO-tasks, that is,

Uto = % “ (3)

T,elLo ¢

Note that, if UX© < a9, then there is enough bandwidth to complete all
LO-tasks within their deadline, even when the system runs in high-criticality
mode, hence the problem is trivially solved. In this paper, we consider the more
interesting case where UC > o€, so that not all LO-tasks can be guaranteed
to complete before their deadlines in all modes. Nevertheless, when the system
runs in low-criticality mode, that is, when all the HI-tasks do not exceed their
optimistic estimate C;, we propose to use a reclaiming mechanism for distributing
the spare bandwidth saved by HI-task to LO-tasks. In particular, whenever a
HI-job Ti{{jl completes before its optimistic estimate (e; ; < C;), the following
bandwidth can be reclaimed:

rec Ciov —Cij
Ui,j = ?] (4)

When the system switches to high-criticality mode, there are two ways of
dealing with LO-tasks: they may be dropped, as proposed in most of the previous
research on mixed-criticality scheduling, or they can continue executing as soft
real-time tasks, without interfering with the HI-tasks. In this paper, we adopt
this second approach.

To schedule LO-tasks, we can follow two alternative approaches:

1. All LO-tasks are assigned a single reservation server (LO-server) with band-
width ol©.

2. Each LO-task is assigned a different server such that the sum of the band-
widths of these servers does not exceed a©.

In this paper, these two approaches are compared to see whether any one
dominates the other.
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3 Server mechanism

As discussed in the previous section, we assign each HI-task a dedicated server
with bandwidth aff! sufficient to cover the largest computational requirements
C¢" of the task. At the same time, as soon as each job of a HI-task 7; completes,
the remaining budget is reclaimed and assigned to the LO-tasks. To be able to
reclaim such an extra budget in advance, we are interested in advancing the
completion time of HI-tasks as soon as possible. To achieve this goal, we use a
technique similar to the EDF-VD algorithm, proposed in [4,3]. This technique
consists in using two different deadlines and budgets for a HI-task, depending
on whether it completes before or after its normal worst-case execution time Cj.
The following section describes how to modify the GRUB server to achieve this
objective.

3.1 High-criticality servers

A HI-server for a HI-task 7; is defined as a tuple (Q;, Q%Y P;), where Q; = C;
Q% = C¢, and P; = T;. The server is assigned a bandwidth off! = Q¢/P;
sufficient to guarantee the more conservative execution time. At run time, the
server manages a capacity ¢;, a virtual time v;, a scheduling deadline d;, and
a criticality mode ;. Moreover, the server has an internal state which can be
IDLE, READY, EXECUTING, RECHARGING and RELEASING. The server
is initially in the IDLE state and its criticality mode is ; = LO. The state

diagram for the server is shown in Figure 3.

RECHARGING

Budget exhausted
Recharged

Arrival dispatch

preemption

Virtual finishing
finishing

RELEASING
Fig. 3. State diagram for the HI-Server.

A server that is not IDLE is said to be active. Let A be the set of active
servers. The algorithm maintains a global variable

Ueet =3 afll, (5)
S;€A

The server uses the following rules:
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1. When a HI-task is activated at time ¢, the server moves from the IDLE to
the READY state. Correspondingly, its budget is replenished at ¢; = @; and
its deadline is set at:

Qi Qi gi

Q{’UPi :t+ aHI :t+ THI.

K3 1 K3

di=t+

Note that such a deadline is shorter than the usual server deadline (t + F;).
Moreover, the capacity (Q; = C;) is also less than the maximum one (Q%¥ =
C?). However, the server bandwidth is still a1
Also, the server moves to the active set A, therefore the value of U is
updated to Ut + o1,

2. When in READY, the HI-server with the earliest scheduling deadline is
executed and moves to EXECUTING.

3. When in EXECUTING, the server capacity is decreased as:

dg; = —U'dt

If the system is fully utilised and all servers are active (U%! = 1), this
translates in reducing the capacity of the server at unit rate. When the
system is not fully utilized, or when some server is IDLE, the capacity is
decreased as a lower rate, so that the server can actually reclaim the free
system bandwidth.

4. If, while in EXECUTING, the server is preempted by another server with
earlier deadline, it moves back to READY, and its capacity is not decre-
mented anymore.

5. If, while in EXECUTING, the capacity is exhausted, then the server behaves
according to the values of the criticality mode:

(a) If the criticality mode v; = LO, then the capacity is immediately recharged
to ¢; = Q7Y — @, and the deadline is postponed to
QU -Q

di(—di 7:di
L -

qi
HI®
Q;

(Notice that this corresponds to the deadline of the original HI-task).
Also, the criticality level is raised to ; < HI.

(b) If the criticality mode is v; = HI, a system exception is raised, as a
H I-task should never exceed its budget Q¢°.

6. If, while in EXECUTING, the task completes the execution of the current
job, the server moves to the RELEASING state. Correspondingly, the virtual
time is computed for the server as follows:

4di

ol

7. The server remains in state RELEASING until ¢ > v;. At that point, the
server moves to IDLE state and the criticality level is set to v; < LO. If
t > v;, then an extra capacity of aff!(v; —t) is donated to the first server in
the ready queue. Also, the server is removed from the set of active servers
A, and the overall utilization is decreased to Ut « Ut — o1,

’Ui(*dif
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3.2 Low-criticality servers

A similar algorithm is used for implementing the LO-server for serving LO-
tasks, with a few modifications to the rules. A LO-Server is defined by only
two parameters, the budget @; and the period P;. As stated in Section 2, the
LO-server is assigned a bandwidth al© given by Equation (2). At run-time, the
server manages a capacity ¢;, a scheduling deadline d;, and has a state. The state
diagram for a LO-server is the same as a HI-server, and is shown in Figure 3.
The following rules change:

1 If the server is IDLE, when one of the LO-tasks served by the server is
activated at time ¢, the server moves from IDLE to the READY state. Cor-
respondingly, its budget is replenished at the value ¢; = @; and the server
deadline is set at:

Qi q;
di=t+P =t+ =t+ .
i @ QL0 QL0

[ 7

Notice that this is the same equation as the HI-server. Also, the server
moves to the active set A, therefore the value of U%? is updated to U «+
Uact + OéiLO.

5 If, while in EXECUTING, the capacity is exhausted, then the server moves
to the RECHARGING state and a recharging time is set at d;. The server
is suspended from execution until the capacity replenishment.

6 If, while in EXECUTING, the task completes the execution of the current
job, and there are no more tasks in the server local queue, the server moves
to the RELEASING state. Correspondingly, the wvirtual time is computed

for the server as follows: ”
?
al0’

UZ'(—di—

8 If, while the server is in RECHARGING state, t = d;, then the server budget
is replenished at ¢; < @;, the server deadline is postponed at d; < d; + F;,
and the server is moved to the READY state.

9 If, while the server is in RELEASING state, a new LO-task is activated
locally in the server, then the server moves to the READY state, with the
same capacity and deadline.

3.3 An example

Consider a simple MC task set consisting of only two tasks: a LO-task 11 =
(Cy = 4,T) = 6) and a HI-task 711 = (Cy = 2,C5" = 4, T, = 8). To schedule
this task set, we start by defining a HI-server Sy = (Q2 = 2,Q3° = 4, P, = 8);
the server bandwidth is af’! = 0.5. The first question is: how much budget we
can reserve for 717 Clearly, we cannot reserve (@1 = 4, P, = 6), as there is not
enough bandwidth left. Therefore, the LO-server is defined with a bandwidth
afo =1- aéﬂ = 0.5, a period P, = T1 = 6, and a budget @1 = oz{“OPl = 3.
The schedule produced by the proposed algorithm is shown in Figure 4.
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Fig. 4. Example of reclamation.

— At time 0, task 75 starts executing inside its server. Both servers are active
(because they both arrive at time ¢ = 0), so the capacity is updated at the
following rate while it executes:

daz

— _Uact =_1
dt

Therefore, when task 7o completes, the server has budget g = 0. The server
moves to state RELEASING and virtual time is computed as v, = 4. There-
fore, the server remains active until time ¢t = 4, and from then it becomes
inactive until time ¢t = 8.

— At time t = 2, task 7 starts executing. Its budget is initially ¢g; = 3. Again,
all servers are active (remember that Server Sy will become inactive at time
4), hence capacity is decreased at unit rate.

— At time t = 4, the server Sy becomes IDLE. Therefore, the capacity rate for
task 7 changes. First of all, let us observe that at time ¢ = 4 its value is
q1 = 1. The new rate is:

da2

_ actzi
e U 0.5.

This means that, at the current rate, the task can still execute for 2 units of
time. That is exactly what we need to complete the task at time ¢t = 6.

— At time ¢ = 6, the first instance of task 7 completes, but the second one is
activated. Therefore, the server recharges its budget at g1 = 3, and continues
to execute with deadline at d; = 12. Since the other server is still inactive,
the rates for the virtual time and the deadline do not change.

— At time t = 8, task 75 is activated again and Ss becomes active. The current
value of the capacity is ¢ = 2. Suppose the scheduler decides to continue
executing 71. Therefore, the new rates is now:

daz

=-1
dt

And this means that 71 can execute for two more units of time, completing
its executing at time ¢ = 10.

In this example we have seen that 71 is able to complete execution of all its
jobs within its deadline, even if the assigned budget is less than its execution
requirements, thanks to the reclaiming mechanism.
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However, it is still to be understood how much capacity can be reclaimed by
LO-tasks. In fact, it is easy to build an example in which the LO-server does
not receive enough extra capacity to complete all its tasks before their deadlines.
For example, if the LO-tasks have very short relative deadlines compared to the
HI-tasks, they will executed before them most of the times, and hence they will
not be able to reclaim any capacity.

Computing the amount of capacity reclaimed by LO-tasks is a difficult and
open problem that will be the subject of our future research. In this paper we
just compare two methods for scheduling LO-tasks inside a LO-server: using a
single server for serving all the LO-tasks; or using a dedicated LO-server for
each LO-task.

4 Experimental results

To evaluate the performance of the reclamation algorithm presented in Section 3,
we performed a set of simulation experiments. The server algorithms have been
implemented in RTSim [12], a scheduling simulation tool for modeling real-time
systems.

In each simulation run, we generated 4 H I-tasks and 4 LO-tasks. Computa-
tion times and the periods of the HI-tasks have been randomly selected to get
a cumulative utilization equal to 50%:

Z ?U =0.5.

T, eNHI '

In the first set of experiments, the periods of the HI-tasks have been chosen
according to a uniform distribution in the range [1000, 5000], in multiples of 100.
In the second set of experiments, they were chosen in the interval [6000, 10000].

Computation times in low-criticality mode were computed as a fixed fraction
of the computation times in high-criticality mode:

v e ML Gy =1 0O

where r was varied between [0.2,0.75].

Computation times and periods of the LO-tasks were chosen to achieve a
cumulative utilization equal to % In this way, for all values of parameter r,
we have: o o

- - <.
In other words, we made sure that the system is never overloaded in low-
criticality mode. In the first set of experiments, the periods of the LO-tasks
were chosen in the range [6000, 10000], whereas in the second set of experiments
periods were chosen in [1000, 5000].

For each HI-task we prepared a HI-server with bandwidth o’ = C¢°/T;.
For the LO-tasks, we made two different choices: assigning all LO-tasks to a
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single LO-server with utilization equal to 50% and period P = 100; or assign
each LO-task to a different LO-server with bandwidth proportional to its com-
putational requirements, scaled down so that the sum of the bandwidth assigned
to the LO-server was 50%. In the single server case, LO-tasks inside the server
were scheduled by the EDF local scheduler.

For each combination of parameters, we generated 30 different task sets with
random periods and computation times. Each simulation was run for 10.000.000
units of simulation time. We only analysed the low-criticality mode, to test the
effectiveness of the reclaiming algorithm in that condition. Therefore, H I-tasks
never execute more than their optimistic computation time C;. We measured
the average number of deadlines missed and the tardiness of the LO-tasks. Sim-
ulation results are reported in the following sections.

4.1 First set of experiments

In this first set of experiments, the periods of the HI-tasks have been chosen to
be all lower than the periods of the LO-tasks. Therefore, at least at the beginning
of the schedule, LO-tasks execute after HI-tasks have been completed, and so
they can immediately take advantage of the reclaimed bandwidth.

The deadline miss percentage of the LO-tasks is shown in Figure 5 for the
case of separate servers, and single server. It is evident that the deadline miss
percentage is very low in all cases. Even for the case of r = 0.75 (where the total
system utilization is very close to 100%), it never goes above 5% of the total
number of deadlines. Also notice that putting all LO-tasks in a single server is
very effective, as we observed 0 deadlines missed in all the experiments.

Deadline Misses of LO-tasks
0.016 T T

T T
Separate Servers —+—
Single Server ---x---

0.014 |-

0.012 |-

0.008 |

% Deadline Miss.

0.006 |

0.004

0.002 |-

0 o % % %
0.2 0.3 0.4 0.5 0.6 0.7 0.8
Ratio of execution LO/HI of HI-tasks

Fig. 5. Deadline miss percentage of LO-tasks, using dedicated servers, or a single
cumulative server. The LO-tasks have larger periods than the HI-tasks.
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A very similar trend can be observed for the tardiness reported in Figure
6. Such small values of the tardiness indicate that the reclaiming mechanism is
very effective, even with very highly loaded systems.

Tardiness of LO-tasks
0.004 . .

T T
Separate Servers ——+—
Single Server -f-x---

0.0035

0.003

0.0025 -

0.002 |

Tardiness

0.0015 -

0.001 |

0.0005 -

0 % " M % %
0.2 0.3 0.4 0.5 0.6 0.7 0.8
Ratio of execution LO/HI of HI-tasks

Fig. 6. Tardiness of LO-tasks, using dedicated servers or a single cumulative server.
The LO-tasks have larger periods than the HI-tasks.

4.2 Second set of experiments

In this second set of experiments, the periods of the H I-tasks have been chosen
to be all higher than the periods of the LO-tasks. Therefore, at least at the
beginning of the schedule, LO-tasks execute before HI-tasks, so they cannot
immediately take advantage of the reclaimed bandwidth.

The deadline miss percentage of the LO-tasks is shown in Figure 7 for the
case of separate servers and single server.

Once again, a very similar trend can be observed for the tardiness in Figure 8.
Notice that in this case we detected very small values of the tardiness for r > 0.6
due to a very small number of deadline misses (not visible in the graphs).

While these simulations cannot conclusively establish the theoretical per-
formance guarantees for LO-tasks, they indicate that it is indeed worthwhile
to perform further investigation on reclamation techniques for mixed criticality
systems.

5 Related work

The problem of scheduling mixed criticality systems has been addressed by sev-
eral authors under slightly different models and assumptions.

Lakshmanan et al. [5,8,9] proposed a slack-aware approach on top of fixed pri-
ority scheduling, providing a schedulability test that guarantees that all deadlines
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Deadline Misses of LO-tasks
0.14 T T T

T
Separate Servers —+—
Single Server ---x---

0.12 |-

0.08

% Deadline Miss

0 % i " IRV
0.2 0.3 0.4 0.5 0.6 0.7 0.8
Ratio of execution LO/HI of HI-tasks

Fig. 7. Deadline miss percentage of LO-tasks, using dedicated servers, or a single
cumulative server. The LO-tasks have smaller periods than the HI-tasks.

Tardiness of of LO-tasks
0.007 T T

' Separate Sel‘vevs —
Single Server —#x---

0.006 [
0.005 |

0.004 |-

Tardiness

0.003 |

0.002 |-

0.001 |-

0 e Sk 8 Hez===" ¥
0.2 0.3 0.4 0.5 0.6 0.7 0.8
Ratio of execution LO/HI of HI-tasks

Fig. 8. Tardiness of LO-tasks, using dedicated servers or a single cumulative server.
The LO-tasks have smaller periods than the HI-tasks.
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of HI-tasks are met regardless of the runtime behavior of LO-tasks, provided
the execution of at most one HI-task overruns its lower WCET estimate.

Baruah et. al. [1] proposed an effective algorithm, called OCBP (Own Criti-
cality Based Priority), to schedule a set of non-recurrent jobs. Although OCBP
is able to achieve the highest speedup factor among all the fixed-job-priority
algorithms, it cannot be applied to recurrent tasks.

Li and Baruah [10] proposed an algorithm, referred to as LB, to extend OCBP
to sporadic tasks, but it relies on very pessimistic schedulability tests based on
load bound conditions. Moreover, it introduces large run-time overhead as it
needs on-line pseudo-polynomial priority assignment recomputation. To over-
come the limitations of LB, Guan et al. [7] presented a new algorithm, referred to
as PLRS (Priority List Reuse Scheduling) to schedule certifiable mixed-criticality
sporadic task systems.

Pellizzoni et al. [13] proposed a reservations-based approach to ensure strong
isolation among subsystems of different criticality. Petters et. al. [14] also con-
sidered the use of temporal isolation of subsystems for mixed-criticality systems,
and addressed many practical issues in building such systems in reality. In gen-
eral, the drawback of the resource/temporal isolation approach is that it relies on
severely over-provisioning computing resources, which may result in significant
cost and energy waste.

Baruah et al. proposed the EDF-VD algorithm [3,4], which is similar to the
server mechanism proposed in this paper. In particular, they propose to antic-
ipate the deadlines of HI-tasks so that when executing in LO-criticality mode
their completion is anticipated. Their formula for computing the anticipated
deadline is global, i.e. it relies on the global utilisation of HI-tasks, whereas
in this paper we propose a different formula that accounts for the bandwidth
of each different HI-task separately and independently. In [3], the authors also
propose a test for checking the schedulability of LO-tasks in LO-criticality mode,
and compute the speed-up factor of their algorithm to be 4/3.

Santy et al. [15] propose an algorithm for letting some of the LO-criticality
task execute even after the system has switched to Hl-criticality mode, as long
as their execution does not compromise the schedulability of HI-tasks. Also, they
propose a method to reset the system criticality level at certain specified idle in-
tervals. In this paper, we also propose to continue executing LO-criticality tasks
as soft real-time tasks even after the system switches to Hl-criticality: the tem-
poral isolation mechanism guarantees that the HI-tasks will not be influenced.

6 Conclusions

We presented a reservation-based approach to schedule mixed criticality systems
in a way that guarantees the schedulability of high-criticality tasks independently
of the behavior of low-criticality tasks. Pessimism related to off-line budget allo-
cation is avoided by an efficient reclaiming mechanism that exploits the budget
left by high-criticality tasks for those active low-criticality tasks that can still
complete within their deadlines.
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We are currently investigating a test for guaranteeing the schedulability of
LO-tasks in LO-criticality mode, by computing a lower bound on the amount
of reclaiming available in any time interval. We will then compare the schedula-
bility test with the one proposed in [3] to evaluate the performance of the two
approaches.
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Abstract. Schedulability analysis of a set of sporadic tasks scheduled
by EDF on a single processor system is a well known and solved problem:
the Processor Demand Analysis is a necessary and sufficient test for EDF
with pseudo-polynomial complexity. Over the years, many researchers
have tried to find efficient methods for reducing the average-case running
time of this test. The problem becomes relevant when doing sensitivity
analysis of the worst-case execution times of the tasks: the number of
constraints to check is directly linked to the complexity of the analysis.
In this paper we describe the problem and present some known facts,
with the aim of summarising the state of the art and stimulate research
in this direction.

1 Introduction

The Processor Demand Analysis is a necessary and sufficient algorithm for test-
ing the schedulability of a set of real-time synchronous periodic or sporadic tasks
to be scheduled by the Earliest Deadline First on a single processor. It was first
proposed by Baruah et al. [2], and it was later extended to account for more
complex task models, shared resources, etc.

The core of the analysis is the computation of the Demand Bound Function:
the analysis consists in checking that in each interval of time the function does
not exceed the length of the interval (more details in Section 2). The problem
has been proven to be NP-Hard [2], in the sense that in the worst case it is
necessary to analyse the demand bound function over a number of intervals that
is exponential in the number of tasks.

Nevertheless, very efficient algorithms have been proposed. A notable ex-
ample is the QPA algorithm [4], which iterates over the values of the demand
bound function in intervals of decreasing length. In average it requires a very
small number of steps to assess the schedulability.

¥ The research leading to these results has received funding from the European
Union Seventh Framework Programme (FP7/2007-2013) under grant agreement No.
246556.
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George and Hermant [3] proposed a characterisation of the space of compu-
tations times of the tasks (named C-space) that makes the set schedulable. In
practice, the constraint that the demand bound function in a certain interval
must be less than the length of the interval is interpreted as an inequality where
the computation times are unknown. The schedulability test is a set of inequal-
ities that defines a convex polyhedron in the space of the computation times. In
general, each different interval produces a different inequality, hence the number
of inequalities is exponential. George and Hermant observed that, given a task
set, many of the inequalities are redundant, in the sense that they can be safely
eliminated without introducing any new solution. In particular, as we will see
in Section 3, the number of necessary inequalities is much lower than the total
number of intervals that are necessary in theory.

In this paper we further investigate the method proposed by George and
Hermant, with the goal of trying to gain additional insight into the complexity
of the problem of testing the schedulability of EDF-scheduled task systems.

2 Background

A real-time task 7; is an infinite sequence of jobs, J; k(@i k, ¢k, di k), Where a; g
is the job’s arrival time, ¢;j is its computation time and d;; is its absolute
deadline. The goal of a real-time scheduling algorithm is to execute the sequence
of incoming jobs on the hardware machine (in our case a single processors) so
that each job J; , executes exactly c; ; units of execution time in its execution
windows [a; k, d; k]. The Earliest Deadline First scheduling algorithm selects the
active job with the earliest absolute deadline.

A sporadic task 7; is characterised by a triplet (C;, D;,T;), where C; is the
worst-case computation time, D; is the relative deadline and T; is the period, or
minimum inter-arrival time. For a sporadic task, the distance between the arrival
times of two consecutive jobs is greater than or equal to T3, Yk, a; g1 —ai . = T5.
Moreover, the deadline is computed as d; = a; + D;, and the computation
time never exceeds the worst case computation time, Vk, ¢; . < C;. In this paper
we restrict our attention to sporadic tasks with constrained or implicit deadline,
i.e., having D; < T;, or D; = T;, respectively.

The hyperperiod is computed as the least common multiple of the task peri-
ods: H = lem(Ty, T, ..., T,,).The utilisation of a task 7; is defined as U; = C;/T;.
The total utilisation of a task set 7 composed of n sporadic tasks is denoted as
U=3oUi

The demand bound function dbf(¢) is defined as the total amount of compu-
tation time of the tasks that have arrival time and deadline in [0, ¢]. For a set of
real-time sporadic tasks, the dbf function can be computed as

dbf(£) = Z (V _TDJ + 1) c.. (1)

i=1 v

Notice that the dbf is a step-wise function which changes values at the absolute
deadlines of the jobs. We define as dSet(L) the set of all absolute deadlines of
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all jobs in interval [0, L]:
dSet(L) = {di,k|di,k < L}. (2)

The following theorem gives a necessary and sufficient condition for schedu-
lability.

Theorem 1. A set of sporadic real-time tasks T is schedulable on a single pro-
cessor by the earliest deadline first scheduling algorithm if and only if:

Vi € dSet(H) dbf(t) < ¢ (3)

For a constrained deadline task set with U < 1, when the computation times
of all tasks are known, it is possible to reduce the amount of deadlines to be
checked to the first busy period, or to interval [0, L*], as shown in [1], where

1->r. U

3 Problem statement

Suppose that we have a task set where we know the periods and the relative
deadlines, whereas the worst-case computation times are unknown. Our goal is
to compute the C-space [3], i.e., all the possible values of the worst-case compu-
tation times that make the system schedulable.

To do this, we set-up a system of inequalities using Theorem 1. In particular,

we define
t— D,
it = 13
mi = | 2|+

i.e. the number of instances of task 7; entirely contained in interval [0,¢]. Then
the inequality can be written as:

Vi:L...,n, 07,20

This set of inequality defines a convex polyhedron in the space of the variables
C;: all solutions to this set of inequalities are the vectors that we are looking for.

Since computation times are unknown, we have to analyse all deadlines in
dSet(H). However, the number of points in dSet(H) may be very large, due to
a large hyperperiod. In turns, every point in dSet(H) corresponds to a linear
inequality. Therefore, it is natural to ask if all such inequalities are strictly
necessary.

An inequality can be safely removed if, by doing so, no new solution is intro-
duced. George et al. [3] have shown that indeed it is possible to eliminate many
such inequalities. In their paper, they use the Simplex algorithm, to identify the
inequalities to remove. Their approach is presented in section 4.
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Another equivalent method is to use a geometric characterisation of the poly-
hedron and computing the smallest convex enveloping polyhedron. We will de-
scribe this method in more details in the Section 6.

How many inequalities are removed by applying the elimination procedure?
How many are left? Is there any special pattern to identify the minimum set
of inequalities, to help us reduce the complexity of the problem in the average
case?

This paper reports some early investigation on this problem. While we have
no definitive answer to these questions, we believe that writing the known facts
that we discovered by performing extensive experiments may convince other
researchers to help us solve the problem.

4 Linear Programming approach

In [3], George et al. show how to characterise the space of feasible WCETs.
Considering the WCETSs in X = (z1,...,2,) as variables and D, T constants,
the C-space is defined by a set of s+1 constraints, where the first s constraints are
derived from the inequalities in Equation 4 corresponding to absolute deadlines
in dSet(H) and the (s + 1)*" constraint is derived from the load utilisation
(U <.

They show how to prune the set dSet(H) to extract the subset of absolute
deadlines representing the most constrained times characterising the C-space.
For any time t; € dSet(H), they formalise as a linear programming problem in
which the constraint corresponding to ¢; is removed, and the objective function
is to maximise dbf(t;). More formally:

Linear Programming Problem: LP 1

Maximise dbf(t;)
With 1 > 0,...,2z, > 0 positive real variables
Under the constraints:

=1 ki 1A0F () < ti}

In [3], the author show that the space of feasible WCETS is convex. Hence,
LP1 can be solved by using the Simplex Algorithm. If the solution of the problem
is dbf(t;) < t;, then the corresponding inequality (that was just removed to
obtain LP1) is redundant, and can safely be eliminated. In fact, the maximum
value that the dbf(¢;) can assume is however inferior to ¢; even without imposing
the constraint. On the other hand, if dbf(t;) > t;, the corresponding constraint
cannot be eliminated without enlarging the C-space.

4.1 Numerical Example

We consider a sporadic task set 7 = {71, 72,73}, composed of three sporadic
tasks 7;, where, for any task 7;, T; and D; are fixed, and z; € Rt, the WCET of
task 7;, is variable.
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-7t (21,71, Dy) = (21,7,5);
— T2 ((L‘Q,TQ,D2) == (.1'2, 1177)7
— T3 (l‘g,Tg,Dg) = (xi’n 13, 10)

In this example, we have: D,,;, = 5 and H = 1001. To characterise the
C-space, we have to consider all absolute deadlines in dSet(H) in time interval
[5,1001). The cardinality m of dSet(H) is 281.

Therefore, we apply the simplex algorithm on the Linear Programming prob-
lem LP;, for any time t; € dSet(H), starting from time t,, down to time ¢;
(to optimise the computation). We obtain the following subset S; of times in
dSet(H):

Sy = {5,7,10,12,19,40} C M.

Since:

= 31+ 2x3+23 <19

$1+I2§7
2z1 + 20+ 23 <12

the set can be further reduced to:

Sy =1{5,7,10,12,40} C S;.
The exact deadline set characterising the C-space is therefore {5, 7,10, 12, 40}.

4.2 Experiments

We now study the performance of the simplex for pruning the elements in S, in
the case of constrained deadlines (Vi € [1,n], D; < T;).

The first question we ask is how large is the number of points in dSet before
the reduction. This number strongly depends on the hyperperiod: if periods are
co-prime, the hyperperiod can be very large. Suppose that all periods are prime
with respect to each other. Then the total number of deadline points generated
by task i is H;ZL#Z— T}, and the total number of points is:

|dSet\:§n: ﬁ T;.

i=1 =15

Of course, if the periods are multiples of each other, the hyperperiod and the
number of points become much lower.

Notice that the number of constraints in dSet(H) depends more on the value
of the periods, than on the number of tasks (the number of constraints can be
small even for a high number of tasks).

We generated 100,000 task systems, each one containing 3 tasks. For each
system, we proceed as follows:

— The period of each task is uniformly chosen from [1,100]
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— The deadline of any task 7(C;,T;, D;) is D; = oT;. « is chosen in the
intervals [0,0.8] and [0.8,1] with a granularity of respectively 0.1 and 0.025.

We focus on the influence of « on the size of the dSet(H) after pruning the
constraints.

Figure 1 shows the results of our analysis. The average number of elements
in § over all generated systems is represented by the solid line and associated
to the left axis as a function of a. The dotted line refers to the average number
of elements obtained after the simplex is applied to the linear programming
problem LP1 and must be read according to the right axis, as a function of «.

3650 14

3645
N

3635 !

3630

3625 =

3620 ====

Timesin S before LP1
N
N~
~
]
Timesin S after LP1

3615 r2

3610 0

—Timesin S before LP1 = = Timesin S after LP1

Fig. 1. Reduction of elements in S with LP1

We notice that the number of elements which curb the C-Space inch-up in
[0.1,0.6] then descend when « tends toward 1. If @ = 1, we are in the special
case of implicit deadlines where the only constraint is the processor utilisation
constraint: U = 37 | 7 < 1.

In all generated systems with @ < 1, we have found that the number of
constraints before and after pruning the set S is respectively higher than 3570
and less than 12. For a load less then 0.6, the average number of constraints in
S after pruning the elements in § is less than or equal to 4. Similar trends are
confirmed for larger task sets.

This confirms that the average complexity of the feasibility problem is much
smaller than the worst-case. The Simplex is very effective in this reduction. How-
ever, the Simplex is itself an algorithm with high computational complexity in
the worst-case: and the Simplex must be run for every point in dSet(H). There-
fore, even if the final number of points is very low, to obtain such a reduction
we need to apply a complex algorithm an exponential number of times.
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We then need to investigate if there is some other property of the problem
that can be used to reduce the number of points.

5 The definitive idle time approach

One explanation for the increasing trend in Figure 1 can be given by the presence
of definitely idle times.

Definition 1. A time tq is said to be a definitive idle time (DIT) if at time
tq there is no task released before tq having an absolute deadline after tg.

A DIT must remain idle for any value of the computation times that makes
the task set schedulable. In facts, a DIT is a time in which no schedulable job
can execute.

A DIT exists only if all tasks in the task set have constrained or implicit
deadlines (i.e. Vi, D; < T;). In this case, one DIT is point H, because at the
hyperperiod all jobs must have terminated, and no new job has arrived yet.

Consider, as an example, the task set consisting of two tasks, ; = (D; =
5Ty = 8) and 72 = (Dg = 9,75 = 15). All times in [13,15] are definitely idle
because 11 has jobs Ji; = (0,5), Ji2 = (8,13), J13 = (16,21), ..., and 7 has jobs
Jo1 = (0,9), Jog = (15,24), ..., and there is no job active in interval [13,15].
Therefore, for any value of C; and C5 for which the task set is schedulable,
interval [13,15] will remain idle, and hence any initial busy period has length
less than 13.

It is easy to show that all constraints corresponding to deadlines after ¢ = 13
are redundant.

Lemma 1. Let ¢y be a definitely idle time. Then for any t > t1, dbf(t) <t is a
redundant inequality.

Proof. Since t; is a DIT, for any t > t; we can rewrite:
dbf(t) = dbf(t1) + dbf(¢t — t1) = dbf(dy) + dbf(d2)

where d; is the latest deadline no later than ¢;, and ds is the latest deadline no
later than (¢ — t1) after a critical instant, i.e., the synchronous periodic arrival
of all task instances.
Then
dbf(dy) < d
{ (h)<d dbf(t) < di +ds <t

dbf(ds) < dy
O
Clearly, the smaller the ratio between relative deadlines and periods, the

highest is the probability that the first DIT happens quite soon in the schedule.
Hence, one possible reason for the trend in Figure 1.
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Consider again the previous example: time 13 is the first DIT, hence only
deadlines dSet(13) = {5, 9, 13} have to be considered, and in fact the correspond-
ing three inequalities are all non redundant. Therefore, thanks to the concept
of DIT, in this particular example we defined precisely the minimum set of in-
equalities. However, this is not true in general. Consider the example task set in
Table 1.

Tasks| D| T|Jobs Windows
1 7| 9/[0,7], 19, 16], [18, 25], [27, 34]
To 12|15([0, 12], [15, 27], [30, 42]

Table 1. Example 2

The first DIT is at time 27, and all deadlines in [0,27] are dSet(27) =
{7,12,16,25,27}: of these, the inequalities corresponding to {7,12,16,27} are
necessary, while the inequality corresponding to deadline 25 is redundant. In
fact,

= 3C; + Cy < 25.

2C1 +Cy <16
C1 <9

Therefore, not all deadlines before the first DIT correspond to necessary in-
equalities. As the ratio between deadlines and periods approaches 1, and as the
number of tasks n increases, the first DIT happens quite late in the schedule;
nevertheless, many inequalities are still redundant, and the minimum number of
necessary inequalities is small.

5.1 First definitive idle time computation

Notice that ty = H is a DIT in the constrained deadlines case. Indeed, W(H) =
U - H and

) = { T, T; T, T
as D; <T;. Thus dbf(H) =U - H = W(H): for constrained deadlines, H is not
necessarily the first DIT.

Our goal now is to propose an algorithm to compute the first DIT before H,
if it exists. For a task 7;, a first DIT ¢4 corresponds to a time between a deadline
of 7; and the next release time of 7; after this deadline. This corresponds modulo
the task period to a time between [D;, T;].

Thus, finding the first DIT is equivalent to find the first time ¢4 satisfying:

H+Ti—DiJH+{Ti—DiJH

Vi, tq = a; Mod T;

a; € [Di, TJ (5)

This problem can be solved by using the general Chinese Remainder Theo-
rem.
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Theorem 2 (General Chinese Remainder Theorem). Suppose Ty, Ts, ..., T,
are positive integers which are pairwise coprime. Then, for any given sequence
of integers ay,as,...,an, there exists an integer x solving the following system
of simultaneous congruences.

a; (mod Ty)
as (mod Ty)

x=a, (modT,)

Furthermore, all solutions = of this system are congruent modulo the product,
H=T1T2...T,

Notice that the theorem requires all integers to be pairwise coprime. In this
particular case, one DIT is the solution of:

" H[/H\]'
tidie = ;aii |:(Tl>:|TZ (mod T 1o ---T),) ©)

for a; € [D;, T;]

where [a71], stands for the multiplicative inverse of a (mod b) i.e. the number

y such that ay = 1 (mod b). 4 is thus the minimum value satisfying equation 5
ie:

ta = MiNg, e[, 1; tidle (7)

If we compute the first definitive idle time in the example used for the lin-

ear programming approach where periods are all pairwise coprimes and H =
T1T2T3 = 1001:

- T1 (-/ElaTlaDl) = ($1,7,5);
- T2 (mQaT23D2) - (x271177)7
— 73 ($3,T3,D3) = ({E37137 10)

We find the minimum value of t;4;, for a; = 6,a2 = 7 and a3z = 10:

ta = e ToT3[(ToT3)  Hry + ad T [(ThT3) Y1, + as T To[(Th T2)
=6-11-13-5+7-7-13-4+10-7-11-12 = 16078

and 16078 (mod T175T3) = 62. Thus tg = 62. Hence, according to this approach,
we only need to consider the deadlines in [0,62]. To these, we can apply the
Simplex algorithm, thus reducing considerably the time to derive the minimum
set of inequalities.

In the general case where periods are not coprime, it is possible to use one
of the algorithms for solving systems of simultaneous congruences, for example
the method of successive substitutions.

Thus, applying the definitive idle time approach can help reducing the initial
time interval to consider before applying the linear programming approach.
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6 Geometric interpretation

We now look at the problem from a slightly different point of view. As discussed
in Section 3, for each deadline d € dSet(L), we have an inequality of the form

i=1

where n;(d) is the number of jobs of 7; entirely included in interval [0, d]. Using
some simple algebra, we can rewrite the inequality as:

" ni(d)T;
Z”(d) U, <1

i=1

In vectorial form:
V(d)-U<1 (8)

where V(d) is the vector whose i-th component is %, U is the vector of task

utilisations, and the dot represents scalar product. Hence, the set of deadlines
defines a set of vectors V in the space of the task utilisations.

A vector is redundant if it can be expressed as a linear combination of other
vectors with positive coefficient whose sum is less than 1.

Theorem 3. A vector V(d) is redundant is there exists at least two other vectors
{V(d1),...,V(dn)}, h > 2 such that

h
V(d) =kV(d) + ...+ ke V(d), Y k<1
j=1

Proof. Equation (8) must be true for all vectors. We show that under the hy-
pothesis, the inequality for d can be eliminated.

h J
V(d) U=> kV(d;) US> k<1
j=1 h=1

O

The implication of the Theorem is that the set of necessary points deadlines
is identified by the convex hull of all the points V(d), i.e. the most external
points that define a convex polyhedron in the utilisation space. To clarify the
issue, let us make an example.

Consider the task set of Table 2. The first DIT is at 38, hence the set of dead-
lines to consider is: dSet(38) = {6,12, 14,22, 25, 30, 38}. Each of these deadlines
corresponds to a vector in the space of utilisations < Uj,Us >. The resulting
space is shown in Figure 2.

As a result, the minimal set of deadlines to consider is dSet™ = {6, 12, 14, 38}.
Unfortunately, computing the convex hull is in general rather complex. Spe-
cialised algorithms exist in 2 and 3 dimensions that have complexity O(slog(s))
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Tasks| D| T'|Jobs
1 6| 8|[0,6],[8,14],[16,22], [24, 30], [32, 38]
To 12|13|[0, 12], [13, 25], [26, 38], [39, 51]
Table 2. Example 3
points |
14k hull - ]
12 4
AT i * . 4
0.8 ) ]
06 | * B
04 1
02t 1
0 L L L L L L 3 L
0 0.2 0.4 0.6 0.8 1 1.2 1.4

Fig. 2. Representation of V(d) in the utilisation space for the tasks in Table 2, together
with the convex hull.

and O(s?), respectively, where s is the number of points in dSet. However, in the
n-dimension case the complexity is O(sl21+1), therefore it grows exponentially
in the number of constraints. The DIT is even more important in the case, as it
can help reduce s before applying the convex-hull algorithm.

7 Conclusion

In this paper we have described the problem of computing the C-Space of a set of
sporadic tasks scheduled by EDF on a single processor. The method amounts to
using the Processor Demand Analysis for generating a set of inequalities that de-
fine the space. We have seen that in practical situations, many of the inequalities
are redundant and can hence be eliminated, reducing the complexity of the C-
Space representation. However, methods for reducing the number of inequalities
are themselves complex and require a certain amount of computation.

We have observed that the concept of Definitely Idle Time can help us re-
ducing the number of constraints to analyse in the case of constrained deadline
systems. The method is particularly effective when the differences between the
relative deadlines and the periods are large. Then, we have proposed a different
point of view on the problem by using a geometric interpretation.

The observations reported in this paper are important for better understand-
ing the complexity of feasibility analysis for single processor systems. While the
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problem has been proved to be NP-hard, the facts reported in this paper show
that in practical cases the complexity is rather low. These facts are in accordance
with other results on similar problems, as reported by Zhang and Burns [4].

We believe, however, that the investigation is not concluded. In addition to
the Definitely Idle Time, other properties could be used to further reduce the
set of non-redundant deadlines quickly and more effectively. The results could
shed light on more fundamental properties of the feasibility problem.
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Abstract. This paper considers the design of hard real-time distributed systems.
It uses a model-based approach whose specification is made using UML, a high
level standard modelling language. This work points out the need for modelling
standards in this domain and the role that those other standards closely related
may play in an integrated model-based development process. It also describes a
tool-aided methodology that uses the UML profile for Modelling and Analysis
of Real-Time and Embedded systems (MARTE), a recent modelling standard of
the OMG to enable the assembly and transformation of such design intended
models into schedulability analysis models. These analysis models are suitable
for the verification of the timing properties of a fully described system in a real-
time situation. The description of a real-time situation includes also the
knowledge of the load the system is expected to support. The methodology
proposed uses also a new Ada code generator that helps to get in tune the
structure of the applications described by the high level application modelling
concepts provided by MARTE, with its corresponding schedulability analysis
models. The tool associated to this methodology generates as an output the
concrete analysis models used by the MAST set of tools; it invokes MAST, and
also recovers the output results back into the UML models.

Keywords: Ada, embedded systems, MARTE, MDA, MDE, modelling, OMG
standards, real-time, schedulability analysis, UML.

1 Introduction!

The continuous study and increasing progress in the development of schedulability
analysis techniques for the timing verification of hard real-time systems is an effort
for having better, safer, and more efficient automated products. This is not an effort
for making them cheap. As any other scientists, having a philosophical view of our
role in society, we keep the hope that our results, as small as that they can seem to

! This work has been funded in part by the Spanish Government and FEDER funds under grant
TIN2011-28567-C03-02 (HI-PARTES). It reflects only the author’s views; the funding
agents are not liable for any use that may be made of the information contained herein.



others, would be part of human development someday. This is one of our particular
ways of dreaming of eternity. For good or for sad, the monetary capitalist system we
face or enjoy posts this labour in the hands of profit based enterprises. The quality of
the final software products is usually planned and measured according to the profit
they may generate. Hence strategies like designing for reusability, maintainability,
and alike are now part of most software engineering procedures and policies in
industry. For those application domains in which timing verification is advisable or
needed, a more or less strong effort is made in doing a lot of testing. Only domains in
which the potential profit lost is huge or a strong external regulation exists have
aspects like timing verification, schedulability analysis techniques, or any other sort
of real-time aware design strategy included in their production cycle. The aerospace,
the aeronautics, and recently the automotive domains are examples of the later.

Among the factors that contribute to these situations we may find that: mastering
these techniques requires some extra learning effort, they use some additional math,
which is not really very complex but enlarge the collection of skill developers need to
have, and most importantly, there is not a smooth match between the hardware
platforms available at reasonable price, the software development environments
widely known by practitioners, the programming paradigms, languages, compilers,
and the operating systems that are mostly available. Moreover, the large number of
research solutions that we provide and are narrowly applicable to very specific cases,
the low level of publicly known experience results of these techniques in industry,
and the growing gap between the state of the practice and the state of the art are
making the real industrial exploitation, the digestion and the maturation process of
these techniques chaotic and in summary slow.

All these said, there is still some space for hope. Bit a bit some of the industries
that are considering using these techniques identify the challenges and look for
solutions to integrate them into their production procedures. The usual mechanism is
to find a specialized company that provides a commercial tool, has the expertise, and
takes some how part of the responsibility. Whichever it is the technique that is going
to be used (static WCET evaluation, RMA offset-based, or even synchronous
languages for example), from a purely practical point of view it requires at least yet
another formalism to integrate the design/analysis/verification model creation and
maintenance into the chain of artefacts that support the process. Model-based
development strategies may help to get over these caveats and get at least some
automation in the generation, extraction, and management of analysis models. But the
jump into a full model-based development process is a strategic decision for an
enterprise. It may resemble the even today not fully adopted change from structural to
object-oriented software decomposition in the general purpose information systems
domain. Reached this point it is important to observe that threatens like the poor tools
interoperability and the potential dependency on one or very few tool providers may
make the bet for this approach risky or very expensive.

1.1 The need for standards

These situations lead us to easily observe the benefits of having sound and widely
accepted industry modelling standards. They may help large corporate end users,



academia, big and small tool providers, and practitioners in general to deposit in each
modelling effort the added value of reusability and further comprehensibility.
Creating standards is a collective effort, in which each agent gives as much as
possible in the aim of easing the subsequent implementation of the standard. But there
are several magic things about standards. One is that their preparation makes each
agent learn from each other through deep technical discussions in which the humility
and generosity required by the scientific method is put on trial. When the effort is
made with real scientific objectives in mind and stronger arguments prevail, the
resulting standard has many possibilities of being a real asset for the research
community. Besides, it will be suitable for its technical purposes whichever the
business patterns for its exploitation.

1.2 The Unified Modeling Language

The Unified Modeling Language (UML) [12] was brought as a syncretism of other at
the time well known formalisms for the representation of object-oriented models.
Since its appearance in scene it has been experienced as a modelling panacea and
disappointment at the same time for almost anyone that has used it intensively. It
lacks strong semantics but provides flexibility. It enables communication but almost
every tool vendor makes its own model storage format incompatible to the others. It
enjoys the beauty and expressive power of a graphical representation for almost any
sensible kind of model needed in this domain but the amount of data that any serious
application needs to really specify a system does not fit in a single screen shot.

The success of UML is precisely this ambiguity. For a conceptual modelling
language the key to cope with complexity is the mastering of abstraction. In its
vocabulary the initial UML provided a number of tokens that give the object oriented
modeller some moderate power for managing complexity. But soon the standards
proposed also the use of a bare basic structural UML as a meta-language to define
others, including the very same full UML. These meta-object facilities plus to the
abundance of UML tools brought the illusion of super abstraction powers, and have
promoted UML far ahead from its initial object orientation.

Then each (complexity domain) community has seen in the formalization of
extensions to UML a means to get their own vocabulary into the mainstream of
modelling tools. As examples consider BPMN, SOA, UPDM, Healthcare, Security,
Systems Engineering,, and a large etc. Ours is a relatively small community in this
context, but significant effort has been made in the creation of a standard that
complements UML for the modelling and analysis of real-time and embedded
systems: MARTE [3].

1.3 The UML Profile for MARTE

This standard is made in the form of a UML Profile, a way of extending UML that is
included in the UML standard itself. It collects the modelling elements required for
addressing a number of concerns in the real-time and embedded systems domain that
were not in the original UML. Notorious extensions include those for annotating



numerical values and units; modelling extra-functional properties; timing constraints;
diverse configurations of operating modes for a system model; a full taxonomy of
generic resources and their static and dynamic usage; hardware and software
platforms (through the modelling of hardware resources and OS services); high level
real-time applications by means of tasks (called real-time units), and passive protected
(shared) objects; and a concrete semantics for the communication between
components through ports and interfaces. From its analysis dimension it proposes
generic extensions for quantitative analysis modelling and specific extensions for
performance and schedulability analysis. It includes all the necessary language
extensions for the construction of schedulability analysis models.

The concrete effort that this paper shows for the generation of schedulability
analysis models uses MARTE as an input formalism but in the context of the full
model-based design methodology there are several other standardization efforts that
result useful to take into account.

1.4 Standardization efforts related to real-time and embedded systems.

The closer in time and scope is the OMG Systems Modeling Language (OMG
SysML™) [13]. This standard re-uses only a part of UML (constraining the rest) and
extends it with a UML Profile, a library of modelling elements and new diagrams that
fit the purpose of creating visual and interchangeable system engineering models.
Many of the concerns of this standard are shared by MARTE, particularly the way of
expressing real values and the semantics of the communication between components
(blocks). SysML plays a role particularly in the initial definition of the system and the
partitioning of responsibilities between hardware and software elements.

In the chain of tools and models that interact along a model-based development
process they appear also some issues that have been addresses by other standards of
the OMG. To express constraints it is used The Object Constraint Language (OCL),
Version 2.3 (http://www.omg.org/spec/OCL/2.3/). To grant interoperability between
tools the OMG proposes The Meta Object Facility MOF 2 XMI Mapping, Version 2.4
(http://www.omg.org/spec/XMI/2.4). Others are related to the way models are treated
in the approach, for which the OMG promotes the Model Driven Architecture
initiative (MDA). This architecting view proposes to have Platform Independent
Models (PIM) as abstract/relocate-able representation of the desired system, and
Platform Specific Models (PSM) for the different concrete usages of the PIM. The
realization of the PSM is obtained be using model transformations of the PIM. The
full exploitation of these possibilities include the writing of the transformations in a
standardize language like those in Query Views and Transformations (QvT) [14].

Several other standards or initiatives are under maturation process but may require
our attention. The Foundational UML (fUML) is an effort to fix the semantics of a
reduced subset of UML, so that their use particularly in the dynamic (behavioural)
models may lead to the same results disregarding the implementation platform.
Textual annotations (much like code programming) may be placed also in behavioural
models with the Action Laguage for fUML (Alf). Finally a new standard, the Precise
Semantics of UML Composite Structures [10] is coming to adjust the use of f{UML
and Alf to describe the internal description and the relationships between components.




1.5 Focus on schedulability analysis.

Model-based software development is called to be one of the most promising software
engineering approaches. Having reusable, configurable, and composable models may
help in the separation of concerns, the increase of development efficiency, and even
enhancing the quality of the software at large.

For the applications with real-time requirements, a model-based methodology can
additionally help to ease the process of building their timing behaviour analysis
models. These models usually constitute the basis of the real-time design and the
schedulability analysis validation processes. With that purpose, the designer of a
software (or even hardware) real-time component must generate, in synchrony with
the models used to generate the component’s code (or the hardware specification), an
additional parameterisable model. This other model must be suitable for the timing
validation of the system resulting out of the usage of that component in the
composition as a whole. The analysis model for each component abstracts away
implementation details but retains the timing behaviour of all the actions it performs.
In particular it needs to include all the scheduling, synchronization and resources
information that is necessary to predict the real-time qualities of the applications in
which it might be integrated. In the approach that we present here, these analysis
models are to be automatically derived from high level software design models
annotated with a minimum set of real-time features. The input data are taken from the
requirements of the application in which they are to be used. In analogy to the
generation of the application’s code as a composition of the code of its constituent
components, the analyst, or application designer, can also compose the set of real-
time sub-models, and build the complete real-time analysis model of the application.
This strategy helps the designer to get rid of the tedious and error prone task of
building in one piece the complete reactive model of the application.

A discussion of the process followed for the design of the real-time characteristics
of an application in a strict component-based development methodology may by
found in [1]. Here we explore the semantics of the modelling elements provided by
MARTE in both sides of its principal concerns: analysis and design. It also exploits
them with the aim of enabling the automatic extraction of analysis models from high
level design models. This task is feasible provided the design space is restricted to
those constructs that are safely implementable by specific analysable patterns
described in Ada. From a model based engineering perspective, those Ada patterns
serve the purpose of conducting the code generation consistently with the
schedulability analysis capabilities associated to the design modelling constructs used.
Those basic constructs are in essence implementable as tasks and shared objects [11]

The rest of the paper is organized as follows: Section 2 presents the rational for the
modelling approach and visits some related work. Section 3 describes the modelling
and extraction tools used for the generation of the output MAST analysis models [2].
Section 4 gives guidelines for the construction of high level application design UML
models that can be transformed in an automated way in the respective schedulability
analysis models. Section 5 presents our initial experiences with the analysis models
for an example application. Finally we draw some conclusions and outline future
work.



2 The approach

The UML Profile for MARTE [3] brings a large number of modelling constructs and
concepts that may be used for realizing schedulability analysis in a variety of ways.
This effort has been driven by the goal to enable, thanks to those modelling
constructs, (1) early V&V and (2) the iterative use of the models created. These
requirements are key elements of any development process that aims to reduce
integration costs while assuring predictability.

In order to cope with complexity, to manage the risks associated to the research
and the development of tools efforts, and also to make better use of the modelling
resources offered by MARTE, the complete problem has been divided in two
challenging but achievable research steps. Fig. 1 illustrates these two challenges in the
context of the model processing paradigm. The picture shows a re-visited version of
the approach followed in a previous work [4]. Now we consider separate
representations of both: the design and the analysis models in UML, and use the

MARTE standard for them.
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Fig. 1. The Model processing paradigm in the design and analysis approach.

The first step addressed by our research effort (a) comprises the definition and
manipulation of what we will denominate the "analysis models". This effort is
described in Section 3 and includes two modules; one (Compiler) that extracts the
MAST models, and another (Updater) that recovers analysis results back into the
UML models.

A second part (b) is the generation of the implementation code in Ada from
structural and behavioural diagrams in UML. Finally this effort (c) proposes the
specification and automation of those analysis modelling constructs related to what
we call the "design models". These models are usually entered by hand in the UML
tool. Instead, the analysis models can be obtained either through model transformation
from the design models, or if needed entered by hand.

The proposed methodology extends the regular UML description of a system with
a design model which includes some particular MARTE modelling elements
describing specific real-time features. These constructs must be sufficient to generate
the analysis model. An analysis model defines an additional view of a particular
situation of the system that is subject to real-time requirements and expresses:



= the computational capacity of the hardware and software resources that constitute
the platform,

= the processing requirements and synchronization artefacts that are relevant for
evaluating the timing behaviour of the execution of the logical operations, and

= the real-time situations to be evaluated, which include the workload and the
timing requirements to be met.

From another point of view, this method also helps to support the design of
applications in terms of composable parts. As far as their granularity is concern, these
parts are closer to the concept of real-time objects than to the CBSE (Component-
based Software Engineering) interpretation of components. In a fully component-
based approach, the creation of the analysis models would have to be made as a
combination of structural elements plus the recursive inclusion of their behaviour
invocations following their precise deployment. In a model-driven approach, this later
strong form of composability is in a higher level of abstraction, but still may benefit
from the approach described here in order to assess a variety of non-functional
properties, in our case its timing properties by means of schedulability analysis.

In order to constrain the design space to the patterns that may be analysed by the
currently available schedulability analysis techniques, the models of computation
implicit in the high level application modelling constructs offered by MARTE are
restricted to those that have been studied in our previous work [4]. This implies the
use of Ada platforms with both the Real-Time System as well as the Distributed
Systems annexes of the Ada standard.

Considering some related work it is relevant to mention a similar effort that has
been proposed as a result of the ASSERT project [5]. Though the solutions provided
there disregard the semantics framework of the design models in the MARTE
standard (by using an ad-hoc profile), and commit for single processor systems, it is a
very relevant effort that shows the main formalisms and the technical and industrial
trends in place. Our approach differs in several aspects, first (1) the analysis models
are also expressed using UML plus the MARTE standard so that they may be used for
additional transformations not only to MAST but to other tools if necessary. Then (2)
the constraints over the design model are not restricted specifically to the Ravenscar
profile but to those of the finally used techniques, which in our case are the offset
based holistic analysis techniques used for distributed systems. Finally, (3) as already
mentioned the formalism to express the model of computation with the real-time
features is the corresponding high level application modelling chapter of the MARTE
standard itself.

Considering the conversion from MARTE to schedulability analysis tools in
particular, there are some other efforts to mention. The closest in style and modelling
capabilities is the RSA plugin to perform schedulability analysis with RapidRMA [8].
The version of this tool that is available shows some limitations: it supports
scheduling analysis for mono-processors, with periodic and sporadic events (through
sporadic servers). It does not provide support for multi-processors and distributed
systems. RapidRMA and IBM RSA are not integrated through the GUI. Moreover,
there is no automatic launch of RapidRMA after the input files are generated. It
requires a manual operation. The current implementation does not offer any feedback
capabilities from RapidRMA to the UML modelling tool. All the analysis results can



be exploited within the tool only. Similar limitations plus a lack in modelling
guidance is provided by the tool in [9], which aims to represent Cheddar models with
MARTE. That document shows how MARTE concepts can be matched to those used
in Cheddar in order to do analysis on models and proposes model transformation
solutions using ATL.

3 Analysis models

The first, and so far sufficiently solved problem, has been the definition/selection of
which and how elements in MARTE are to be used in the creation of schedulability
analysis models. These elements are the basis for the tool that has been developed for
the generation of MAST analysis models taken from UML+MARTE annotated
analysis models. Following previous research efforts [6], MARTE provides concepts
to structure the analysis models using three main categories: The platform resources
(a), the elements describing the logical behaviour of the system constituent parts (b),
and finally the real-time situations to be analysed (c). The precise mapping from
MARTE to MAST elements may be easier to see by inspecting the code, nevertheless
here we summarize a condensed view of the MARTE elements proposed for their use
in each of these three main categories.

Table 1. Modelling elements in MARTE used for the creation of MAST schedulability
analysis models.

Platform Resources Behavioural Models Real-Time Situations
GaResourcesPlatform | GaWorkloadBehavior SaAnalysisContext *
SaExecHost * GaScenario GaWorkloadEvent *
SaCommHost * SaStep * Allocate
SaSharedResource * SaCommStep Allocated
SchedulableResource * Assign
SaEndToEndFlow *
SaSchedObs
GaLatencyObs *

* Elements used in the marte2mast extraction tool in its current version.

In the tool that has been provided for the generation of MAST models from
UML+MARTE models, the platform elements and the logical (software) components
are modelled as a set of structural elements with stereotypes annotated on them. Fig. 2
shows an example of the usage of these elements in the modelling of a tele-operated
robot distributed application.

The stereotype annotations shown there represent the timing models of their
respective operation software entities. The timing properties (i.e. the worst case
execution time) for each of them appear in the properties tab of the tool corresponding
to the SaStep stereotype used. The class “Drivers” models the overheads due to the
sending and reception of messages; it is used to represent in SAM the modelling
elements called “drivers” in MAST. The elements used for modelling the platform



include nodes, networks, tasks, channels, and operations that will be invoked as part
of the internal platform behaviours.

The end-to-end flows that described execution scenarios are modelled using
sequence charts or activity diagrams. Fig. 3 shows an example of the usage of these
elements in the modelling of a tele-operated robot distributed end-to-end flow. Some
steps in the flow are shown directly in the activity as stereotyped actions, others are
statically defined somewhere else in the model but are modelled in the flow as
invoked subUsages of the shown actions. These internal steps are not visible in the
diagram but are stored in the model and retrieved by the tool recursively.

The full example is available in the web page of the tool:
http://mast. uni can. es/ um mast/ mart e2nast . There the reader can find
the specification of the example application as well as the models used for its
analysis. These are delivered in the form of an eclipse workspace containing all the
models.
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Fig. 2. View of the tool showing structural modelling elements for schedulability analysis.

In summary, in the current version of this tool, the elements taken from MARTE to
generate the MAST analysis models are:

> Processing_Resource <= SaExecHost, SaCommtHost
Schedul er <= SaExecHost, SaConmHost
Schedul i ng Servers <= Schedul abl eResource
Shared_Resource <= SaSharedResource

vV VYV



> Qperations <= SaStep <= Sequence/activity Diagram
pl us subUsages (ordered |ist of called operations)

> Transactions <= Sequence/Activity D agram +
GaWwor kl oadEvent + GalLat encyCbs

This effort has been implemented using the Eclipse technologies provided by
PapyrusUML as graphical tool, the UML2 plugin as model repository, and the
Acceleo plugin for the extraction of text from the UML2 models plus a significant
number of Java functions. The code used as well as the scripts created are shared as
open source. The current version supports the modelling of end-to-end-flows by
means of activity diagrams and the composition of independently characterized timed
behaviours. It also includes the invocation of the MAST tools from the eclipse
environment and the recovery of the results back into the UML model. It may be
downloaded from ht t p: / / mast . uni can. es/ um nmast/ nart e2nmast .
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Fig. 3. View of the tool showing behavioural modelling elements for schedulability analysis.

The high level algorithm to do the extraction of the MAST model is easy to
identify following the script in mar t e2mast . nt | . Here you may see a summary of
1t:

1) Processing Resources and Schedulers take their attributes from:

Classes with stereotype 'SaExecHost' or 'SaCommHost'
2) Scheduling Servers in processors and networks take their attributes from:
Classes with stereotype 'SchedulableResource' and 'GaCommChannel'
3) Shared Resources (critical sections) take their attributes from:
Classes with stereotype 'SaSharedResource’
4) The real time situation is taken from:



A Class with the stereotype 'SaAnalysisContext'
5) Finally the Transactions in it are extracted from:
Activities with the stereotype 'SaEndtoEndFlow’

A recursive strategy is used for retrieving composed operations and assigning them to
the appropriate MAST activity-handlers. There are two ways of expressing these
composed operations. One is static and is based in the use of the recursive capabilities
of the subUsage association of the SaStep modelling element. This association is
inherited from ResourceUsage. Fig. 4 shows the implementation model of this
modelling construct in an extract from the MARTE GRM UML view

« profile »

GRM

« melaclass »
UML :: Clases = Kernel ::NamedElement

?

« stereotype »
ResourceUsage

execTime: NFP_Duration {ordered} [*]
msgSize: NFP_DataSize {ordered} [*]
allocatedMemery: NFP_DataSize {ordered} [*]
usedMemory: NFP_DataSize {ord i} [*1
{ordered} powerPeak: NFP_Power {ordered} [*] . Resource
sublUsage Enegy: NFP_Energy {ordered} [*]

{ordered)
usedResources « stereotype »

-

Fig. 4. The list of subUsages, a recursive mechanism to model composite operations.
Extract of the model of the GRM::ResourceUsage, ancestor of SAM::SaStep

The other way of modelling composed operations is based on the activity diagrams
that are internal to the actions (as well as any internally called operation) that are
placed in the activities used for representing the flows. The corresponding extracting

code is implemented in java and may be seen in the source code file
ActivityFunctions.java

4 Design models

The second challenge is the definition of the elements in UML+MARTE to be used in
early V&YV design models in such a way that they can be used for the double purpose
of constructing development (implementation) oriented models or even code directly
while, at the same time, their respective analysis models may be generated through
simple and as much as possible automated model transformation mechanisms

For this purpose the natural candidates in MARTE are the fundamental modelling
constructs described in the HLAM (High Level Application Modelling) chapter:
RtUnit and PpUnit. Which actually hold the semantics of the basic elements for
programming concurrent real-time systems tasks and shared protected objects [11].



The RtUnit modelling element is the basic building block for handling concurrency
in the design and analysis of real-time applications. The PpUnit is the modelling
element used for specifying mutual exclusion between concurrent units and the
adequate protection protocols in the access to passive shared resources, for avoiding
unbounded priority inversion.

The key for the usage of these elements is the enabling of simple mechanisms to
keep in synch the two specialized views that are elaborated as transformations from
the design models built with them: the code generation and the platform configuration
on the one side, and the corresponding schedulability or even performance analysis
models on the other side. In order to get that semantic alignment we propose a
methodology founded in a small number of modelling rules for the usage of RtUnits
and PpUnits, and some directions for the generation of the subsequent implementation
and analysis models.

In order to accomplish the objective of setting up the basis for an iterative
development process, the driving forces for the definition of the methodology have
been the easiness to iterate over modelling intents, and a design space exploration
strategy to introduce analysis results back in the design constraints.

For the purpose of this methodology we will consider all the requirements as
applicable to a generic unit of design called module. A module in this sense represents
a fraction of the system. It is to be mapped to the equivalent abstraction/encapsulation
entities defined for coping with complexity on the concrete design methodology used
by the industrial practitioners in the field targeted. This results natural when
considering them as independent subsystems, but it is applicable also to other
composition mechanisms like loosely coupled software/hardware components, or
physical concurrent units.

The modelling rules to be applied are the basis for the combined purpose of a
design & analysis methodology and are complemented with guidelines for specific
phases and concrete concerns.

The description of the RtUnits and PpUnits and their precise semantics are made in
the domain view of HLAM chapter and the Appendix F of MARTE [3] respectively.
The set of rules is worded considering the semantics described in the domain
description contained in Appendix F but using the nomenclature of the attributes
available in the stereotypes of the corresponding UML representation.

Early V&V assumes that at the time of analysis there are still a number of
decisions about aspects like the platforms or specific interface technologies that have
not been taken yet. To be able to assess the viability of the system without this
information, some default values will be filled in the analysis & design models.

The set of rules for the use of UML with the HLAM modelling elements of
MARTE needs to restrict the design space to get models that may be analysed by
schedulability analysis with the available techniques. This way it formulates the basis
for modelling at any stage of the development process. This initial set of rules is the
following:

1)  Real concurrency is handled by RtUnits at processing resource level, each
node by them represented may in turn handle several schedulable resources by means
of a regular scheduler.

2)  Each RtUnit may have up to one schedulable resource on it, and all its
behaviours, which may be called from other RtUnits, run under the scheduling



parameters associated to that schedulable resource. In case the RtUnit has no
schedulable resource, its behaviours run under the scheduling parameters of the
calling RtUnit.

3)  All the RtUnits deployed in a processing resource are handled by the same
scheduler and use the same (or fully compatible) scheduling policy.

4)  Each RtUnit whose isMain attribute is set to true, implies the presence of an
execution host where the main service of the RtUnit is deployed.

5)  The attribute srPoolPolicy holds the value infiniteWait.

6)  ExecKind of PpUnits is ImmediatRemote.

7)  All services use the same priority scheme: ImmediateCeiling or
PriorityInheritance.

8)  The ConcurrencyPolicy of PpUnit is “Guarded”. [The concurrency policy of
the kind Concurrent might be enabled in order to have the writer/reader
ConcurrencyKind available but this behaviour requires additional capabilities from
the analysis techniques so in principle it is discouraged].

9)  Behaviours of RtUnits stereotyped as RtServices are those that may be called
from others.

Additional rules that apply in specific phases of the development process are:

10) The platform models of the execution hosts are derived from the RtFeatures
of RtUnits with the attribute isMain set to true. The basic assumption is that a main is
the starting of the full piece of software running on a concrete node. The scheduling
policy of the scheduler is derived from the one used for this main. Consistently the
range of priorities (in the case in which this is the policy chosen) will be set to be
greater than the number of RtUnits (with their isMain attribute to false) with which
the main RtUnit has any sort of interaction.

11) The rules for analysis platform models will be refined after practising with
the MAST default values (using initially no context switch time for example).

12) The links between services define the steps in the end-to-end-flows.

13) The parameters of the Analysis Context modelling element will be used to
define the variations in the analysis due to refinements in the design.

14) Results will be placed back in design models by means of RtFeatures
Specifications and the parameters of AnalysisContexts.

15) The iterative nature of the models used for design space exploration will be
handled by specializing/using the configuration stereotype, described in the Modal
Behaviour section of the CoreElements chapter of MARTE.

The tooling support for enforcing and helping to assess the usage of these rules is
part of our ongoing work.

Considering the transformation of design to analysis models the procedure most
difficult to automate is the definition of the real-time situations and the extraction of
the precise scenarios to take into account. The key aspect to consider in order to
extract the necessary execution scenarios is the manner in which the behaviours are
expressed.

For passive RtUnits or for those whose behaviours are expressed as activities (by
means of activity diagrams), the end-to-end flows may be composed by creating and
combining the resource usage (GRM part of MARTE) that represents the
operations/services of the objects involved. These are expressed in our design model
as classes with the SaStep stereotype (which inherits from ResourceUsage). The



precedence or control flow dependencies between them are expressed as transitions
between actions inside the activities. These transitions correspond to the simple
precedence relationships among the steps (as described in GQAM model of MARTE)
and are the place to express also the latency or jitter constraints, see the gal.atencyObs
stereotype in Fig. 3. These transitions follow those in the activities used for the
automated generation of the Ada code using the tool that assist this methodology [15].

For the RtUnits whose behaviours are expressed as state machines, the scenarios
may be extracted by assuming the order in which the independent external events that
trigger the transitions of the state machine are expected to occur. An analysisContext
represents a particular real-time situation. For each end-to-end-flow in the
analysisContext the composition of such ordered list of event-occurrences would need
in any case the specification of at least one additional diagram per end-to-end flow.
Then it might be worth asking the designer for the composition and description of the
high level services conforming the end-to-end flows instead of the ordered list of
event-occurrences that triggers the state machine. Additional efforts would have to be
required from the designer in case the state machines have concurrent states or
involve several active objects.

The easier mechanism to automate the extraction of elements from the design
models to be included in the analysis context of the real-time situation to analyse is
the use of a collaboration whose parts are the RtUnits and PpUnits to include.

4.1 Real-Time Design Model of the Basic Ada Structures

Even though the modelling and schedulability analysis methodology presented is
language independent and is useful for modelling a wide range of real-time
applications, the semantics of the high-level modelling constructs defined is
particularly suitable to represent systems conceived and coded in Ada [7]. Similar
topics have been described in detailed in our previous work [4] but we now wish to
re-visit some of the aspects that are relevant for the discussion herein in the light of
the HLAM-MARTE modelling constructs.
The RT-design-model has the structure of the Ada application: The RTUnit
instances may model the real-time behaviour of packages and tagged types, which are
the basic structural elements of an Ada architecture:
= Each object describes the real-time model of all the procedures and functions
included in a package or Ada class.
= Each object declares all other inner objects (package, protected object, task, etc.)
that are relevant to model its real-time behaviour. It also preserves in the model
declarations the same visibility and scope of the original Ada structures.
An object only models the code included in the logical structure that it describes. It
does not include the models of other packages or modules on which it is dependent.
The RT-design-model includes the concurrency introduced by Ada tasks: An
active RTUnit model an Ada task. Each task component instance has implicitly an
aggregated SchedulableResource, which is associated with the processor where the
component instance is allocated. Synchronization between tasks is only allowed in the
invocation of RTServices belonging to active RTUnits. The model implicitly handles
the overhead due to the context switching between tasks.



The RT-design-model includes the contention in the access to protected objects:
A PpUnit models the real-time behaviour of an Ada protected object. It implicitly
models the mutual exclusion in the execution of the operations declared in its
interface, the evaluation of the guarding conditions of its entries, the priority changes
implied by the execution of its operations under the priority ceiling locking policy,
and also the possible delay while waiting for the guard to become true. Even though
the methodology that we propose is not able to model all the possible synchronization
schemes that can be coded using protected entries with guarding conditions in Ada, it
does allow to describe the usual synchronization patterns that are used in real-time
applications. Therefore, protected object-based synchronization mechanisms like
handling of hardware interrupts, periodic and asynchronous task activation, waiting
for multiple events, or message queues, can be modelled in an accurate and
quantitative way. Please refer to [4] for a detailed description of the patterns that may
be supported.

The RtService operations involved in the declaration of a PpUnit are implicitly

modelled with mutual exclusion between them, by attaching an implicit shared
resource to them. Each operation in this component implicitly locks and unlocks the
shared resource before and after the operation activities.
The RT-design-model shall include the real-time communication between Ada
distributed partitions: MARTE does not support explicitly in a particular construct
all the data that is necessary to analyze the remote access to the APC (Asynchronous
Procedure Call) and RPC (Remote Procedure Call) procedures of a Remote Call
Interface (RCI), as described in Annex E of the Ada standard. It is possible to
determine whether an invocation is local or remote but additional modelling
constructs will be necessary to handle information for the marshalling of messages,
their transmission through the network, their management by the local and remote
dispatchers and the un-marshalling of messages, in order to be able to manage it
automatically by the tools.

5 Practical experience

In order to try in practical terms the modelling methodology and particularly the
analysis capabilities in it, the implemented tool has been used over an example
application that has been already used in previous works. So the analysis model
corresponding to the Teleoperated Robot example [6] has been introduced in UML
using PapyrusUML, and the stereotypes provided by its UML MARTE Profile.

To help the reader to reproduce the modelling and analysis experience, the
installation procedure to follow, and a video with usage hints, as well as a workspace
for eclipse with all the files wused may be downloaded from
http://mast. uni can. es/ um mast/ mart e2nast .

For the habitual users of MAST the most relevant issues found in the modelling of
distributed applications like the already traditional Teleoperated robot are related to
the lack of the “driver” concept in MARTE. This is solved by inserting the
corresponding overhead end-to-end flows (formerly called transactions in MAST).
These transactions model the overhead due to the insertion and recovering of



messages into and from the network respectively. For this reason the results in the
MAST graphical results viewer show 7 instead of 3 transactions. Fig. 5 shows a
snapshot of these results.

The Eclipse plugin includes an option to run the MAST set of analysis tools
directly from Eclipse and finally recover the results back into the UML model. These
results are annotated in the attributes of the corresponding stereotypes in the UML
model. For example the system slack is recovered in the slack attribute of the
analysisContext stereotype, and for the response time of each step the attribute respT
of the SaStep stereotypes is used. The response time of each End-to-end-Flow is the
one stored in the last SaStep of the flow.

B GMAST Results E]@@

Systern-file Results-file Help

Modeling and Analysis Suits for Real-Time Applications] L MAS I

Current System| |

System I Processing Resources  Transactions | Shared Resources I

i Name i Type Slack Timing Results
station_send_driver Regular_Transaction - _J

execute_command Regular_Transaction

report_process Regular_Transaction

confroller_send_driver  Regular_Transaction
station_receive_driver  Regular_Transaction
confroller_receive_driver Regular_Transaction

control_servos_trans Regular_Transaction

(] [+]

Fig. 5. Results for the schedulability analysis of the Teleoperated Robot example

The UML model having all this values may be stored in the same file. In this case
each new analysis result value is appended to the ordered list of values of the
attribute. To identify the analysis to which the results correspond, the field “mode” of
each new value is set to the “mode” field defined in the AnalisysContext at the time
of launching the analysis. Alternatively the “updated” version on the UML model
may be stored in a new file on disk. This way the original model may be either used
again in a different analysis essay, or used to iterate searching in an optimization loop.

6 Conclusions and future work

Considering the prospects of the OMG’s UML Profile for MARTE as a modelling
standard for analysis tools interoperability, it seems reasonable to look for model
based strategies that link it with modelling intensive activities. And a clear semantics



for the High level application modelling is the basis for automating the process of
having timing analysis results quickly in the development life cycle.

The extraction of MAST analysis models from the UML+MARTE schedulability
analysis specific models is another step in the direction pointed out by this effort and
comprises the construction of analysis models from separated composable modelling
descriptions using the specific constructs brought by the SAM chapter of MARTE,
which is consistent with MAST and the previous efforts in this direction [4].

From the real-time and embedded systems research community perspective, this
effort constitutes a step to get the effective exploitation of the capabilities of the
available analysis and verification techniques, which despite the efforts in
dissemination, have not yet reached an audience large enough to reward the many
years of work in the field.

The modelling strategy and tools proposed in this work are just a first step in this
direction; a significant work remains to be done in order to have a fully automated
process. The validation of the rules and their automation by means of a model
validator and the necessary transformations are part of our ongoing.

The re-visit to former work made for the consistent modelling and analysis of Ada
applications, in the light of the previous UML formalizations of the MAST model, has
been a driving force in the adjustment of the high level application modelling of
MARTE for this purpose. Nevertheless some lacks in the standard have been
identified whose resolution requires either formal extensions to it or the definition of
additional methodological guidelines, in particular for the case of remote procedures
invocation.
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Operating system support for Ada timers
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Abstract. ! The Ada language, in its revision of the year 2005, added support
for three different kind of timers very useful for real-time applications: the timing
events, the execution time timers and the group budgets. In most of the platforms
where Ada applications are executed, the implementation of these timers in the
Ada run-time library requires support in the underlying operating system. Most
of the real-time operating systems do not provide primitives to allow an efficient
implementation of Ada timers. This is also the case of the operating systems that
follow the POSIX standard. In this paper we present the “timed handlers”, a new
operating system primitive that allows to implement the Ada timers in a efficient
way. A POSIX-like interface is provided in order to make accessible the timed
handlers to the Ada run-time library and to C/C++ applications.

1 Introduction

Real-time systems control and/or monitor dynamic environments that evolves with the
passage of time. A usual requirement of any real-time system is that the interactions
with the environment have to be performed at very specific moments in time. A typical
example of this requirement would be a control system where the input to the actuators
must be updated at a specific rate with the least jitter as possible.

The requirement formerly stated can be fulfilled, up to some extent, using high pri-
ority tasks and suspension operations. However, for some applications the overhead and
complexity of this method is excessive and a simpler mechanism would be desirable.
With this purpose in mind the Ada language [3], in its revision of the year 2005 [11],
defined the “timing events”, a mechanism that allows the execution of user’s code at a
specific point in time without the necessity of using an extra high priority task.

Another different requirement of the real-time systems is the necessity of measuring
and monitoring the execution time of the tasks in the system. In hard real-time systems
it is essential to detect when the estimated worst-case execution time (WCET) of a task
is exceeded and perform a corrective action as soon as that happens.

The control of the execution time of the tasks is also a key requirement for imple-
menting some real-time scheduling policies which need to perform scheduling actions
when a certain amount of execution time has been consumed. Examples of this kind of
policies are aperiodic servers such as the sporadic server policy defined in the POSIX
standard [2] or the constant bandwidth server (CBS) [5].

The construction of complex real-time systems could require the integration of in-
dependently developed multi-task components. The execution-time of each component

! This work has been funded in part by the Spanish Government and FEDER funds under grant
number TIN2011-28567-C03-02 (HI-PARTES).
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must be bounded so that it cannot interfere with other components by using up more re-
sources than it should. In this context, the aforementioned aperiodic servers are used to
bound the consumed execution-time of the group of tasks been part of each component.
The implementation of these multi-task aperiodic servers requires from the underlying
implementation to support the measurement of the execution times of groups of tasks,
and the handling of potential budget overruns, in a way similar to what is usually done
for individual tasks.

In summary, there are a number of real-time situations that require the execution of
a piece of user’s code at a very specific point in time. This point in time can be referred
to the “real time clock™ or to the execution time clock of some task or some group of
tasks. In the Ada language, these situations are handled using three different kinds of
timers: “Timing events” ([3].D.15), “Execution time timers” ([3].D.14.1) and “Group
execution time timers” ([3].D.14.2).

In previous papers [7] [6] we describe the implementation of these Ada timers from
the Ada language point of view. In this paper we focus on the description of the oper-
ating system services, the “Timed Handlers” and the “Thread Group Clocks”, that pro-
vide support for these three kinds of timers. Both services, Timed Handlers and Thread
Group Clocks, have been implemented in our operating system MaRTE OS [10] [4],
and a POSIX-like interface has been defined in order to make these services accessible
to the Ada run-time system and to the C/C++ applications that want to make direct use
of these functionalities.

The paper is organized as follows. Section 2 provides and overview of the MaRTE
OS architecture. Section 3 makes a short description of the Ada timers. Section 4 de-
scribes the implementation and interface of the timed handlers while Section 5 does the
same for the thread group clocks. Finally, Section 6 gives our conclusions.

2 MaRTE OS overview

MaRTE OS is a real-time operating system (RTOS) that follows the POSIX.13 [1] mini-
mum real-time system profile. This profile includes the basic support for small real-time
multi-threaded applications: threads, fixed priority scheduling policies, mutexes, con-
dition variables, timers, etc. MaRTE OS is available for the ix86 architecture as a bare
machine, and it can also be configured as a POSIX-thread library for GNU/Linux. It is
mostly written in Ada but it provides a standard POSIX-C interface that can be used to
build concurrent C/C++ applications.

MaRTE OS is integrated with the GNAT compiler and run-time library to provide
support for Ada tasking. The Linux version of the GNAT run-time library been adapted
to run on top of the POSIX interface provided by MaRTE OS.

Figure 1 shows the simplified layered architecture of MaRTE OS. Advanced Ada
constructions, as the concurrency or the timers, are provided to Ada applications by the
run-time system and the standard Ada packages which, in turn, relies on the services
implemented in the kernel of MaRTE OS. These services are accessible through the
POSIX interface and, in the case of the Timed Handlers and the Thread Group Clocks,
through extensions of that interface presented respectively in sections 4.1, 5.1 and 5.2.
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Fig. 1. Layered architecture of MaRTE OS.

3 Ada timers

3.1 Timing Events

Timing Events are a solution for real-time applications that require executing actions
at very specific points in time. Those actions are typically very simple, usually a few
lines of code, but deviations from the ideal execution time will lead to a serious degra-
dation of the quality of service of the application or even to an error with disastrous
consequences for the system under control.

Burns and Wellings proposed in [8] what they called the “Timing events”. This new
service was included in the Ada 2005 revision of the language as the new language-
defined package Ada.Real Time.Timing Events.

package Ada.Real_Time.Timing_Events is
type Timing_Event is tagged limited private;
type Timing_Event_Handler
is access protected procedure (Event : in out Timing_ Event);
procedure Set_Handler (Event : in out Timing_Event;
At_Time : in Time;
Handler : in Timing_ Event_Handler) ;
procedure Set_Handler (Event : in out Timing_ Event;
In_Time : in Time_Span;
Handler : in Timing_ Event_Handler);
function Current_Handler (Event : Timing_Event)
return Timing_Event_Handler;
procedure Cancel_Handler (Event : in out Timing Event;
Cancelled : out Boolean);
function Time_0f_Event (Event : Timing Event) return Time;
private
-- not specified by the language
end Ada.Real_Time.Timing_Events;
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A Timing Event is a software object that has an expiration time and an associated
handler (a protected procedure) that will be executed by the system when the timing
event expires. The handler is executed directly by the hardware timer interrupt service
routine (ISR), consequently, it is executed as soon as possible after the expiration time
and no extra server task is required.

It is important to notice that, since the handler is executed by the ISR, the protected
object of the handler should include some mechanism to achieve mutual exclusion be-
tween user’s tasks and ISRs.

3.2 Execution Time Timers

Schedulability analysis is based on the assumption that the execution time of each task
can be accurately estimated. This measurement is always difficult, because, with effects
like cache misses, pipelined and superscalar processor architectures, the execution time
is highly unpredictable. Run-time monitoring of processor usage permits detecting and
responding to wrong estimations in a controlled manner.

Ada defines a timing mechanism which allows creating timers that are triggered
when the execution time of a task reaches a given value, providing the means whereby
action can be taken when this budget expires. Execution time timers have been included
in the standard as a new language-defined package (Ada.Execution Time.Timers).

with System;
package Ada.Execution_Time.Timers is
type Timer (T : not null access constant
Ada.Task_Identification.Task_Id) is
tagged limited private;
type Timer_Handler is
access protected procedure (TM : in out Timer);
Min_Handler_Ceiling : constant System.Any_Priority :=
implementation-defined;
procedure Set_Handler (TM : in out Timer;

In_Time : in Time_Span;

Handler : in Timer_Handler);
procedure Set_Handler (TM : in out Timer;

At_Time : in CPU_Time;

Handler : in Timer_Handler);
function Current_Handler (TM : Timer) return Timer_Handler;
procedure Cancel_Handler (TM : in out Timer;

Cancelled : out Boolean);
function Time_Remaining (TM : Timer) return Time_Span;
Timer_Resource_Error : exception;

private
-- not specified by the language
end Ada.Execution_Time.Timers;

Execution Time Timers are very similar to Timing Events, both have an expiration
time and a protected handler procedure. The main difference is that the expiration time
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of an execution time timer is based on the execution clock of a task. This task is specified
by the discriminant, T, of the Timer type.

Another difference between Execution Time Timers and Timing Events is that, in
the case of the timers, the Ada Reference Manual is silent about the context where the
timer handler must be executed. As it will be discussed in Section 4 we have chosen to
use the same mechanism for all the Ada timers and execute all their handlers directly
by the hardware timer ISR.

3.3 Execution Time Budgets for Groups of Tasks

In real-time applications is often required to bound the execution time of a group of
tasks, so that they cannot interfere with other activities in other protection boundaries
by using up more resources than they should. These protection boundaries are usually
implemented using the so called “execution-time servers”. Some examples of these
servers are the deferrable server, the sporadic server or the constant bandwidth server.
Implementing these servers for a group of tasks requires the joint measurement of the
execution times of the tasks in the group and the handling of potential budget overruns,
in a way similar to what is done for individual tasks.

Following this general requirement, the Ada standard defines the package
Ada.Execution_Time.Group_Budgets with all the functionality required to imple-
ment execution-time servers [9]. In this aspect, the Ada standard is now a step forward
in relation to the real-time extensions to POSIX, which still has no such service.

with System;
with System.Multiprocessors;
package Ada.Execution_Time.Group_Budgets is
type Group_Budget(CPU : System.Multiprocessors.CPU :=
System.Multiprocessors.CPU’First)
is tagged limited private;
type Group_Budget_Handler is access
protected procedure (GB : in out Group_Budget);
type Task_Array is array (Positive range <>) of
Ada.Task_Identification.Task_Id;
Min_Handler_Ceiling : constant System.Any_Priority :=
implementation-defined;
procedure Add_Task (GB : in out Group_Budget;
T : in Ada.Task_Identification.Task_Id);
procedure Remove_Task (GB: in out Group_Budget;
T : in Ada.Task_Identification.Task_Id);
function Is_Member (GB : Group_Budget;
T : Ada.Task_Identification.Task_Id) return Boolean;
function Is_A_Group_Member
(T : Ada.Task_Identification.Task_Id) return Boolean;
function Members (GB : Group_Budget) return Task_Array;
procedure Replenish (GB : in out Group_Budget; To : in Time_Span);
procedure Add (GB : in out Group_Budget; Interval : in Time_Span);
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function Budget_Has_Expired (GB : Group_Budget) return Boolean;
function Budget_Remaining (GB : Group_Budget) return Time_Span;
procedure Set_Handler (GB : in out Group_Budget;
Handler : in Group_Budget_Handler);
function Current_Handler (GB : Group_Budget)
return Group_Budget_Handler;
procedure Cancel_Handler (GB : in out Group_Budget;
Cancelled : out Boolean);
Group_Budget_Error : exception;
private
-- not specified by the language
end Ada.Execution_Time.Group_Budgets;

4 Timed Handlers

POSIX [2] standard does not provides any service equivalent to the Ada timers. At the
first glance it could be considered that a valid alternative would be the use of timers and
signal handlers: a POSIX timer generates a signal that leads to the execution of a signal
handler that executes the user’s code for the action.

However, this approach is not appropriate for real-time applications. Firstly, the
generation and delivery of a signal requires quite complex operations in the operating
system kernel, and secondly, POSIX standard is silent about the context nor priority of
the entity in charge of executing the signal handlers. Consequently, the signal handler
mechanism is not appropriate in order to execute a particular piece of code at a very
precise point in time since its execution latency can be very long or even unbounded
depending on the particular operating system implementation.

Another alternative to execute actions at a specific time could consist in the use of a
high priority server task that executes a loop in which it blocks waiting for the time to
execute the action.

This approach also leads to overheads from both the performance and the memory
usage points of view. An extra task requires quite large structures in memory as its “task
control block” and its stack. From the performance point of view, the execution of the
simple action involves the expiration of the hardware timer, the subsequent invocation
of the ISR (that activates the high priority server task), a context switch, the execution
of the action, the suspension of the server task and another context switch.

In this paper we present a new operating system service, the “Timed Handlers”, that
provide the base support to implement the Ada timers described in Section 3. Timed
Handlers allows executing user code in the hardware timer ISR context at the desired
time and they are simpler and much more efficient than the aforementioned alternatives.

The expiration time of a timed handler can be based on any of the clocks defined
by the POSIX standard, including thread execution-time clocks. Timed handlers can
also be based on the “Thread Group Clocks” used to implement the Ada execution-time
group budgets that are described in Section 5.

Our Timed Handlers proposal is targeted to be implemented in any kind of RTOS,
from the smallest one with a simple and plain memory map to a complex RTOS with
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separate address spaces. When used in a complex RTOS, a shared memory area is pro-
vided to share data between the handler and the user threads (Figure 2).

Semaphore — — Handler

Shared
memary
area

Kernel Address
Space

ny

System Timer

Fig. 2. Timed Handlers in a RTOS with separate address spaces

4.1 Timed Handlers API

A POSIX-like interface has been defined to allow C/C++ applications (and the GNAT
run-time library) to access the timed handlers functionality implemented in the MaRTE
OS kernel. In this proposed interface, a timed handler is represented by an object of
type marte_timed handler_t. When a timed handler expires, the operating system
executes its associated handler function. In our interface, a handler function has the
following prototype:

void handler(void *area, marte_timed_handler_t *th)

The area argument points to a memory area shared by the handler and the rest of the
application. The th argument points to the timed handler that fires the execution of the
handler. This last argument is useful when the same handler function is associated with
several timed handlers.

A timed handler can be initialized or destroyed with functions:

int marte_timed_handler_init(marte_timed_handler_t *th,
clockid_t clock_id,
void (*handler) (void *area,
marte_timed_handler_t *th),
const void * area,
size_t size);

int marte_timed_handler_destroy (marte_timed_handler_t *th);
When a timed handler is initialized (using marte_timed handler_init()) it is

specified the clock to be used as the timing base. The clock can be any of the clocks
defined by the POSIX standard (including thread execution-time clocks) or the “Thread
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Group Clocks” described in Section 5. POSIX requires the type clockid_t to be de-
fined as an arithmetic type, and therefore clock ids are implemented using a unsigned
number of 32 bits. The value stored in a clock id can have different interpretations:

— Special values for the regular calendar-time clock CLOCK_REALTIME, the exe-
cution time clock of the current thread CLOCK_THREAD_CPUTIME_ID, and the
monotonic clock CLOCK_MONOTONIC.

— A pointer to a thread control block when the clock is a thread execution-time clock
of a particular thread.

— A pointer to a thread set when it is a thread group clock (Section 5).

The other parameters of the function marte_timed handler_init () are the mem-
ory area of size bytes to allow information sharing between the handler function and
the rest of the application and the handler function to be executed every time the timed
handler expires.

The expiration time (ts) of a timed handler (th) is set using the function:

int marte_timed_handler_set(marte_timed_handler_t *th,
int optioms,
const struct timespec *ts);

Flags TIMER_ABSTIME or PERIODIC_HANDLER can be set in the options argument.
If TIMER_ABSTIME is set, the ts argument shall be interpreted as an absolute time.
If PERIODIC_HANDLER is set, the timed handler will expire periodically with a period
equal to the value of ts argument. If none of these flags are set, the ts argument shall
be interpret as a relative time and the timed event will be a “one shot” event.

Any particular timed handler can be enabled or disabled using functions:

int marte_timed_handler_disable(marte_timed_handler_t *th);
int marte_timed_handler_enable(marte_timed_handler_t *th);

If a timed handler expires while it is disabled, execution of its associated handler
function will be delayed until the timed handler is re-enabled. Using this pair of func-
tions, an application thread can create a non-preemptive section with a timed handler
function in order to access shared data. This is the mechanism used by the Ada run-time
library to implement the protected objects of the timer’s handlers.

It is possible to enable or disable all timed handlers in a process using functions:

int marte_timed_handler_global_enable ();
int marte_timed_handler_global_disable ();

These functions do not affect the individual enabled/disabled status of every timed
handler in the process but only change a global flag, this implies that using
marte_timed_handler_global_enable() does not enable any timed handler that
was individually disabled using marte_timed handler_disable(). If an enabled
timed handler expires while handlers are globally disabled, execution of its associated
handler will be delayed until timed handlers are globally re-enabled using
marte_timed_handler_global_enable (). These functions are intended to be a very
efficient way of disabling all the timed events in a process for situation in which several
timed events cooperate and share data between them and with the application.
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4.2 Implementation in MaRTE OS

In MaRTE OS, all the timed events are represented as extensions of the base type
Timed_Event from which they inherits the expiration time field. There are many differ-
ent kinds of timed events: timed task activation, time-out of a timed blocking operation,
replenishment of a sporadic server, expiration of a POSIX timer, etc. Following this ap-
proach, timed handlers are also implemented as an extension of the Timed_Event type.
The most relevant fields added to the base type by the Timed Handlers are Enabled, a
flag to indicate if the execution of the handler is currently enabled or not, and Handler,
an access to the user’s function to be executed when the timed handler expires.

All the pending timed events based on the real-time clock are queued in the “Timed
Events Queue” ordered according to their expiration time (most urgent first). Besides
that global queue, every task has associated an “Execution-Time Events Queue” where
the timed events based on its execution-time clock are queued in order. Every time
the hardware timer has to be programmed the events at the heads of the Timed Events
Queue and of the Execution-Time Events Queue of the running task are compared. The
hardware timer is programmed to generate an interrupt at the smallest expiration time
of the two events.

When the hardware timer generates an interrupt, the MaRTE OS timer ISR extracts
the most urgent timed event from its queue. In the case it represents an enabled timed
handler the associated handler function is executed immediately in ISR’s context.

Disabling a particular timed handler only involves changing the Enabled flag in
the timed handler structure. If a timed handler expires while disabled, the timer ISR
marks it as pending. When a pending timed handler is re-enabled, the associated handler
function is executed immediately with the hardware interrupts disabled.

In the case an enabled timed handler expires while timed handlers are globally dis-
abled, the timer ISR stores the timed handler in the “Pending Handlers List”. Later,
when the global enable operation is called, the associated handler function of every
timed handler in the list is executed with interrupts disabled and the list is emptied.

In conclusion, implementing timed handlers in MaRTE OS has been relatively easy.
Just to give a coarse idea of the implementation difficulty, it can be noticed that the
timed handlers implementation uses around 240 semicolons, while timers implementa-
tion uses 410 and signals around 700.

4.3 Performance Metrics

Table 1 shows some performance metrics for the implementation of the timed handlers
in our operating system MaRTE OS. We have chosen a typical scheduling decision:
raising the priority of a thread at a particular point in time. As a consequence of this pri-
ority change the promoted thread preempts a medium priority thread that was executing
at that moment. Two different alternatives have been compared:

— The thread priority is raised from a timed handler.
— The thread priority is raised from an auxiliary high priority thread. This auxiliary
thread is waked up by a signal generated by a timer at the desired time.



114

Third row in Table 1 shows the total time taken by the context switch between the
medium priority thread and the just promoted thread with both alternatives. As it can
be observed using the timed handler saves 0.8ms out of 1.9ms (the 42%).

Timed handler Timer and auxiliary thread
Description Time(us)||Description Time(us)
Medium priority thread to handler| 0.4 Medium prio. thread to auxiliary thread| 1.1
Handler to promoted thread 0.7 Auxiliary thread to promoted thread 0.8
Total 1.1 Total 1.9

Table 1. Timed handler vs. Timer and thread (on a 3.4GHz Pentium IV)

As stated before, handler functions are executed in interrupt context. In many op-
erating systems (as in our MaRTE OS) that will imply interrupts are disabled during
the full execution of the handler. Although timed handlers are intended to perform very
short actions, this fact could produce an increment in the interrupt latency.

This effect does not happen in our implementation even for the relatively long du-
ration action of raising the priority of a thread, as can be observed in the table. When
using timed handlers, the longest interval with interrupts disabled corresponds to the
first value in the last row (1.1ms). It must be compared by the longest interval with
interrupts disabled when using the auxiliary thread, that value can be found in the last
column of the third row and it is 1.1ms too. Therefore, in our implementation, using
timed handlers do not increment interrupt latency provided that reasonably short han-
dler functions are used.

5 Thread Group Clocks

The Thread Group Clocks [6] are a special kind of execution-time clocks that measure
the execution-time consumed by a group of threads. They have been implemented in
MaRTE OS as an special kind of execution-time clocks. As the standard mono-thread
execution-time clocks, the group clocks can be used as base clock for POSIX timers
and also for the Timed Handlers mechanism described in the previous section.

Although the Thread Group Clocks can be used with the POSIX timers, we have
chosen to implement the Ada Group Budgets based on the Timed Handlers mechanism
for the same efficiency reasons that were stated for the Timing Events and the Execution
Time Timers implementation in the previous section.

5.1 Threads Sets

Before creating the execution time clocks for thread groups, it is necessary to specify a
mechanism to represent the groups themselves.

The Ada Group Budgets unify the concepts of group of tasks and timer in the same
software object. For the OS system support, we have chosen to create an independent
object that represents a group of threads. In this way, we will be able to address future
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extensions that require handling groups of threads using these same objects. Examples
of such new services might be related to the requirement for supporting hierarchical
scheduling, for instance to suspend or resume a group of threads atomically.

A restriction has been made so that a thread can belong to only one thread set. This
restriction is also made in the Ada standard, and its rationale is that in the hierarchical
scheduling environment for which thread groups are useful, threads only belong to one
specific scheduling class, and therefore to one specific set. This restriction allows a
more efficient implementation, because at each context switch only needs to be updated
the time consumed by one thread group.

Threads can be added/removed to/from a thread set dynamically. Every thread has
a pointer in its thread control block (TCB) to the set it belongs to. This field is null if
the thread does not belong to any thread set.

The C language API to manage thread sets from the application level is the follow-

ing:

// create/destroy a thread set
int marte_threadset_create(marte_threadset_id_t *set_id);
int marte_threadset_destroy(marte_threadset_id_t set_id);

// empty an existing thread set
int marte_threadset_empty(marte_threadset_id_t set_id);

// add/delete threads in a set and test membership

int marte_threadset_add(marte_threadset_id_t set_id,
pthread_t thread_id);

int marte_threadset_del (marte_threadset_id_t set_id,
pthread_t thread_id);

int marte_threadset_ismember (marte_threadset_id_t set_id,

pthread_t thread_id);
int marte_threadset_getset(marte_threadset_id_t *set_id)
pthread_t thread_id);

// iterate over the threads in a set

int marte_threadset_first(marte_threadset_id_t set_id,
pthread_t *thread_id);

int marte_threadset_next(marte_threadset_id_t set_id,
pthread_t *thread_id);

int marte_threadset_hasnext(marte_threadset_id_t set_id)

5.2 Execution time clocks for thread groups

To implement execution time clocks for groups of threads we have added the following
information to the object that represents a thread set:

— Consumed_Time: sum of the execution-time consumed for all the threads in the set.
Every time a thread of a given set leaves the CPU, the time consumed by this thread
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since its last activation is added to this field of the set, even if there is no timed event
associated with it, because the value of the execution-time clock may be read at any
time by the application.

— Group_Timed_Event: A reference to the timed handler associated with this thread
set. A set can be associated with at most one timed handler.

The API to obtain an execution-time clock from a thread set is:

int marte_getgroupcpuclockid(marte_threadset_id_t set_id,
clockid_t *clock_id);

The returned id represents a clock that can be read and set through the standard
POSIX API for clocks, i.e., using functions clock_gettime, clock_settime, etc.
They can also be used as the base for POSIX timers and MaRTE OS timed events as
any other clock defined in the system. They can not however be used as the base for the
clock_nanosleep operation, as is also the case with the single-thread execution-time
clocks. POSIX leaves this behaviour as unspecified and Ada does not define execution
time as a type that can be used in the equivalent delay statements.

5.3 Timed handlers based on a thread group clock

As it was described in Section 4.2, in MaRTE OS all the timed events (including the
timed handlers) are extensions of the base type Timed_Event. Timed handlers based on
a thread group clock are a special kind of timed handlers. Following the same extension
pattern, they extend the Timed_Handler type adding the following fields:

— Group_Expiration_Time: The event will expire when the clock of the thread set
associated with the event reaches this value.

— Task_Where_Queued : A reference to the thread that currently has queued the event
in its Execution-Time Events Queue.

Timed events based on group clocks are special execution-time events that “jump”
between the Execution-Time Events Queues of the threads in the group. Each time the
system dispatches a thread included in a set that has a timed handler associated, the
following actions are performed:

1. The expiration time of the timed handler is set to the value of the execution-time
clock of the thread that would cause, if reached, the group timer to expire.

2. The timed handler is placed in the Execution-Time Events Queue of the thread. It
will be placed in order according to its expiration time.

3. The Task_Where_Queued field of the timed handler is updated to point to the thread
where it has just been queued.

4. The hardware timer is reprogrammed to generate an interrupt at the closest expira-
tion time of the events at the heads of the global Timed Events Queue and of the
Execution-Time Events Queue of the thread.

When a group timed handler is the event with closest expiration time in the system,
the hardware timer is programmed to expire at the time at which the execution-time of
the running thread would cause the group timed handler to expire. In the case that a
context switch changes the running thread, the former actions would be executed again
and, as a consequence of that, the hardware timer would be reprogrammed.
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5.4 Performance metrics

Dequeue and enqueue operations in the Execution-Time Events Queue of a thread are
very fast, because the number of execution-time events associated to a task is typically
two at most: a “standard” execution-time event and a “group event”.

Measurements performed in MaRTE OS has shown that execution-time accounting
for threads increments the context switch time by less than 5%. Group execution-time
accounting increments the context switch time by another 4%, representing a total of
9% increment with respect to a system with no execution-time accounting.

Apart from the overhead of the execution-time accounting, the complexity of the
timed handlers based on group clocks is the same than for the rest of timed handlers.
So, results in Table 1 are also applicable for this kind of time handlers.

6 Conclusions

Two new operating system services has been presented in the paper: the “Timed Han-
dlers” and the “Thread Group Clocks”. These services provide the OS functionality
required to implement the tree kinds of timers defined in the Real-time Systems Annex
of the Ada standard: the “Timing Events”, the “Execution Time Timers” and the “Group
Execution Time Timers”.

The “Timed Handlers” are a new OS service that allows executing user code at a
very specific point in time. The handlers are executed directly by the hardware timer ISR
and, in consequence, they are executed with the smallest deviation as possible respect
to their intended time. The use of timed handlers is simpler and more efficient than the
alternatives available in traditional RTOSs based on the use of timers, signals and high
priority server tasks.

The “Thread Group Clocks” are a special kind of execution-time clocks that mea-
sure the execution-time consumed by a group of threads. This innovative service, not
supported by the currently available RTOSs, is used together with the Timed Handlers
to implement the Ada Group Execution Time Timers.

A POSIX-like interface has been provided in order to make accessible the OS ser-
vices proposed to the Ada run-time library and to C/C++ applications.
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Abstract. Under semi-partitioned multiprocessor scheduling some (or most) tasks
are partitioned to the available processors while the rest may migrate between dif-
ferent processors, under a carefully managed scheme. One of the best performing
and practical to implement EDF-based semi-partitioned algorithms is C=D split-
ting. Under this algorithm, each migrating task always executes at the highest-
priority on all but one of the processors that it uses. This arrangement allows for
efficient processor utilisation in general, however no utilisation bound had been
published so far for this algorithm. We address this situation by deriving the util-
isation bound of % for a variant of C=D with the following constraint: at most
one migrating task may utilise each processor. We also draw additional conclu-
sions for the utilisation bound attainable under a C=D task splitting scheme in the
general case.

1 Introduction

Consider the problem of scheduling n sporadic tasks over m identical processors to meet
deadlines. Traditionally, scheduling algorithms for this problem were classified as par-
titioned or global. Partitioning divides the task set into disjoint subsets each of which is
assigned to a respective processor and scheduled there under some uniprocessor algo-
rithm such as Earliest-Deadline-First (EDF) or Fixed Priority Scheduling (FPS). Global
scheduling on the other hand, maintains a single run queue for all tasks and, at any given
instant, the m highest priority tasks execute, each on one of the m processors. Hence,
under global scheduling, tasks may migrate, even halfway through the execution. Par-
titioning offers simplicity and re-use of techniques from uniprocessor scheduling. The
family of global scheduling algorithms dominates partitioning in terms of achievable
system utilisation but at the cost of higher scheduling overheads and scalability issues.

The novel semi-partitioned scheduling paradigm aims to combine the best aspects
of partitioning (efficient implementation and low dispatching overheads) with those of
global scheduling (efficient utilisation of available processing capacity). Various semi-
partitioned scheduling schemes have been devised. Some are based on fixed-priority
scheduling [18] [17] [13] [19] but most are based on EDF [17] [21] [1] [11] [12] [3] [2]
[6] [16] [7][8]. The work on semi-partitioning has also influenced the design of novel,
unconventional global scheduling schemes [24] [20] [22] [23], especially with regard
to the degree of sophistication in the management of task migrations.

The C=D algorithm is an EDF-based semi-partitioned approach which has been
shown to have high average-case performance. Migrating tasks are split into pieces; all
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but one piece execute as a zero-laxity subtask. Both migrating and non-migrating tasks
are scheduled by local EDF, which means that no special implementation requirement
is enforced. These characteristics make C=D a very good algorithm from a practical
perspective. From a theoretical point of view, though, the least utilisation bound that
can be ensured by C=D is not known up to now. In this paper we analyse this problem
and provide useful insights into the theoretical aspects of C=D by looking into a new
and more restrictive variant of C=D, named Clustered C=D. We provide then a general
characterization of the C=D approach in terms of utilization bound; highlight some
aspects regarding the task splitting scheme to be used; and establish, as our main result,
the fact that the least upper bound on processor utilisation that can be guaranteed by the

C=D approach is higher than % = 72.2% but cannot exceed 75%.

2 About the C=D scheduling algorithm

Notation We denote by I the entire set {7i,...,T,} to be scheduled and by I, the set
of non-migrating tasks assigned to processor P,,. The term U (I},) denotes the utilisation
of the task subset I, whereas the utilisation of an individual task 7; is denoted by u;.

2.1 Outline of the C=D approach

C=D splitting [9] is a well-performing EDF-based semi-partitioned scheduling approach.
Its main characteristic is that each migrating task always executes at the highest-priority
on all but one of the processors that it utilises; by comparison, other tasks are scheduled
as background workload under EDF on their respective processors. This characteristic
also accounts for the name of the approach, since one way of ensuring that a task exe-
cutes at the highest priority without straying from the semantics of a pure EDF policy is
to set its deadline (D) equal to its execution requirement (C). Therefore, each migrating
task is modelled as such a zero-laxity (C = D) task on the first k — 1 of the k processors
that it is assigned to. The fact that the two scheduling arrangements (assigning to a task
the highest priority vs modelling the same task as zero-laxity) are equivalent is formally
proven by the following lemma:

Lemma 1. Let a system S consist of a task Ty scheduled at the highest priority on some
processor P,, together with a set I, of implicit-deadline background tasks, which are
scheduled under EDF. Let another system S' consist of the same set of tasks T UT,,
scheduled under pure EDF, wherein Ty is assigned a relative deadline Dy = Cy. Then
S is schedulable under its respective scheduling policy if and only if S' is schedulable
under EDF.

Proof. Consider the two systems S and § and the set of all possible legal task arrival
patterns. For each such arrival pattern there exist two complementary cases:

— Case 1: The respective schedules produced are identical. In this case, either both S
and S’ meet their deadlines or both miss deadlines.
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— Case 2: The respective schedules differ. Then, consider the first time instant in
[0, o) where the two schedules diverge. This can only occur when §' is executing
a job by a task 7; € I, whose absolute deadline is earlier that that of an active job
by 7o; in comparison, S would be executing Ty on the same instant. It then follows
that S will miss a deadline (by 7;) and S’ will also miss a deadline (by 7).

Hence, we have shown that S and S’ miss deadlines for the same subset of legal arrival
patterns (which may be null). Hence, S is schedulable if and only if S’ is schedulable.

With uniprocessor EDF, which is what the dispatcher on each processor uses, it is
possible to have up to one zero-laxity task and still meet deadlines, provided that the
execution requirement C of that task is sufficiently small. In practice though [9][4], it
has been observed that, almost always, the execution requirement of the zero-laxity task
can be made such that the processor is utilised above 90% and the system still remains
schedulable. According to the authors of C=D, it was this observation that guided its
design.

In terms of implementation, a migratory task is scheduled as a zero-laxity task (or,
equivalently, at the highest priority) on each processor that it utilises, except for the last
one, whereupon it is scheduled as a regular (non zero-laxity) EDF task. Since the task
cannot be preempted when executing at zero laxity, no bookkeeping is needed for track-
ing its accumulated execution time and averting overruns on the respective processor.
Rather, the task migrates to its next processor at the end of the pseudo-deadline associ-
ated with each piece. This migration can be set up by a timer. On its last processor, the
migrating task is not modelled as zero-laxity; rather, its is scheduled under EDF with
an associated relative pseudo-deadline set to D (the true deadline of the task) minus the
sum of the respective relative pseudo-deadlines on the previous processors.

2.2 Existing variants

C=D was introduced not as a rigid algorithm but rather as a general approach, which can
accommodate different strategies for task assignment and splitting. Therefore, it is not
inherently tied to any particular bin-packing scheme — either First-Fit or Best-Fit can
be, used for example. However, according to one classification criterion, we distinguish
between the following two approaches to task splitting: (i) interleaved bin-packing and
splitting or (ii) all bin-packing strictly preceding all task splitting.

The first approach attempts to assign as many tasks as possible on the current
processor (starting from the first one) until there is no task which could be assigned
there integrally with schedulability preserved, subject to existing assignments. At this
stage, some unassigned task 7; is selected for splitting between the current processor P,
and the next one P, . The first “piece” (or subtask) of 7; is modelled as a zero-laxity
task on P, whose execution requirement is set (according to exact sensitivity analysis) to
the maximum value (say C}) that preserves the schedulability. The remaining execution
requirement of 7; is modelled as another subtask, with execution requirement C; — C; and
relative deadline D; — D!, which is added to the pool of unassigned tasks. Subsequently,
the bin-packing continues on P, until there is need to split again in the same manner.
The algorithm succeeds if all tasks are assigned; it fails if it runs out of processors. Note
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that it is possible to ensure that the remaining “stub” subtask of 7; will not have to be
split again by assigning it directly to P, 1, prior to any other task, rather than adding to
the pool of unassigned tasks.

The second approach, on the other hand, only switches to task splitting once no ad-
ditional task can be integrally assigned to any processor with schedulability preserved,
subject to existing assignments. Remaining unassigned tasks are then split in the man-
ner earlier described, over as many processors as necessary.

These two general approaches can be used with different bin-packing schemes as
well as different orderings for the selection of which task to pack or split next. In sim-
ulations, these choices are shown to have some effect on average-case performance,
depending also on the way that the task parameters are generated. However, in the con-
text of hard-real time scheduling, a priori guarantees for the scheduling performance of
an algorithm are desirable. Yet, so far, there exists no proven utilisation bound for any
variant of C=D, despite empirical evidence of its good performance. This situation mo-
tivated this work. In the next section, we will formulate a new variant of C=D, designed
so as to facilitate the derivation of its utilisation bound. Subsequently, in Section 4 we
are going to prove the respective utilisation bound.

3 The clustered variant of C=D under consideration

In order to find out what utilisation bounds are possible for an algorithm design using
a C=D approach with respect to task splitting, we took a step back from the variants
already outlined in [9]. Rather, we opted for a simplification of those existing variants,
which would make the respective utilisation bound easier to derive — even at the expense
of average-case performance.

This simplification consists in allowing at most one migratory task to utilise each
processor. In other words, there is at most one piece, by a respective migratory task, on
each processor. This piece (subtask) may or may not be zero-laxity. This arrangement
divides the processors into disjoint clusters, which share no tasks. Hence we term the
approach Clustered C=D. One of the motivations for our approach is that, in the context
of prior work [15], we already have some results on the schedulability of implicit-
deadline tasks scheduled under EDF on one processor under interference from a single
higher-priority task, which we can apply.

Outline The high-level pseudocode in Figure 1 defines the clustered approach. Tasks
are first ordered by non-increasing 7;. This particular ordering is important, as we will
later show, because our derivation of the algorithm’s utilisation bound relies on it. Tasks
are then assigned one by one, integrally (using First-Fit bin-packing) or, if that fails, by
splitting (according to a C=D approach). Each time that a task is split it forms a clus-
ter, consisting of consecutively indexed processors. A variable (initialised to 1) tracks
the index of the processor from which the next cluster (if necessary to create) should
start. The algorithm can only fail if some task (which previously could not be assigned
integrally) cannot be split over the remaining processors (line 8).

Figure 2 depicts an example of a 16-task set assigned onto 6 processors using Clus-
tered C=D. In this example, tasks 7| to 7;3 were successfully assigned integrally. This
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1. //tasks are indexed by non-increasing T;

2.int g=1; //stores index of processor to split onwards from

3. for (each task T;)

4. {try assigning T; integrally to some processor using
First-Fit bin-packing and an exact schedulability test;

5. if (1; could not be assigned to any processor with
schedulability preserved, subject to existing assignments)
6. {re-index processors P, to B, by non-decreasing utilisation;

7. split 7; in k (as few as possible) pieces using a C=D approach,
over processors P; to P, |, using exact schedulability test
to maximize each zero-laxity piece;

8. if (we ran out of processors)
9. return(FAILURE) ;

10 else
11. q=q+k;
12. }

13.}

//this line is reached only if all tasks were
//assigned (integrally or by splitting)
14. return (SUCCESS) ;

Fig. 1. Pseudocode for Clustered C=D splitting.

was not the case for 7j4, which had to be split. Hence the first cluster {P;, P>, P3} is
formed. It happens that the next task 7;5 can be assigned integrally on some proces-
sor. However, the last task (7;¢) has to be split (this time, from processor P4 onwards)
and another cluster {Py, Ps} is formed. Processors with no migrating tasks can also be
thought of as clusters of a single processor. In this example, this is the case of {Ps}.

Motivation for clustering As hinted earlier, enforcing this clustered arrangement en-
tails a potential performance penalty due to fragmentation. Namely, unlike processors
with zero-laxity subtasks, the last processor in each cluster may be underutilised. This
is because, although that processor may still have spare processing capacity, by design,
this capacity cannot be used for accommodating an additional split task piece. Never-
theless, the clustering approach formulated above can be used as an intermediate step
in the derivation of a non-clustered solution which would not suffer from the fragmen-
tation effects described. Not only that, but the derivative non-clustered variant of C=D
(which we will next outline) would dominate Clustered C=D, hence also “inheriting”
its least schedulable utilisation bound. This is important because, so far, no utilisation
bound for the original non-clustered variants of C=D has been proven.

A dominant non-clustered variant of C=D can be obtained from Clustered C=D as
a special case, by preventing the algorithm from declaring failure at line 8. Instead, at
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Fig. 2. An example of task assignments under Clustered C=D splitting.

that point the algorithm could allow all processors with spare capacity (i.e. including
the last processor of each cluster) to be used, in an attempt to accommodate remaining
unassigned tasks. This would undo the clustering — but only if absolutely necessary.
Therefore, we can draw the following conclusions:

Lemma 2. For the non-clustered variant of C=D outlined above it holds that:

1. It dominates Clustered C=D.
2. Its least upper bound on schedulable utilisation is no less than that of Clustered
C=D.

Proof. By design, given the comments above.

Some interesting observations regarding the pseudocode of Clustered C=D Before
proceeding with the derivation of the utilisation bound, for the algorithm described
above, it is worth providing some insight into certain aspects of its design. We will
do this by studying the behaviour of C=D in different examples, without some of our
explicit provisions.

First, it is worth stressing the importance of assigning/splitting tasks in order of
non-increasing inter-arrival time.

Lemma 3. If tasks are not allocated to processors in order of non-increasing inter-
arrival time, the least upper bound on processor utilization achieved by the C=D algo-
rithm is not greater than 50%.

Proof. Consider the implicit-deadline task set I' = {7j,..., T, }, with each task (C,
D, T) having the following attributes:

1<i<m:t— (QS+& IJ)

Tyl = ((0.5 —€&)m+e, m,m)
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where m is the number of processors and € — 0T, In this case, T,,; 1 will be the only mi-
grating task, and will be broken up into m zero-laxity subtasks with C =D = 0.5 —¢€ and
T = m on processors P to P,,. However, this would still leave it with an outstanding ex-
ecution requirement of € time units, which cannot be accommodated by any processor.
Therefore,
im Y 1
m—yoo m 2
Observe that both Clustered C=D and the non-clustered variant dominating it would
fail, for the above example. This observation led us to enforce the task ordering by non-
increasing inter-arrival time, as an integral aspect of Clustered C=D.
Even under this ordering, though, we can see that the least upper bound on processor
utilization for C=D is not higher than 75%.

Theorem 1. The least upper bound on processor utilisation for the C=D algorithm is
not higher than %m for large values of m.

Proof. Without loss of generality, assume that m is divisible by 4. We will construct a
task set I with n = 3’" + 1 tasks that could not be dealt with by the C=D scheme. Let
I'" be composed of three types of tasks: there are

— m type-1 tasks in the form (7+8 1,1);
— 7 type-2 tasks in the form (% £ % %);
— and one type-3 task in the form (3,1, 3);

where € is a small positive constant. From Lemma 3 we know that unless the tasks are
allocated in non-increasing order of their periods, the least upper bound on processor
utilization cannot be greater than 50% of m in the general case. Hence, assume a non-
increasing order. This means that all type-1 tasks are allocated as non-migrating and the
other tasks should be defined as migrating, those of type 2 being allocated first.
When defining the subtasks of the type-2 tasks, one will see that 3 of them should
be allocated as having their relative deadlines equal to their execution costs. That is,
these three subtasks of each type-2 task always execute with the highest priority (recall
Lemma 1). As there are up to two instances (jobs) of these type-2 subtasks interfering in
the execution of the non-migrating tasks, their maximum execution cost ¢ must satisfy
the following:
1-2¢

4
Now the type-3 task must be allocated. We note that after allocating type-2 tasks there
are 3’” processors where no other task can be allocated and 7 with utilization 1 5 +2¢,
correspondmg to the utilization of the type-1 task and that of the fourth subtask of
a type-2 task. We also note that the maximum interference a type-2 task can suffer
during its execution cannot exceed £, which is its slack. This means that there are ”ég
of unallocated processor utilization that can be used but the type-3 task requires 50% of
a processor. Computing U (I"),

m /] i/3-2\ 1 3m 2me 1
F —_— — — p—
U= Z( +e) ;( ) 3= Tt 3 +3

1
2c+§+€:l:>c:
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Assuming € = 0, we have that

.U .3 1 3
lim — = lim -4+ — = —
m—eo m—ed4  2m 4

The above theorem indicates that if we would be able to prove a least utilisation
bound for Clustered C=D which would be close to 75%, then the performance of this
algorithm (and its non-clustered dominant variant) would also be close to the theoret-
ical limits inherent to the C=D approach — in other words, the exact utilisation bound,
whatever that is.

Another aspect of the pseudocode for Clustered C=D that merits discussion is the
re-indexing of processors (performed at line 6). This occurs whenever some task needs
to be split and involves all the candidate processors to accommodate it (P, to P,,). These
processors are rearranged then by order of non-decreasing utilisation, before the algo-
rithm proceeds with splitting the task in consideration from P, (as derived by the re-
indexing) onwards, over as many processors as needed. This arrangement, as will be
seen later, is relied upon for the derivation of the utilisation bound.

Hence, after having highlighted the motivation behind the design aspects of Clus-
tered C=D, we can now turn to identifying its utilisation bound.

4 Derivation of the utilisation bound of Clustered C=D

In this section, we will prove the utilisation bound of % for the clustered variant of C=D
above introduced. Given that utilisation bounds are a meaningful performance metric
only when the task set 7 to be scheduled is implicit-deadline, we henceforth assume
that for each task 7;, it holds that C; < D; = T;.

4.1 Useful results from the domain of uniprocessor scheduling

The following few results address the schedulability of uniprocessor systems. However,
they form the foundations for later proving the utilisation bound of the multiprocessor
scheduling scheme in consideration.

Theorem 2. Let Ty be a task scheduled at the highest priority on some processor P,,
together with a set I, of implicit-deadline background tasks, which are scheduled under
EDF. Additionally, assume that Ty < T;, ¥T; € I,. Then, if

1-U(I)

uy < HT(FP) (D

no deadlines can be missed.

Proof. Tt is known from Theorem 3 in [15] that, for the case described above, no dead-
lines can be missed if
1-U(;)
- U(Ip)
To

120]

Since, from the assumption, it holds that 7 < minf_/e T T;, the above sufficient condition
for schedulability can be relaxed to Inequality (1)
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Corollary 1. The utilisation of each zero-laxity subtask assigned to a processor P, by
the clustered C=D algorithm during task splitting is lower-bounded by }—7-57511:[3

Proof. Follows from Theorem 2 and Lemma 1 and the fact that the algorithm uses
an exact schedulability test to determine the maximum execution requirement by the
subtask that preserves the schedulability of I,. Therefore, the right-hand side of In-
equality (1) is a lower bound for that utilisation.

4.2 Proof of utilisation bound

At this stage, we can tackle the derivation of the least schedulable utilisation bound for
Clustered C=D. For that derivation, we will rely on the above results for uniprocessors,
with each zero-laxity subtask of a migrating task corresponding to Ty on its respective
processor.

Theorem 3. The total task utilisation U.y. accommodated by each cluster formed by the
Clustered C=D algorithm is lower-bounded by %k, where k is the number of processors
in that cluster.

Proof. Let us assume that the cluster in consideration spans processors F, to Py ;_i.
From Corollary 1 and the fact that the split task “exhausts” the available scheduling
capacity on the first k — 1 processors of the cluster (7, to P, —>) (but still needs a final
piece on the k' processor to be schedulable), it follows that:

TN L-U)
L @

‘= ,,;q 11U

From the fact that % (}—:j) < 0 and z—i (}—3) > 0 over [0,1], via application of

Jensen’s inequality [14] to the right-hand side of Inequality (2), we obtain

q+k—2 1 77
L2UI) gy 128 3)
= 1+U(I,) 1+U
where
_ 1 q+k—2
T p=q

Combining this with Inequality (2), we obtain

1-U

u,->(k—1) 140

&)

Now, let us consider two cases:
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- Casel: k=2
Then the cluster consists of two processors FP; and P, over which task 7; is split.
From the bin-packing scheme used, it follows that:

U+ UTG) > 1
ui+U(Q) > 1
ui+U(Ig41) > 1

Adding these inequalities together and dividing by 2 yields

13 13
>2.-— = Uy > —k (6)

3
. >z
wi+U (L) +U(Ty) > 5 18 13

— Case2: k>3
Then, for the total utilisation U, of the cluster it holds that

g+k—1 q+k—2
Us =i+ Y, UML) =ui+ Y. UG)+U(Tu) =
pP=q pP=q
] 1-0
Uet. > U(Lgk—1) + (k= 1)U+ (k—1)- 0

0?+1
1+0

Uy > U(FqH{f] ) + (k— 1) 7
From the fact that processors P, to B, are reindexed in order of non-decreasing
utilisation, each time that a task is split (line 6 of the pseudocode) it follows that,
at the time that 7; is split, U (I 14— ) > U. Taking advantage of this, in conjunction
with (7), we obtain:

_ U2+1
k—1 _
ch,>U+( )1—|—U =
Uy 1/~ U%?+1
T+ (k-1 _ 8
k >k< k=175 ®)

With some algebraic rewriting, this can be equivalently expressed as

U ~ k—1 1-0
- >U — | —= 9
k Z Ut ( k 1+U ©)
The quantity % is positive. The quantity % is also positive and an increasing
function of k. Hence the right-hand side of the above inequality is minimised for

the smallest value of k, which is k = 3 according to the assumption of the case. Via
substitution of this value we obtain

Ug. _ 2/1-0
X >U—‘r3( —) (10)
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From the properties of the bin-packing scheme used, it follows that U > % More-
over, the right-hand side of Inequality (10) is an increasing function of U over
[%, 1]. From these two observations we obtain that a lower bound for the right-
hand side of Inequality 10 can be obtained by substituting U = % Then, we obtain

U, 13 13
- iy 1
18 Vet~ g an

Hence in either case the claim holds.

Note that the utilisation of a cluster may still increase, after its formation, via the
potential integral assignment of additional tasks to its component processors.

Definition 1. In the case that Clustered C=D declares failure, the term last candidate
cluster denotes the set of processors {P, ... Py} upon which the algorithm attempted to
split a task immediately prior to declaring failure.

Intuitively, the algorithm attempted to split the task in consideration over candidate
clusters {P,,Py1}, {P;,Py+1,P;42} and so on until {P,,...,P,} but failed in all cases.
Note that, in a trivial case, the last candidate cluster could be {P,}.

Lemma 4. Assume that Clustered C=D declares failure upon attempting to split a task
T;. Let Uy, denote the utilisation of the last candidate cluster before the attempt to split
T; and let k be the number of processors in the last candidate cluster. Then, it holds that
Utast +ui > 13k.

Proof. For k =1 the claim trivially holds. For k > 2:

From the fact that the algorithm declares failure, we know that k — 1 zero-laxity
subtasks of 7; were assigned on the k — 1 first processors in the last candidate cluster.
On the final processor, the algorithm tested the schedulability of a final k' subtask, with
the remaining execution requirement of 7;, and failed.

From the fact that EDF is a sustainable scheduling algorithm [5], reducing the ex-
ecution requirement of that last subtask on the last processor cannot negatively impact
on its schedulability. Let us therefore reduce its execution requirement (without chang-
ing its deadline or interarrival time) to a value that renders it schedulable on the last
processor, together will all other tasks assigned there. From Theorem 3, this means that
the cluster would then be utilized above % —even if the utilisation of 7; was discounted.

In turn, this means that Uy, + u; > %k.
Theorem 4. The utilisation bound of Clustered C=D is at least %.

Proof. We will prove this by showing that if the algorithm fails to schedule a task set
I, this means that U (I") > %m

Assume that the algorithm declares failure to split a task 7;. From Theorem 3 we
know that all clusters successfully formed by the algorithm up to that point are utilised
above %. From Lemma 4 we also know that, were 7; to be assigned to the last candidate
cluster (shedulability considerations aside), its resulting utilisation would exceed %.
This means that U ({7,...,%}) > 13m. In turn, since {7y,...7;} C I', this implies that

ur)>Bm.
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4.3 Observations regarding the bin-packing scheme

The algorithm in Figure 1 uses First-fit bin-packing but other reasonable bin-packing
heuristics can be used instead [10]. For example, Best-Fit could be used instead and all
of the reasoning that leads to the derivation of the utilisation bound (and thus the bound
itself) would still hold.

In order to characterise what properties a candidate bin-packing scheme should pos-
sess in order to be used in the Clustered C=D algorithm, instead of First-Fit, without
compromising the proven utilisation bound, let us inspect the proof of Theorem 3.
Therein, the only properties resulting from the assignment of non-split tasks that are
relied upon are the following:

Property 1: % <% Z?,i’;_z U(I}), for the first k — 1 processors in a cluster

{Pth'“an-‘rk—l}- B
Property 2: U(I; 1) > U, for the last processor in the cluster.

Upon closer inspection, if Property 1 holds, then Property 2 is ensured by the proces-
sor re-indexing (line 6 of the pseudocode), prior to each task splitting. Hence, only Prop-
erty 1 needs to be safeguarded, when switching to an alternative bin-packing scheme.

One simple way of ensuring that this property holds is by preventing by design a
task to be assigned to a processor with no other tasks yet assigned to it unless this task
could not fit on any of the processors with tasks already assigned to them. Note that the
order in which processors with tasks already assigned to them are tried is not relevant
for ensuring Property 1; it could even vary for each task or it could even be random.

Preventing a task from being assigned to a processor with no other tasks yet assigned
to it unless it could not be assigned to any other processor (with tasks) means that,
whenever the need to split a task arises, it holds that

U(I)+UD) > 1

where P, and P, are the two least utilised from among the first X — 1 processors of the
cluster in consideration. In turn, this means that Property 1 holds.

5 Conclusions

Providing high utilisation guarantees without imposing too many restrictions on im-
plementation has been a challenge for the real-time research community regarding the
multiprocessor scheduling problem. In this context, the C=D algorithm is noticeable
by its implementation simplicity and good average performance. However, no theoret-
ical bound on system utilisation had been derived so far. In this paper we have looked
into this open problem and have discussed some important characteristics of C=D. We
have shown that if one does not consider assigning tasks to processors in order of non-
increasing task periods, the utilisation bound for the C=D algorithm can be as low as
50%. Furthermore, we have established an interval of [0.722,0.75] within which such
a bound lies. These results bring about important theoretical aspects for a scheduling
algorithm known to perform well from a practical perspective.
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Abstract. This paper provides a survey on task models to characterize real-time
workloads at different levels of abstraction for the design and analysis of real-time
systems. It covers the classic periodic and sporadic models by Liu and Layland et
al., their extensions to describe recurring and branching structures as well as gen-
eral graph- and automata-based models to allow modeling of complex structures
such as mode switches, local loops and also global timing constraints. The focus
is on the precise semantics of the various models and on the solutions and com-
plexity results of the respective feasibilty and schedulability analysis problems
for preemptable uniprocessors.

1 Introduction

Real-time systems are often implemented by a number of concurrent tasks sharing
hardware resources, in particular the execution processors. The designer of such sys-
tems need to construct workload models characterizing the resource requirements of
the tasks. With a formal description of the workload, a resource scheduler may be de-
signed and analyzed. The fundamental analysis problem to solve in the design process
is to check (and thus to guarantee) the schedulability of the workload, i.e., whether the
timing constraints on the workload can be met if the scheduler is used. In addition, the
workload model may also be used to optimize the resource utilization as well as the
average system performance.

In the past decades, workload models have been studied intensively in the theory
of real-time scheduling [20] and other contexts, for example performance analysis of
networked systems [19]. The research community of real-time systems has proposed
a large number of models (often known as task models) allowing for the description
and analysis of real-time workloads at different levels of abstraction. One of the classic
works is the periodic task model due to Liu and Layland [40, 37, 38], where tasks gener-
ate resource requests at strict periodic intervals. The periodic model was extended later
to the sporadic model [42, 9, 35] and multiframe models [44, 7] to describe non-regular
arrival times of resource requests, and non-uniform resource requirements. In spite of a
limited form of variation in release times and worst-case execution times, these repeti-
tive models are highly deterministic. To allow for the description of recurring and non-
deterministic behaviours, tree-like recurring models based on directed acyclic graphs
are introduced [11, 10] and recently extended to the Digraph model based on arbitrary
directed graphs [50, 49] to allow for modeling of complex structures like mode switches
and local loops as well as global timing constraints on resource requests. With origin



from formal verification of timed systems, the model of task automata [28] was devel-
oped in the late 90s. The essential idea is to use timed automata to describe the release
patterns of tasks. Due to the expressiveness of timed automata, it turns out that all the
models above can be described using the automata-based model.

In addition to the expressiveness, a major concern in developing these models is
the complexity of their analysis. It is not surprising that the more expressive they are,
the more difficult to analyze they tend to be. Indeed, the model of task automata is the
most expressive model with the highest analysis complexity, which marks the border-
line between decidability and undecidability for the schedulability analysis problem of
workloads. On top of the operational models summarized above that capture the timed
sequences of resource requests representing the system executions, alternative charac-
terizations of workloads using functions on the time interval domain have also been
proposed, notably Demand Bound Function (DBF), Request Bound Function (RBF)
and Real-Time Calculus (RTC) [55] that can be used to specify the accumulated work-
load over a sliding time window. They have been further used as a mathematical tool
for the analysis of operational workload models.

difficult ® Extended DRT (EDRT) (4.6) high
gmmg’l}‘ (CU)NP‘C_O’_”FI_W_L_ R _(g_r?[ih-t fonstramts) A
Se-ss R L e
pseudo-Polyno™ Digraph (DRT) (4.5)

(arbitrary graph)

non-cyclic RRT (4.4)
(DAG, pi)

recurring RT (RRT) (4.3) @

Feasibility test
Expressiveness
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recurring branching (RB) (4.2)
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multiframe (3.2) sporadic (3.1)
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Fig. 1. A hierarchy of task models. Arrows indicate the generalization relationship. The higher in
the hierarchy, the higher the expressiveness, but also the more expensive the feasibility test. We
denote the corresponding survey section in parentheses.

This paper is intended to serve as a survey on existing workload models for pre-
emptable uniprocessor systems. Figure 1 outlines the relative expressive powers vs. the
degree of feasibility analysis difficulty for the models (marked with subsections where
they are described). In the following sections we go through this model hierarchy and



provide a brief account for each of the well-developed models including the Real-Time
Calculus representing models on a higher level of abstraction.

2 Terminology

We first review some terminology used in the rest of this survey. The basic unit de-
scribing workload is a job, characterized by a release time, a worst-case execution time
(WCET) and a deadline. The higher-level structures which generate (potentially infi-
nite) sequences of jobs are tasks. The time interval between the release time and the
deadline of a job is called its scheduling window. The time interval between the release
time of a job and the earliest release time of its succeeding job from the same task is its
exclusion window.

A task system typically contains a set of tasks that at runtime generate sequences
of jobs concurrently and a scheduler decides at each point in time which of the pend-
ing jobs to execute. We distinguish between two important classes of schedulers on
preemptable uniprocessor systems:

Static priority schedulers. Tasks are ordered by priority. All jobs generated by a task
of higher priority get precedence over jobs generated by tasks of lower priority.
Dynamic priority schedulers. Tasks are not ordered a priori; at runtime, the scheduler

may choose freely which of the pending jobs to execute.

Given suitable descriptions of a workload model and a scheduler, one of the important
questions is whether all jobs that could ever be generated will meet their deadline con-
straints, in which case we call the workload schedulable. This is determined in a formal
schedulability test which can be:

Sufficient if it is failed by all non-schedulable task sets,
Necessary, if it is satisfied by all schedulable task sets, or
Precise or exact if it is both sufficient and necessary.

More precisely, if a task set satisfies a sufficient test, it is schedulable and if it fails
a necessary test, it is non-schedulable. Workload that is schedulable with some effec-
tive scheduler is called feasible, determined by a feasibility test that can also be either
sufficient, necessary or both.

3 Repetitive Models: From Liu and Layland Tasks to GMF

In this section, we show the development of task systems from the periodic task model
to different variants of the Multiframe model, including techniques for their analysis.

3.1 Periodic and Sporadic Tasks

The first task model with periodic tasks was introduced 1973 by Liu and Layland [40].
Each periodic task 7 = (P,E) in a task set 7 is characterized by a pair of two integers:
period P and WCET E. It generates an infinite sequence p = (J1,J2,...) of jobs J; =



(ri,e;,d;) with release time r;, execution time ¢; and deadline d; such that r;y; = d; =
ri+ P and ¢; < E. This means that jobs are released periodically and have implicit
deadlines at the release times of the next job.

A relaxation of this model is to allow jobs to be released at later time points, as
long as at least P time units pass between adjacent job releases of the same task. This is
called the sporadic task model, introduced by Mok in [42]. Another generalization is to
add an explicit deadline D as a third integer to the task definition 7 = (P,E, D), leading
to d; = r; + D for all generated jobs. If D < P for all tasks 7' € 7 then we say that 7 has
constrained deadlines, otherwise it has arbitrary deadlines.

This model has been the basis for many results throughout the years. Liu and Lay-
land give in [40] a simple feasibility test for implicit deadline tasks: defining the uti-
lization U(7) of a task set T as U(T) := Yrec Ei/P;, a task set is uniprocessor feasible
if and only if U(7) < 1. As in later work, proofs of feasibility are often connected to
the Earliest Deadline First (EDF) scheduling algorithm, which uses dynamic priorities
and has been shown to be optimal for a large class of workload models on uniprocessor
platforms. Because of its optimality, EDF schedulability is equivalent to feasibility.

Demand bound function. For the case of explicit deadlines, Baruah et al. [9] introduced
a concept that was later called the demand bound function: for each interval size ¢
and task 7', dbf;(t) is the maximum accumulated worst-case execution time of jobs
generated by T in any interval of size . More specifically, it counts all jobs that have
their full scheduling window inside the interval, i.e., release time and deadline. The
demand bound function dbf () of the whole system has the property that a task system
is feasible if and only if

Vt.dbf(r) <t. (D)

This condition is a valid test for a very general class of workload models and is of
great use in later parts of this survey. It holds for all models generating sequences of
independent jobs. A proof can be found in [7].

Focussing on sporadic tasks, Baruah et al. show in [9] that dbf () can be computed

with
dbf(r) =Y E,-~max{0, V _PD"J + 1}. )

T;et i

l

Using this they prove that the feasibility problem is in coNP. Recently it has been shown
by Eisenbrand and Rothvof} [25] that the problem is indeed (weakly) coNP-hard for
systems with constrained deadlines.

Another contribution of Baruah et al. in [9] was to show that for the case of U(7) < ¢
for some constant c, there is a pseudo-polynomial solution of the schedulability prob-
lem, by testing Condition (1) for a pseudo-polynomial number of values. The existence
of such a constant bound (however close to 1) is a common assumption when approach-
ing this problem since excluding utilizations very close to 1 only rules out very few
actual systems.

Static priorities. For static priority schedulers, Liu and Layland show already in [40]
that the rate-monotonic priority assignment for implicit deadline tasks is optimal, i.e.,
tasks with shorter periods have higher priorities. They further give an elegant sufficient



schedulability condition by proving that a task set T with n tasks is schedulable with a
static priority scheduler under rate-monotonic priority ordering if

U(t)<n-2""=1). 3)

For sporadic task systems with explicit deadlines, the response time analysis technique
has been developed. It is based on a scenario in which all tasks release jobs at the same
time instant with all following jobs being released as early as permitted. This maximizes
the response time R; of the task in question, which is why the scenario is often called the
critical instant. It is shown by Joseph and Pandya [33] and independently by Audsley
et al. [3] that R; is the smallest positive solution of the recurrence relation
R—E+Z[RWE )
l J<i pj o
assuming that the tasks are in order of descending priority. This is based on the obser-
vation that the interference from a higher priority task 7; to 7; during a time interval of
size R can be computed by counting the number of jobs 7; can release as [R / Pj] and
multiplying that with their worst-case duration E;. Together with 7;’s own WCET E;,
the response time is derived. Solving Equation (4) leads directly to a pseudo-polynomial
schedulability test. Eisenbrand and Rothvof3 show in [24] that the problem of computing
R; is indeed NP-hard.

3.2 The Multiframe Model

The first extension of the periodic and sporadic paradigm for jobs of different types, to
be generated from the same task was introduced by Mok and Chen in [44]. The motiva-
tion is as follows. Assume a workload which is fundamentally periodic but it is known
that every k-th job of this task is extra long. As an example, Mok and Chen describe
an MPEG video codec that uses different types of video frames. Video frames arrive
periodically, but frames of large size and thus large decoding complexity are processed
only once in a while. The sporadic task model would need to account for this in the
WCET of all jobs, which is certainly a significant overapproximation. Systems that are
clearly schedulable in practice would fail standard schedulability tests for the sporadic
task model. Thus, in scenarios like this where most jobs are close to an average compu-
tation time which is significantly exceeded only in well-known periodically recurring
situations, a more precise modeling formalism is needed.

To solve this problem, Mok and Chen introduce in [44] the Multiframe model. A
multiframe task 7 is described as a pair (P,E) much like the basic sporadic model
with implicit deadlines, except that E = (Ey, ..., Ex_1) is a vector of different execution
times, describing the WCET of k potentially different frames.

Semantics. As before, let p = (J1,J>,...) be a job sequence with job parameters J; =
(ri,ei,d;) of release time r;, execution time e; and deadline d;. For p to be generated by
a multiframe task 7" with k frames, it has to hold that ¢; < E(4 j) moq  for some offset
a, i.e., the worst-case execution times cycle through the list specified by vector E. The
other job parameters r; and d; behave as before for sporadic implicit-deadline tasks, i.e.,
riy1 = ri+ P = d;. We show an example in Figure 2.
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Fig. 2. Example for a Multiframe task 7 = (P,E) with P =4 and E = (3, 1,2, 1). Note that dead-
lines are implicit.

Schedulability Analysis. Mok and Chen provide in [44] a schedulability analysis for
static priority scheduling. They provide a generalization of Equation (3) by showing
that a task set 7 is schedulable with a static priority scheduler under rate-monotonic
priority ordering if

U(T)gr-n-((l—i—l/r)l/"—l). (5)

The value r in this test is the minimal ratio between the largest WCET E; in a task and
its successor E(;, 1) mod k- Note that the classic test for periodic tasks in Equation (3) is
a special case of (5) with r = 1.

The proof for this condition is done by carefully observing that for a class of Multi-
frame tasks called accumulatively monotonic (AM), there is a critical instant that can be
used to derive the condition (and further even for a precise test in pseudo-polynomial
time by simulating the critical instant). In short, AM means that there is a frame in each
task such that all sequences starting from this frame always have a cumulative execu-
tion demand at least as high as equally long sequences starting from any other frame.
After showing (5) for AM tasks the authors prove that each task can be transformed into
an AM task which is equivalent in terms of schedulability. The transformation is via a
model called General Tasks from [43] which is an extension of Multiframe tasks to an
infinite number of frames and therefore of mainly theoretical interest.

Refined sufficient tests have been developed [32,57,41] with less pessimism than
the test using the utilization bound in (5). They generally also allow certain tasks of
higher utilization than those passing the above test to be classified as schedulable. A
precise test of exponential complexity is presented in [58] based on response time anal-
ysis as a generalization of (4). The authors also include results for models with jitter
and blocking.

3.3 Generalized Multiframe Tasks

In the Multiframe model, all frames still have the same period and implicit deadline.
Baruah et al. generalize this further in [7] by introducing the Generalized Multiframe
(GMF) task model. A GMF task T = (P, E,D) with k frames consists of three vectors:

P=(Ry,...,P) for minimum inter-release separations,
E = (Eo,...,E;_) for worst-case execution times, and
D = (Dy,...,Dy_1) for relative deadlines.

For unambiguous notation we write P!, EI and D! for components of these three
vectors in situations where it is not clear from the context which task T they belong to.



Semantics. As a generalization of the Multiframe model, each job J; = (r;,¢;,d;) in a
job sequence p = (J1,J2,...) generated by a GMF task T needs to correspond to a frame
and the corresponding values in all three vectors. Specifically, we have for some offset
a that:

L. rig1 2 rit+ Plagiy mod k
2. ei < E(u1i) mod k
3. di=ri+D(ati) mod

An example is shown in Figure 3.

1 bl Bl

Fig. 3. Example for a GMF task 7 = (P,E,D) with P = (5,3,4), E=(3,1,2) and D = (3,2,3).

Feasibility Analysis. Baruah et al. give in [7] a feasibility analysis method based on the
demand bound function. The different frames make it difficult to develop a closed-form
expression like (2) for sporadic tasks since there is in general no unique critical instant
for GMF tasks. Instead, the described method (which we sketch here with slightly ad-
justed notation and terminology) creates a list of pairs (e,d) of workload e and some
time interval length d which are called demand pairs in later work [50]. Each demand
pair (e,d) describes that a task T can create e time units of execution time demand
during an interval of length d. From this information it can be derived that dbf(d) > e
since the demand bound function dbf(d) is the maximal execution demand possible
during any interval of that size.

In order to derive all relevant demand pairs for a GMF task, Baruah et al. first intro-
duce a property called localized Monotonic Absolute Deadlines (I-MAD). Intuitively, it
means that two jobs from the same task that have been released in some order will also
have their (absolute) deadlines in the same order. Formally, this is can be expressed as
D; < P+ D(i4 1) mod k» Which is more general than the classical notion of constrained
deadlines, i.e., D; < P, but still sufficient for the analysis. We assume this property for
the rest of this section.

As preparation, the method from [7] creates a sorted list DP of demand pairs (e, d)
for all i and j each ranging from O to k — 1 with

i+ i+j—1
e:ZEmmodka d= Z Pin mod k +D(i+j) mod k* (6)
m=i m=i

For a particular pair of i and j, this computes in e the accumulated execution time
of a job sequence with jobs corresponding to frames i,...,(i + j) mod k. The value



of d is the time from first release to last deadline of such a job sequence. With all
these created demand pairs, and using shorthand notation Py, := Zf;ol P, Egym :=

Zf.‘;ol E; and Dy 1= minf;ol D;, the function dbf 1 () can be computed with

0 if # < Dipin,
dbf;(t) = { max{e| (e,d) € DP withd <t} if € [Dinin, Psum + Drmin )
[%J Esum +dbfT (Dmin + (t _Dmin) mod Psum) if t 2 Pyym + Drin-

(N
Intuitively, we can sketch all three cases as follows: In the first case, time interval ¢
is shorter than the shortest deadline of any frame, thus not creating any demand. In the
second case, time interval ¢ is shorter than Pyym + Dmin Which implies that at most & jobs
can contribute to dbf(¢). All possible job sequences of up to k jobs are represented
in demand pairs in DP, so it suffices to return the maximal demand e recorded in a
demand pair {e,d) with d < ¢. In the third case, a job sequence leading to the maximal
value dbf(¢) must include at least one complete cycle of all frames in 7. Therefore, it
is enough to determine the number of cycles (each contributing Eg,n,) and looking up
the remaining interval part using the second case.
Finally, [7] describes how a feasibility test procedure can be implemented by check-
ing Condition (1) for all ¢ at which dbf () changes up to a bound

Ut

D:= 1((]()1-) : r;lg‘)r( (Pilm - Drﬁin)

with U(7) := Yy EL,/PL ., measuring the utilization of a GMF task system. If U (1)
is bounded by a constant ¢ < 1 then this results in a feasibility test of pseudo-polynomial
complexity. Baruah et al. include also an extension of this method to task systems with-
out the [-MAD property, i.e., with arbitrary deadlines. As an alternative test method,
they even provide an elegant reduction of GMF feasibility to feasibility of sporadic task
sets by using the set DP to construct a dbf-equivalent sporadic task set.

Static priorities. An attempt to solve the schedulability problem for GMF in the case
of static priorities was presented by Takada and Sakamura [53]. The idea is to use a
function called maximum interference function (MIF) M(t). It is based on the request
bound function rbf (t) which for each interval size ¢ counts the accumulated execution
demand of jobs that can be released inside any interval of that size. (Notice that in
contrast, the demand bound function also requires the job deadline to be inside the
interval.) The MIF is a “smoother” version of that, which for each task only accounts for
the execution demand that could actually execute inside the interval. We show examples
of both functions in Figure 4.

The method uses the MIF as a generalization in the } -summation term in Equa-
tion (4), leading to a generalized recurrence relation for computing the response time:

R=E;+Y M;R) (8)

j<i

Note that this expresses the response time of a job generated by one particular frame i
of a GMF task with M;(¢) expressing the corresponding maximum interference func-
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Fig. 4. Examples for request bound function and maximum interference function of the same task.

tions of higher priority tasks. Computation of M;(¢) is essentially the same process as
determining the demand bound function dbf (¢) from above.

It was discovered by Stigge and Yi in [52] that the proposed method does not lead
to a precise test since the response time computed by solving Equation (8) is overap-
proximate. The reason is that M;(¢) overapproximates the actual interference caused by
higher priority tasks. They give an example in which case the test using (8) determines
a task set to be unschedulable while none of the concrete executions would lead to a
deadline miss.

Stigge and Yi show in [52] that this is inherent by demonstrating that one single
integer-valued function on the time interval domain can not adequately capture the in-
formation needed to compute exact response times. Different concrete task sets with
different resulting response times need to be abstracted by identical functions, ruling
out a precise test. Indeed, they show that the problem of an exact schedulability test
for GMF tasks in case of static priority schedulers is strongly coNP-hard implying that
there is no adequate replacement for M;(z). The rather involved proof is mostly fo-
cussing on a more expressive task model (DRT, see Section 4.5) but is shown to even
hold in the GMF case. Still, the test for GMF presented in [53] is a sufficient test of
pseudo-polynomial time complexity.

3.4 Non-cyclic GMF

The original motivation for Multiframe and GMF task models was systems consist-
ing of frames with different computational demand and possibly different deadlines
and inter-release separation times, arriving in a pre-defined pattern. Consider again the
MPEG video codec example where video frames of different complexity arrive, leading
to applicability of the Multiframe model. For the presented analysis methods, the as-
sumption of a pre-defined release pattern is fundamental. Consider now a system where
the pattern is not known a priori, for example if the video codec is more flexible and al-
lows different types of video frames to appear adaptively, depending on the actual video
contents. Similar situations arise in cases where the frame order depends on other envi-
ronmental decisions, e.g. user input or sensor data. These systems can not be modeled
with the GMF task model.

Moyo et al. propose in [54] a model called Non-Cyclic GMF to capture such behav-
ior adequately. A Non-Cyclic GMF task T = (P, E, D) is syntactically identical to GMF



task from Section 3.3, but with non-cyclic semantics. In order to define the semantics
formally, let ¢ : N — {0,...,k— 1} be a function choosing frame ¢ (i) for the i-th job
of a job sequence. Having ¢, each job J; = (r;,¢;,d;) in a job sequence p = (Ji,J2,...)
generated by a non-cyclic GMF task T needs to correspond to frame ¢ (i) and the cor-
responding values in all three vectors:

L rig1 2 ri+Pyp)
2. ei<Ey(
3. di=r; +D¢(i)

This contains cyclic GMF job sequences as the special case where ¢ (i) = (a+1) mod k
for some offset a. An example of non-cyclic GMF semantics is shown in Figure 5.

e lhibiel

Fig. 5. Non-cyclic semantics of the GMF example Figure 3

For analysing non-cyclic GMF models, Moyo et al give in [54] a simple density-
based sufficient feasibility test. Defining D(T') := max;C! /D! as the densitiy of a task
T, a task set 7 is schedulable if Y7, D(T) < 1. This generalizes a similar test for the
sporadic task model with explicit deadlines. In addition to this test, [54] also includes
an exact feasibility test based on efficient systematic simulation.

A different exact feasibility test is presented in [13] for constrained deadlines using
the demand bound function condition (1). A dynamic programming approach is used
to compute demand pairs (see Section 3.3) based on the observation that dbf;(¢) can
be computed for larger and larger ¢ reusing earlier values. More specifically, a function
Ar(t) is defined which denotes for an interval size ¢ the accumulated execution demand
of any job sequence where jobs have their full exclusion window inside the interval. It
is shown that A7 (¢) for ¢ > 0 can be computed by assuming that some frame i was the
last one in a job sequence contributing a value to A7 (z). In that case, the function value
for the remaining job sequence is added to the execution time of that specific frame i.
Since frame i is not known a priori, the computation has to take the maximum over all
possibilities. Formally,

Ar(t) =max{Ar(t—P")+E] | Pl <t}. )

Using this, dbf () can be computed via the same approach by maximising over all pos-
sibilities of the last job in a sequence contributing to dbf; (). It uses that the execution
demand of the remaining job sequence is represented by function Ay (¢), leading to

dbf(t) = max {Ar(t — DI )+ E] | D] <t}. (10)



This leads to a pseudo-polynomial time bound for the feasibility test if U (7) is bounded
by a constant, since dbf(t) >t implies 1 < (Yr,E!)/(1—U(t)) which is pseudo-
polynomial in this case.

The same article also proves that evaluating the demand bound function is a (weakly)
NP-hard problem. More precisely: Given a non-cyclic GMF task T and two integers ¢
and B it is coNP-hard to determine whether dbf;(¢) < B. The proof is via a rather
straight-forward reduction from the Integer Knapsack problem. Thus, a polynomial al-
gorithm for computing dbf (¢) is unlikely to exist.

Static priorities. A recent result by Berten and Goossens [18] proposes a sufficient
schedulability test for static priorities. It is based on the request bound function similar
to [53] and its efficient computation. Similar to the approach in [53] the function is
inherently overapproximate and the test is of pseudo-polynomial time complexity.

4 Graph-oriented Models

The more expressive workload models become, the more complicated structures are
necessary to describe them. In this section we turn to models based on different classes
of directed graphs. We start by recasting the definition of GMF in terms of a graph
release structure.

4.1 Revisiting GMF

Recall the Generalized Multiframe task model from Section 3.3. A GMF task T =
(P,E,D) consists of three vectors for minimum inter-release separation times, worst-
case execution times and relative deadlines of k frames. The same structure can be
imagined as a directed cycle graph' G = (V,E) in which each vertex v € V represents
the release of a job and each edge (v,V') € E represents the corresponding inter-release
separation. A vertex v is associated with a pair (e(v),d(v)) for WCET and deadline
parameters of the represented jobs. An edge (u,v) is associated with a value p(u,v) for
the inter-release separation time.

The cyclic graph structure directly visualizes the cyclic semantics of GMF. In con-
trast, non-cyclic GMF can be represented by a complete digraph. Figure 6 illustrates
the different ways of representing a GMF task with both semantics.

4.2 Recurring Branching Tasks

A first generalization to the GMF model was presented in [11]. It is based on the obser-
vation that real-time code may include branches that influence the pattern in which jobs
are released. As the result of some branch, a sequence of jobs may be released which
may differ from the sequence released in a different branch. In a schedulability analysis,
none of the branches may be universally worse than the others since that may depend
on the situation, e.g., which tasks are being scheduled together with the branching one.

1A cycle graph is a graph consisting of one single cycle, i.e., one closed chain.



T = (P,E,D)

P =(10,8,3,5,5)
E=(1,2,3,1,1)
D =(10,7,7,9,8)
(1,8)
(a) T as vectors (b) T as cycle graph (c) T as complete graph

Fig. 6. Different ways of representing a GMF task 7. The vector-representation in 6(a) from
Section 3.3 does by itself not imply cyclic or non-cyclic semantics. This is more clear with graphs
in 6(b) and 6(c). Note that we omit vertex and edge labels in 6(c) for clarity.

Thus, all branches need to be modeled explicitly and a proper representation is needed,
different from the GMF release structure.

A natural way of representing branching code is a tree. Indeed, the model proposed
in [11] is a tree representing job releases and their minimum inter-release separation
times. We show an example in Figure 7(a). Formally, a Recurring Branching (RB) task
T is a directed tree G(T) = (V,E) in which, as in Section 4.1, each vertex v € V rep-
resents a type of job to be released and each edge (u,v) € E the minimum inter-release
separation times. They have labels {e(v),d(v)) and p(u,v) as before. In addition to the
tree, each leaf u has a separation time p(u, Vo) to the root vertex vy, in order to model
that the behavior recurs after each traversal of the tree.

20 (3,6)

@
, P=100
{1,16) 12 @/4'@]6)

\*29 <lvl7>

(1,17)

(a) RB task (b) RRT task (c) Non-cyclic RRT task

Fig.7. Examples for RB, RRT and non-cyclic RRT task models



In order to simplify the feasibility analysis, the model is syntactically restricted in
the following way. For each path © = (vo,...,v;) of length [ from the root vy = Ve
to a leaf v;, its duration when going back to the root must be the same, i.e., the value
P:= ):f;(l) P(vi,vir1) + (v, Vioor) must be independent of . We call P the period of T.
Note that this is a generalization of GMF since GMF can be expressed as a linear tree.

Semantics. A job sequence p = (J1,J2,...) is generated by an RB task 7 if it corre-
sponds to a path 7 through G(7T') in the following way. Path 7 starts at some vertex v;
in G(T), follows the edges to a leaf, then starts again at the root vertex, traverses G(7T')
again in a possibly different way, etc. (Very short 7 may of course never reach a leaf.)
The correspondence between p and 7 means that for all J; = (r;, e;,d;), we have:

L. riy1 Zri+pvi,vis1),
2. ei<e(v),
3. d;= ri—l—d(v,-).

Feasibility Analysis. The analysis presented in [11] is based on the concept of demand
pairs as described before. We sketch the method from [11] in a slightly adjusted manner.
First, a set DPy is created consisting of all demand pairs corresponding to paths not
containing both a leaf and a following root vertex. This is straight forward since for
each pair of vertices (u,v) in G(T) connected by a directed path 7, this connecting path
is unique. Thus, a demand pair (e,d) can be created by enumerating all vertex pairs

(u,v) and computing for their connecting path & = (vy,...,v;) the values
! -1
e:=Ye(v), d:=Y pvivit1)+d(v). (1)
i=0 i=0

Second, all paths 7 which do contain both a leaf and a following root vertex can be
cut into three subpaths .4, Tnidaie and M

/ / Z i " 1"
ﬂ:(v,...,vl,vm,,,,v,...,v,,vm(,,,v s V15 Voot Vo5 e,V )
N——

Thead Tiddle Tail

We use vy, v;, etc. for arbitrary leaf nodes. The first part .44 1S the prefix of 7 up to
and including the first leaf in 7. The second part 7,,;44 is the middle part starting with
Vioor and ending in the last leaf which 7 visits. Note that 7,49, may traverse the tree
several times. The third part 7;,; starts with the last occurrence of v, in 7. For each
of the three parts, a data structure is created so that demand pairs for a full path 7 can
be assembled easily.

For representing Teqq, a set UPyqf is created. For all paths 700 = (vo,...,v;) that
end in a leaf it contains a pair {e, p) with

l -1
e:=Y e(), p:=2Y pOi,vis1)+ PV, Vioor)- (12)

i=0 i=0
For representing 7,44, the maximal accumulated execution demand en,x of any path
completely traversing the tree is computed. Note that all paths from the root to a leaf



have the same sum of inter-release separation times and this sum is the period P of
T. Finally, for representing 7, a set DP,,,; is computed as a subset of DPj only
considering paths starting at v,,.

Using these data structures, dbf(¢) can be computed easily. If 7 < P, then a job se-
quence contributing to dbf; (¢) either corresponds to a demand pair in DPy (not passing
Vroor) OF is represented by items from UPj..r and DP,,; (Since it is passing vy, €xactly
once):

Fi(t) =max{e | (e,d) € DPy withd <t} (13)
F(t) = max{el +ex| (e1,p) € UPjear N(€2,d) € DPpyo; Ap+d < t} (14)
dbf (1) = max{F(t), (1)} ifr<P (15)

In case t > P, such a job sequence must pass through v,,,, and traverses the tree com-
pletely for either |¢t/P| or |t/P] — 1 times. For the parts that can be represented by
Thead and T,; of the corresponding path 7w, we can use dbf;(f) from Equation (15),
since 7peqq concatenated with m,; correspond to a job sequence without a complete
tree traversal. Putting it together for ¢ > P:

Fy(t) = L%J - emax + dbf 1 (1 mod P) (16)

t—P
Fy(t) = {PJ “emax +dbf7((t —P) mod P) ifr > P, 0 otherwise (17)

dbfr(t) = max {Fs(t), Fa(r)} ift>P (18)

Finally, in order to do the feasibility test, i.e., verify Condition (1), the demand
bound function dbf (t) = Y. dbf(t) is computed for all ¢ up to a bound D derived in a
similar way as for GMF in Section 3.3.

4.3 Recurring Real-Time Tasks (RRT) — DAG structures

In typical branching code, the control flow is joined again after the branches are com-
pleted. Thus, no matter which branch is taken, the part after the join is common to both
choices. In the light of a tree release structure as in the RB task model above, this means
that many vertices in the tree may actually represent the same types of jobs to be re-
leased, or even whole subtrees are equal. In order to make use of these redundancies,
Baruah proposes in [10] to use a directed acyclic graph (DAG) instead of a tree. The
impact is mostly efficiency: each DAG can be unrolled into a tree, but that comes at the
cost of potentially exponential growth of the graph.

A Recurring Real-Time Task (RRT) T is a directed acyclic graph G(T'). The defini-
tion is very similar to RB tasks in the previous section, we only point out the differences.
It is assumed that G(T') contains one unique source vertex (corresponding to v,y in an
RB task) and further one unique sink vertex (corresponding to leafs in a tree). An RRT
task has an explicitly defined period parameter P that constrains the minimum time
between two releases of jobs represented by the source vertex. An RRT behaves just
like an RB task by following paths through the DAG. We skip the details and give an
example of an RRT task in Figure 7(b).



Feasibility Analysis. Because of its close relation to RB tasks, the feasibility analysis
method presented in [10] is very similar to the method presented above for RB tasks
and we skip the details. However, the adapted method has exponential complexity since
it enumerates paths explicitly.

Chakraborty et al. present a more efficient method in [21] based on a dynamic pro-
gramming approach, leading back to pseudo-polynomial complexity. Instead of enu-
merating all pairs of vertices (u,v) in the DAG, the graph is traversed in a breadth-first
manner. The critical observation is that all demand pairs representing a path ending in
any particular vertex v can be computed from those for paths ending in all parent ver-
tices. It is not necessary to have precise information about which the actual paths are
that the demand pairs represent. Even though Chakraborty et al. consider a limited vari-
ant of the model in which paths traverse the DAG only once, the ideas can be applied
in general to the full RRT model.

The feasibility problem is further shown to be NP-hard in [21] via a reduction from
the Knapsack problem and the authors give a fully polynomial time approximation
scheme. For the special case where all vertices have equal WCET annotations, they
show a polynomial time solution, similar to the dynamic programming technique above.

Static Priorities. A sufficient test for schedulability of an RRT task set with static pri-
orities is presented in [12]. It is shown that, up to a polynomial factor, the priority
assignment problem in which a priority order has to be found is equivalent to the pri-
ority testing problem where a task set with a given priority order is to be tested for
schedulability. At the core of both is the test whether a given task T € 7 will meet its
deadlines if it has the lowest priority of all tasks in 7 (whose relative priority order does
not matter). In that case T is called lowest-priority feasible.

The proposed solution gives a condition involving both the demand bound function
dbf(t) and the request bound function rbf;(z). It is shown that a task T is lowest-
priority feasible if

Vi, ' <t zdbfr(n)+ Y, rbfp (). (19)
T'et\{T}

It is shown that rbf;(¢) can be computed with just a minor modification to the com-
putation procedure of dbf;(¢) and that Condition (19) only needs to be checked for a
bounded testing set of ¢, similar to the bound D introduced in checking Condition (1) in
feasibility tests. For each ¢, checking the existence of a ¢’ < ¢ is essentially identical to
an iterative procedure of solving the recurrence relation in Equation (8) of which (19)
is a generalization.

A tighter and more efficient test is shown in [21] based on a smoother variant of the
request bound function, denoted rbf’ (¢). Using this, a task T is lowest-priority feasible
if

WeG(T). 3 <dv). ' =e(v)+ Y. rbfp(t). (20)
T'et\{T}

This test is a more direct and tighter generalization of the sufficient test (8) for GMF
tasks.



4.4 Non-cyclic RRT

A further generalization of RRT is non-cyclic RRT? [14] where the assumption of one
single sink vertex is removed. Specifically, a non-cyclic RRT task 7 is a DAG G(T') with
vertex and edge labels as before that has a unique source vertex Vsopurce. Additionally,
for every sink vertex v, there is a value p(v, vyource) as before. We give an example in
Figure 7(c). Note that a non-cyclic RRT task does not have a general period parameter,
i.e., paths through G(T') visiting vspuce repeatedly may do so in differing time intervals
when doing so through different sinks.

Feasibility Analysis. The analysis technique presented in [14] is similar to the ones
of RB and RRT. The author uses the dynamic programming technique from [21] to
compute demand pairs inside the DAG in order to keep pseudo-polynomial complexity
and assumes a partition of paths 7 into Teqq, Tmidale and 7, as before. The difference
here is that paths traversing G(T') completely from vgc. to a sink may have different
lengths, i.e., 7,441, 1S not necessarily a multiple of some period P. Thus, the expressions
for partial dbfy(¢) computation in (16) and (17) can’t just assume a fixed length P and
a fixed computation time epnax. The idea to solve this is to first use the technique from
[21] to compute demand pairs for full DAG traversals. These can then be interpreted
as frames with a length and an execution time requirement, which can be concatenated
to achieve a certain interval length, like a very big non-cyclic GMF task. Similar to (9)
for solving non-cyclic GMF feasibility, all possible paths going from source to a sink
can be represented in a function A7 (¢) that expresses for each 7 the amount of execution
demand these special paths may create during intervals of length ¢. Similar to (10), this
function is integrated into (16) and (17), resulting in an efficient procedure.

The procedure is generalized in the following section which generalizes and unifies
all feasibility tests presented so far.

4.5 Digraph Real-Time Tasks

Stigge et al. observe in [50] that the non-cyclic RRT model can be generalized to any
directed graph. They introduce the Digraph Real-Time (DRT) task model and describe
a feasibility test of pseudo-polynomial complexity for task systems with utilization
bounded by a constant. A DRT task T is described by a directed graph G(T') with edge
and vertex labels as before. There are no further restrictions, any directed graph can be
used to describe a task. Using any graph allows to model local loops which was not
possible in any model presented above. Even in the non-cyclic RRT model, all cycles in
that model have to pass through the source vertex. An example of a DRT task is shown
in Figure 8(a).

2 The name “non-cyclic RRT” can be a bit misleading. The behavior of a non-cyclic RRT task is
cyclic, in the sense that the source vertex is visited repeatedly. However, in comparison to the
RRT model, the behavior is non-periodic, in the sense that revisits of the source vertex may
happen in different time intervals.
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Fig. 8. Examples for DRT and EDRT task models. The EDRT task in Figure 8(b) contains two ad-
ditional constraints (u4,u>,6) and (u3,u3,9), denoted with dashed arrows. Note that these dashed
arrows do not represent edges that can be taken. They only denote additional timing constraints.

Semantics. The behavior of a DRT task T is similar to earlier models. A job sequence
p = (J1,J2,...) is generated by T if there is a path @ = (v1,v2,...) through G(T) such
that for each job J; = (r;,e;,d;) it holds that

L. riy1 Zri+pvi,vis1),
2. e; <e(v;), and
3. di= rier(v,-).

Note that this implies sporadic job releases as before. However, worst-case sequences
usually release jobs as soon as permitted.

Feasibility Analysis. Stigge et al. present in [50] a feasibility analysis method which is
again based on demand pairs. However, there is no single vertex through which all paths
pass and neither does the graph G(T') represent a partial order as DAGs do. Thus, earlier
dynamic programming approaches can not be applied. It is not possible either to simply
enumerate all paths through the graph since that would lead to an exponential procedure.
Instead, the authors propose a path abstraction technique which is essentially also based
on dynamic programming, generalizing earlier approaches.

For the case of constrained deadlines, each path @ = (vy,...,v;) through G(T) =
(V,E) is abstracted using a demand triple {e(w),d(x),v;) with

l -1

e(m) := Ze(vi), d(rm) = Zp(vi,vi+])+d(vl). 21

i=0 i=0

It contains as first two components a demand pair and the third component is the last
vertex in the path. This abstraction allows to create all demand pairs for G(T') iteratively.
The procedure starts with all demand triples that represent paths of length 0, i.e., with
the set

{{e(v),d(v),v) |veV}. (22)



In each step, a triple (e,d,v) is picked from the set and extended to create new triples
(¢',d' V') via

di=e+e(V), d:=d—dVv)+pvV)+d(V), (vV)€EE. (23)

This is done for all edges (v,v') € E. The procedure abstracts from concrete paths since
the creation of each new triple {¢’,d’,v') does not need the information of the full path
represented by (e,d, v). Instead, the last vertex v of any such path suffices. The authors
show that this procedure is efficient since it only needs to be executed once up to a
bound D as before and the number of demand triples is bounded.

Further contributions of [50] include an extension of the method to arbitrary dead-
lines and a few optimisation suggestions for implementations. One of them is consid-
ering critical demand triples (e,d,v) for which no other demand triple {(¢’,d’,V') exists
with

/
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It is shown that only critical demand triples need to be stored during the procedure.
All other, non-critical, demand triples can be discarded since they and all their future
extensions will be dominated by others when considering contributions to the demand
bound function dbf (). This optimization reduces the cubic time complexity of the
algorithm to about quadradic in the task parameters.

The presented method is applicable to all models in the previous sections since DRT
generalizes all of them. In a few special cases, custom optimizations may speed up the
process.

Static Priorities. Even though sufficient tests involving rbf (¢) and dbf(¢) similar to
Conditions (19) and (20) can be applied to DRT as well, no exact schedulability test for
DRT with static priorities is currently known. It was shown in [52] that the problem is
strongly NP-hard via a reduction from the 3-PARTITION problem. This implies that an
exact test with pseudo-polynomial complexity is impossible, assuming P % NP. Further,
even fully polynomial-time approximation schemes can not exist either. The result holds
for all models at least as expressive as GMF.

4.6 Global Timing Constraints

In an effort to investigate the border of how far graph-based workload models can be
generalized before the feasibility problem becomes infeasible, Stigge et al. propose in
[49] a task model called Extended DRT (EDRT). In addition to a graph G(T') as in the
DRT model, a task T also includes a set C(T') = {(from;,101,%),. .., (fromy,tor, Yi)}
of global inter-release separation constraints. Each constraint (from;,t0;,7;) expresses
that between the visits of vertices from; and to;, at least 7; time units must pass. An
example is shown in Figure 8(b).



Feasibility Analysis. The feasibility analysis problem for EDRT indeed marks the
tractability borderline. In case the number of constraints in C(T') is bounded by a con-
stant k which is a restriction called k-EDRT, [49] presents a pseudo-polynomial fea-
sibility test. If the number is not bounded, they show that feasibility analysis becomes
strongly NP-hard by a reduction from the Hamiltonian Path problem, ruling out pseudo-
polynomial methods.

For the bounded case, we illustrate why the iterative procedure described in Sec-
tion 4.5 for DRT can not be applied directly and then sketch a solution approach. The
demand triple method can not be applied without change since the abstraction loses too
much information from concrete paths. In the presence of global constraints, the proce-
dure needs to keep track of which constraints are active. Consider path 7 = (u4, us) from
the example in Figure 8(b), which would be abstracted with demand triple (2,4, us).
An extension with uy leading to demand triple (4,7,u,) is not correct, since the path
7" = (ua,us,ur) includes a global constraint, separating releases of the jobs associated
with uy and u; by 6 time units. A correct abstraction of 7’ would therefore be (4,8, us),
but it is impossible to construct that from (2,4,us) which lost information about the
active constraint.

A solution to this problem is to integrate information about active constraints into
the analysis. For each constraint (from;, 10;, %), the demand triple is extended by a count-
down that represents how much time must pass until fo; may be visited again. This
slows down the analysis, but since the number of constraints is bounded by a constant,
the slowdown is only a polynomial factor. Stigge et al. choose in [49] to not directly
integrate the countdown information into the iterative procedure but to transform each
EDRT task T into a DRT task T’ where the countdown information is integrated into
the vertices. The transformation leads to an equivalent iterative procedure and has the
advantage that an already existing graph exploration engine for feasibility tests of DRT
task sets can be reused without any change. The transformation is illustrated in Figure 9.
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(a) EDRT task T

(b) DRT task T’

Fig. 9. A basic example of a 1-EDRT task T being transformed into an equivalent DRT task T".



5 Beyond DRT

We now turn to models that either extend the DRT model in other directions or are
outside the hierarchy in Figure 1 since they operate on a different abstraction level.

5.1 Task Automata

A very expressive workload model called task automata is presented by Fersman et al.
in [30]. It is based on Timed Automata that have been studied thoroughly in the context
of formal verification of timed systems [1, 17]. Timed automata are finite automata ex-
tended with real-valued clocks to specify timing constraints as enabling conditions, i.e.,
guards on transitions. The essential idea of task automata is to use the timed language
of an automaton to describe task release patterns.

In DRT terms, a task automaton (TA) 7 is a graph G(T') with vertex labels as in the
DRT model, but labels on edges are more expressive. An edge (u,v) is labeled with a
guard g(u,v) which is a boolean combination of clock comparisons of the form x > C
where C is a natural number and <€ {<,<,>,>}. Further, an edge may be labeled
with a clock reset r(u,v) which is a set of clocks to be reset to 0 when this edge is taken.
Since the value of clocks is an increasing real value which represents that time passes,
guards and resets can be used to constrain timing behavior on generated job sequences.
We give an example of a task automaton in Figure 10.

A task automaton has an initial vertex. In addition to resets and guards, task au-
tomata have a synchronization mechanism. This allows them to synchronize on edges
either with each other or with the scheduler on a job finishing time.

Fig. 10. Example for a task automaton.

Note that DRT tasks are special cases of task automata where only one clock is
used. Each edge (u,v) in a DRT task with label p(u,v) = C can be expressed with an
edge in a task automaton with guard x > C and reset x := 0.

The authors of [28] show that the schedulabiliy problem for a large class of systems
modeled as task automata can be solved via a reduction to a model checking problem
for ordinary Timed Automata. A tool for schedulability analysis of task automata is



presented in [2,29]. In fact, the feasibility problem is decidable for systems where at
most two of the following conditions hold:

Preemption. The scheduling policy is preemptive.
Variable Execution Time. Jobs may an interval of possible execution times.
Task Feedback. The finishing time of a job may influence new job releases.

However, the feasibility problem is undecidable if all three conditions are true [28]. Task
automata therefore mark a borderline between decidable and undecidable problems for
workload models.

5.2 Real-Time Calculus

A more abstract formalism to model real-time workload is the Real-Time Calculus
(RTC) introduced in [55]. Its abstractions are based on the notions of

Event streams, representing the workload,

Computing capacity, representing the computing resource for the workload, and

Processing units, modeling the process of the workload being executed, using up com-
puting capacity.

Formally, a request function R(¢) models the accumulated amount of workload up to
a time point ¢, and similarly, a capacity function C(¢) models the amount of computa-
tion resource available until time . Both functions are the inputs to a processing unit,
which outputs a new event stream modeled by a function R'(r), and leaves remaining
computing capacity modeled by C’(¢). The four functions are related by

R'(1) = min {R(u) +C(r) ~C(u)}, (24)
C'(t) =C(t) —R(1). (25)

Modeling static priority scheduling is rather straight forward in this model by creat-
ing a number of processing units which all have their own input of request functions
(representing different tasks) but all being chained through the corresponding capacity
functions, i.e., C'(¢) of one unit being C(¢) of the next one. Other schedulers can also
be modeled, with more involved constructions.

A concrete system may create many different request functions R(). In order to
represent these, Real-Time Calculus considers upper and lower bounds in the time in-
terval domain. Specifically, for abstracting the request function R(t), two arrival curves
a(A) and a!(A) are introduced, so that forall 7 >0 and A >0

o' (A) < R(t+A)—R(r) < a“(A). (26)

Clearly, a pair (a*, &) abstracts an infinite set of event streams. Analogously, a pair of
service curves (B*,B!) is defined in the time domain to abstract computing capacity.

All analysis can be executed on the level of arrival and service curves. For example,
the remaining service curve can be computed via

B"(4) = max {B'(w)—a"(u)}. @7

0<u<A



Response-time analysis can be performed by deriving the response time from the hori-
zontal distance between a* and 3.

For many classes of systems, arrival curves can be specified directly with closed
form expressions. This includes the sporadic task model with an expression similar to
(2), but is also possible for related models like periodic events with jitter [46].

It is worth noting that arrival curves and the request bound function introduced ear-
lier are equivalent concepts. However, RTC models systems are directly using arrival
curves, i.e., they are the low-level construct used for system representation. In contrast,
the request bound function (and similarly, the demand bound function) is a tool for
schedulability analysis that abstracts from a more concrete system description. It is a
potentially overapproximate abstraction and the process of deriving request and demand
bound functions for task models presented in Sections 3 and 4 is more or less computa-
tionally demanding. Thus, the advantage of RTC is that arrival curves can be assumed
as given input to the analysis procedures, at the cost of introducing imprecision.

6 Conclusions and Outlook

This survey is by no means complete. In preparing this paper, we have intended to
cover only works on independent tasks for preemptive uniprocessors. Other sources
for a survey on related topics can be found in [5] on the broad area of static-priority
scheduling and analysis, [8] on scheduling and analysis of repetitive models for pre-
emptable uniprocessors, [22] on real-time scheduling for multiprocessors and [48] on
the historic development of real-time systems research in general. To complement the
survey provided by [8], we have added recent work on models with richer structures,
that are based on graphs and automata as well as the Real-Time Calculus based on func-
tions. Apart from their importance in theoretical studies, we believe that these expres-
sive models may find their applications in for example model- and component-based
design for timed systems.

The following is a list of areas that we consider important, but did not include them
in this paper due to time and page limits.

Resource Sharing. Real-time systems even on uniprocessor platforms contain not only
the execution processor, but often many resources shared by concurrently running jobs
using a locking mechanism during their execution. Locking can introduce unwanted
effects like deadlocks and priority inversion. For periodic and sporadic task systems,
the Priority Ceiling (and Inheritance) Protocols [47] and Stack Resource Policy [6]
are established solutions with efficient schedulability tests. While these protocols can
be used for more expressive models like DRT, the analysis methods do not necessarily
apply. Some initial work exists on extending the classical results to graph-based models,
e.g., [31] which develops a new protocol to deal with branching structures. The non-
deterministic behaviours introduced by DRT-like models are not well understood in the
context of resource sharing.

Real-Time Multiprocessor Scheduling. In contrast to uniprocessor systems, schedul-
ing real-time workloads on parallel architectures is a much harder challenge. There are



various scheduling strategies, e.g., global and partition-based scheduling with mostly
sufficient conditions for schedulability tests. A comprehensive survey on this topic is
found in [22]. The introduction of multicore platforms adds another dimension of com-
plexity due to on-chip resource contention. The known techniques for multiprocessor
scheduling all rely on a safe WCET bound of tasks under idealized assumptions on the
underlying platform. For multicore platforms, without proper isolation, it seems im-
possible to achieve WCET bounds for tasks running in parallel on different processor
cores. To the best of our knowledge, there is no work on bridging WCET analysis and
multiprocessor scheduling.

Mixed-Criticality Systems. Integrating applications of different levels of criticality on
the same processor chip is attracting increasing interest. Scheduling mixed-criticality
workloads on uniprocessors has been studied intensively in recent years [15, 16, 26].
For multiprocessor systems, it is still an open area for research; a seminal work is found
in [39]. Due to their potentially high computing capacity, we believe that multicore
processors are more adequate for such mixed types of applications. Typically, a mixed
criticality system operates in different modes. In the normal mode, the computation
power of multicores may be used to improve the average performance of low-criticality
applications and in case of exceptions, e.g., a timing error occurs, high-criticality ap-
plications should be prioritized. However, it is not well understood how to isolate and
avoid interferences among the applications without fully partitioning the on-chip re-
sources.

Further extensions of workload models. One may add new features or high-level struc-
tures on the existing models for expressiveness and abstraction purposes. We see two
interesting directions:

Fork-Join Real-Time (FJRT) tasks: Recently, an extension of the DRT task model to
incorporate fork/join structures is proposed by Stigge et al. Instead of following just
one path through the graph, the behavior of a task includes the possibility of forking
into different paths at certain nodes, and joining these paths later. Syntactically, this
is represented using hyperedges. A hypergraph generalizes the notion of a graph
by extending the concept of an edge between two vertices to hyperedges between
two sets of vertices. For details, we refer to [S1]. The model is illustrated with
an example in Figure 11. For the time of writing this survey, no efficient analysis
method for FJRT is known.

Mode Switches: A system may operate in different modes demonstrating different
timing behaviours. We consider a simple model using general directed graphs where
the nodes stand for modes, assigned with a set of tasks to be executed in the corre-
sponding mode, and edges for mode switches that may be triggered by an internal
or external event and guarded by a timing constraint such as a minimal separation
distance. Mode switching is a concept that has been studied in different contexts.
Many protocols for mode switches have been proposed [45] to specify what should
be done during the switch. In a recent work [27], the authors show that a mixed
criticality task system can be modeled nicely using a chain of modes representing
the criticality levels where mode switches are triggered by a task over-run that may



oo
O—F=6
5 8

Fig. 11. Example FIRT task. The fork edge is depicted with an intersecting double line, the join
edge with an intersecting single line. All edges are annotated with minimum inter-release delays
p(U,V). The vertex labels are omitted in this example. Assuming that vertex v; releases a job
of type J;, a possible job sequence containing jobs with their types and absolute release times is
o= [(J170)7 (J275)7 (J575)7 (J476)7 (J377)7 (J578)7 (J67 16)7 (J1>22)}‘

occur at any time, and on each mode switch, tasks of lower-level criticality will
be dropped and only tasks of higher-level criticality are scheduled to run accord-
ing to their new task parameters in the new mode. The authors present a technique
for scheduling the mixed criticality workload described in directed acyclic graphs.
An interesting direction for future work is scheduling of mode switches in general
directed graphs, which involves fixed-point computation due to cyclic structures.

Tools for schedulability analysis. Over the years, many models and analysis techniques
have been developed. It is desirable to have a software tool that as input takes a work-
load description in some of the models and a scheduling policy and determines the
schedulability. A tool for task automata has been developed using techniques for model
checking timed automata [2]. Due to the analysis complexity of timed automata, it suf-
fers from the state-explosion problem. For the tractable models including DRT in the
hierarchy of Figure 1, a tool for schedulability analysis is currently under development
in Uppsala based on the path abstraction technique of [50].
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Abstract. The notion of utilization bound is well established in the real-time
scheduling literature and there are a number of results that enable this simple
and effective schedulability test in many systems. We outline the main results
on utilization bounds for message scheduling in the CAN bus and expand previ-
ous work by presenting extensive testing in real CAN-enabled platforms. These
experiments show the effectiveness of the bound and provide a measure of its
pessimism when compared to the average-case behaviour. The bounds discussed
in this work are enabled by the fact that the CAN standard imposes limitations on
the maximum size of a message and tell us that, if priorities to message streams
are assigned using rate-monotonic (RM) and if the requested capacity of the CAN
bus does not exceed the bound, then all deadlines are met. For CAN2.0A, the uti-
lization bound is approximately 25% and the utilization bound for CAN2.0B is
approximately 29%.

1 Introduction

Designers of embedded/real-time systems have been extremely successful deploying
distributed systems in industrial control, in-vehicle control systems for avionics and
automotive, building management systems and many other. A key component for the
successful development of these distributed systems is the communication network, and
there are a number of technologies available (such as TTP, FlexRay or PROFIBUS) to
meet different application needs. One of the most widely used communication tech-
nologies in embedded/real-time systems is the Controller Area Network (CAN) bus [5,
9].

CAN offers very appealing features for distributed systems designers, some exam-
ples are: (i) CAN controllers are available at low cost and (ii) can use low-cost ca-
bling; (iii) CAN networks are flexible in the sense that new computer nodes can be
connected without changing the configuration of existing computer nodes; (iv) CAN is
a fully distributed protocol, supporting redundancy. As a consequence, CAN as been
widely deployed and, each year, 400 million CAN-enabled microcontrollers are manu-
factured [9].

Since several nodes share the CAN bus, the communication delay experienced by
one node depends on the traffic generated by other nodes. Lacking better theory to de-
velop their systems, designers of CAN-based systems in the early 1990s often adopted a
rule of thumb: the CAN bus should be utilized to at most 30% [9]. Researchers soon ob-
served that the characteristics of the access control performed by CAN allows to build
upon existing real-time scheduling theory for static priorities and derive a scheduling
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theory for the CAN bus that determines the individual maximum delays of message
transmissions on CAN [26]. This allowed designers to build systems with much higher
utilizations and a utilization of 80% of the CAN bus became common [9].

In this paper, we present a test to determine if a given set of messages can be trans-
mitted in a CAN bus within the assigned deadlines. This test does not compute the de-
lays of each message. Instead, it is based on the well-known notion of utilization bound.
The utilization bound of a scheduling algorithm is the maximum requested utilization
of the resource such that all deadlines are met.

Knowing the utilization bound of a real-time scheduling algorithm is important.
Utilization-based tests provide a scalable and robust tool to determine the schedulabil-
ity of a system. Based on the fundamentals of resource usage, they provide an intuitive
performance metric that a system designer can use to, at design time, rapidly access
and reason on the schedulability of a system without having to compute each individual
delay. Given that we know that the parameters of a message set can be modified with-
out compromising the system schedulability as long as we remain below the utilization
bound, they provide some stability to the system in face of dynamic changes. For ex-
ample in embedded applications that need to dynamically reconfigure and perform, at
runtime, schedulability tests that take into account the current workload.

The utilization bounds for non-preemptive static-priority scheduling on a CAN bus
presented here assume rate-monotonic (RM) priority assignment, with implicit dead-
lines and are possible thanks to the fact that the CAN standard requires that the data
payload of a message be at most 8 bytes. Consequently, only messages that comply
with that requirement need to be considered. In this paper, we extend our previous work
where this test was initially developed [3], to present further related work, motivation
for the relevance of the result and provide a report on extensive experiments performed.
The experiments reported in this paper included many experiment runs lasting for sev-
eral weeks, comprehensively testing the utilization bound in real-world CAN platforms
and showing a measure of its pessimism.

The remainder of this paper is organized as follows. Section 2 provides some con-
text to this work and overviews the relevant related work. Sections 6and 5 review the
utilization bound of CAN developed in previous work [3]. Section 7 studies the utiliza-
tion of real-world CAN networks, and Section 8 provides some closing remarks.

2 Context and Related Work

The CAN bus was introduced in the mid 1980s, by Bosch [5] for the purpose of replac-
ing dedicated wires in vehicles with a shared communication bus. Data transmission in
CAN is based on the principle of performing a bitwise arbitration, invented earlier in
the 1970s [19, 21].

The medium access control protocol used in the CAN bus implements non-preemptive
static-priority scheduling [12, 26]. The latter implies that efficient real-time scheduling
techniques (such as RM) can be used and they can be analyzed using real-time schedul-
ing theory for systems using non-preemptive scheduling [9, 12]. This scheduling theory
is particularly useful for so-called sporadic message streams, that is, message streams
where the exact time of an individual messages transmission request is unknown, but
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the minimum inter-arrival time between messages transmission requests from the same
message stream is known.

CAN proved to be a very attractive solution for distributed embedded systems de-
signers and, given its commercial success, the scientific community has been eager
to contribute with improvements to the scheduling theory developed for CAN [26].
Proposals have been made on how to perform Earliest-Deadline-First scheduling on
CAN [11], and stochastic analysis of CAN-based distributed systems have also been de-
veloped [29]. Other works have dealt with fault-tolerance issues in CAN, such as ideas
on how to analyze response times in the presence of retransmissions due to communi-
cation faults [23], and many other works have shown approaches to different aspects of
fault-tolerance (e.g. [6,4,24]). The analysis of the CAN bus can be conveniently incor-
porated into the holistic analysis framework [25] which gives designers the capability
of analyzing end-to-end delays in distributed real-time systems (for example, in a ve-
hicle). More recently, practical aspects of the implementation of CAN were introduced
into the analysis [10].

This paper focuses on utilization bounds for non-preemptive static-priority schedul-
ing on a CAN bus. Utilization bounds are well-established in the real-time scheduling
literature. For example, on a single processor, the utilization bound of RM is 69% [17]
and a number of extensions to this result have been developed [20, 22, 16, 14,7, 28]. On
a multiprocessor a utilization bound of 33% [2] has been achieved with static-priority
scheduling.

Utilization bounds of static-priority schedulers for timed token protocols in Fiber
Distributed Data Interface (FDDI) networks were developed in [1, 18,30, 31].

Utilization-based admission control for static-priority schedulers in a networked
environment have also been addressed by [8]. The driving model of this paper is the
Differentiated Services (diffserv) architecture and it is based on the idea of deriving
utilization bounds for a concretely defined networked system in terms of the number of
nodes (routers and switches in this particular work), topology and message flows.

In [15] authors study the several problems of hard real-time bus scheduling, includ-
ing utilization bounds. Unfortunately, the bound is zero, if the number of messages is
infinite. In this paper, we exploit the particular characteristics of the CAN bus to develop
a utilization bound greater than zero.

Another work which underscores the role of the utilization bound in communication
systems was developed for links scheduled by weighted round-robin scheduling [27].

Noticeably, prior to [3], no utilization bound for the CAN bus was known. It has
been previously established in the literature that non-preemptive static-priority schelul-
ing (as implemented by CAN) has utilization bound of zero [13]. While this is true in
general, the CAN standard stipulates bounds on the message transmission times; these
are a consequence of the bounds on the number of bytes in the data payload allowed
by the CAN standard. This fact enabled the development of a utilization bound for the
CAN bus in [3]. The work in [3] did not perform experimentation on real-world plat-
forms to test the theory in practice. As exemplified by previous research (e.g. [10]), it is
relevant to analyse the theory in face of the actual characteristics of the implementations
of CAN controllers.
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3 Assumptions, Terminology and Problem statement

Consider a distributed computer system comprising computer nodes, each intercon-
nected with a Controller Area Network (CAN) bus. The workload is described by a
set of n message streams. This set is partitioned into subsets; one subset for each com-
puter node. Each subset is assigned to a computer node and consequently, each mes-
sage stream is assigned to exactly one computer node. It is permitted for many message
streams to be assigned to a single computer node. We do not make any assumptions on
the assignment of message streams to computer nodes.

A message stream T; generates a (potentially infinite) sequence of messages. The
time when these messages arrive cannot be controlled by the CAN controllers. It is
assumed that the time between two consecutive arrivals of messages from the same
message stream 7; is at least 7;. A message from message stream 7; has a message
transmission time C;; this includes the frame header and the arbitration for the CAN
bus. R; denotes the response time of message stream 7;. R; is defined as the minimum
number such that for every message transmission from 7;, it holds that the time from
the message transmission request until the message of that transmission request has
finished transmission is at most R; time units. If R; < 7; then we say that the message
stream T; meets its deadlines; otherwise it misses its deadline. It is assumed that 0 <
C; < T;, and that T; and C; are multiples of QUANTUM where QUANTUM denotes the
time duration of a single bit in the CAN bus. (Many previous works on schedulability
analysis of CAN used the symbol 7;;; to denote the duration of single bit. We do not
use that notation because, as follows from the Liu-and-Layland notation, we use 7; to
denote a message stream.)

We assume that a message stream is assigned a priority, an integer. This integer is
unique, that is, if 7; has priority x then there is no other message stream 7; with priority
x. We assume that message streams are assigned priorities according to rate-monotonic
(RM) with the identifier used as a tie-breaker, that is:

(T <T)V((L=Tj) A (i <))

= 7; has higher priority than 7;
When we say that 7; has higher priority than 7; then it means that 7; has lower
priority number than 7;. We assume that a message has the same priority as the priority

of the message stream it belongs to. For convenience we use the following notations:

hep(i) = {j : 7; has higher priority than T;
or 7; has equal priority to 7;}

and
hp(i) = {/ : 7; has higher priority than 7;}
and

Ip(i) = {/ : 7j has lower priority than 7;}
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We assume that all outstanding message transmission requests on a computer node
are sorted in a priority queue and the highest-priority message transmission request
competes with the highest-priority transmission request on the other nodes. The mes-
sage transmission request with the highest priority “wins” and it sends its message on
the CAN bus. All these assumptions are typical to CAN and its intended use in industrial
systems. The utilization of a set of message streams is defined as:

U=y

i=1

=0

We address the problem of finding the utilization bound of CAN using RM. The
utilization bound of CAN using RM is the maximum number such that if a set of mes-
sage streams has a utilization that does not exceed the utilization bound of CAN and
if messages are scheduled by CAN and if priorities are assigned according to RM then
all deadlines are met. In order to solve this problem, it is helpful to understand non-
preemptive RM scheduling.

4 Background on Non-Preemptive Rate-Monotonic Scheduling

The CAN bus uses non-preemptive static-priority scheduling and consequently the
scheduling theory for non-preemptive static-priority scheduling can be used to com-
pute the response time R;.

It is known from previous research [9, 12] that R; can be correctly computed by the
following steps. B; denotes the time that a message may need to wait for a lower-priority
message to finish its transmissions. B; is computed as:

Bi = max_ C,' (1)
kelp(i)

The method for computing R; explores all messages released from message stream
7; during an interval whose length is #;, computed as follows:

0 =¢; )
and iterate according to:
=B+ Y i - 3)
Vjchep(i) J

When Equation 3 converges with thrl = tk then this is the value of ¢;.

We can now compute wi(g), the queuing time of the ¢ message in the interval of
duration #;. It is computed iteratively until we obtain convergence, wf.‘H(q)= wé‘(q) for
the following iterative procedure:

wd(q) =Bi+q-C; (4)
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and iterate according to:
Wi (q) =Bi+q-Ci+
k
wi(q) + QUANTUM
Y oI T, 1-C; ®)

Vjchep(i)

when Equation 5 converges with w(g) = wf™!(¢) then this is the value of wi(g). We
compute the response-time for the ¢'”* arrival in the priority level-i busy period as:

Ri(q) =wi(q) —q-T: +Ci (6)

This is used to calculate the response time:

R, = max R; @)
Jmax, (q)
where Q; is defined as:
_rh
Q=71
This analysis works for the case that
n Ci
—<1 8
T ®)

i=1

From the definition of R; it clearly holds that: If and only if 7;: R; < T; then all
deadlines are met.

This exact schedulability analysis for non-preemptive scheduling is useful but un-
fortunately it does not offer a utilization bound. In fact, it is known [13] that all non-
preemptive scheduling algorithms have a utilization bound zero. Since this result is
important for our purposes (studying the utilization bound of CAN) we formalize it in
Example 1.

Example 1. Consider two message streams to be scheduled with non-preemptive RM.
Let message stream 7; be characterized as 7y = € and C; = 2€2. Let message stream Tp
be characterized as 7> = 1 and C, = 2¢&. We choose € < 1/4. We let O; denote the time
when 7; arrives for the first time. The scheduling algorithm is not permitted to choose
O;. In order to make the discussion as general as possible, we consider both the case
where the scheduling algorithm is not allowed to insert idle time and the case where the
scheduling algorithm is allowed to insert idle time.

Let us consider an arbitrary transmission request by 7,; Figure 1 illustrates this, and
later we will test this scenario in practice, as shown in Figure 7.1. Let A, denote the
arrival time of that transmission request and let s, denote the start time of the transmis-
sion of the message of that transmission request. Because the transmission time of 7, is
twice as long as 77 we know that every time 7, transmits a message, it is possible (ac-
cording to the sporadic model) that 7; will perform a message transmission request such
that s) < A] < A;+ T < sp +C,, and hence there is a time when both 7; and 7, must
transmit simultaneously in order to meet deadlines. Hence a deadline is missed. Here,
U = 4¢&. Choosing € — 0 yields that the utilization bound is zero. This example shows
that for every non-preemptive scheduling algorithm, the utilization bound is zero.
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Fig. 1. All non-preemptive scheduling algorithms have the utilization bound 0.

Based on Example 1, it would be tempting to believe that the utilization bound of
CAN is zero. It can be seen however that in this example, the transmission time of
one message stream is infinitely larger than the transmission time of another message
stream. The CAN standard stipulates bounds on the message transmission times; these
are a consequence of the bounds on the number of bytes in the data payload allowed by
the CAN standard. As a result, the behavior as illustrated in Example 1 cannot happen.
Example 2 shows a scenario which (as we will see later) is the scenario with the lowest
utilization such CAN using RM misses a deadline.

Example 2. Consider two message streams (71 and 7,) to be scheduled with non-preemptive

RM. Let us consider an arbitrary transmission request by 7, (observe that the time when
a message arrives for the first time is not a decision of the scheduling algorithm). Im-
mediately after starting transmission of the message by 7>, a new message is queued
by 7. It is clear that, in order for 7; to not miss deadlines, 7y > C; + C;. Consid-
ering that 71 = G, + C; and T, = L, where L — oo, the utilization of this scenario is
U=C/(Ca+C1) + Cy/oo. If we assign T} = 182, C; =47 and T> = L, C; = 136,
we have U =47/182+ 136/L, which is approximately 25%. This example will be later
(Section ??) tested in real-world CAN platforms and is illustrated in Figure 7.1.

For this reason, we will (in Section 5) prove the utilization bound of non-preemptive
RM scheduling with restrictions on message transmission times. And then (in Section 6)
we will apply that utilization bound by applying the values required by CAN.

5 Utilization Bound for Non-Preemptive Rate-Monotonic
Scheduling

Let us first prove two lemmas (Lemma 1 and Lemma 2) that are instrumental and then
see a theorem (Theorem 1) which states that if the relationship between transmission
times is known and the utilization does not exceed a certain bound then all deadlines
are met.
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Lemma 1. Consider a message stream 7;. If it holds that all message streams in hp(i)
meet their deadlines and it holds that for 7; that

C:
Bi+C+ Y (3-Z-TH)<T
Vjehp(i) TJ

then T; meets all its deadlines.

Proof. The proof is by contradiction. Let us assume that the lemma was false. Then it
must be that:

C:
Bi+Ci+ ), (- T)<T; ©)
Vjehp(i) TJ

and a deadline of 7; was missed.

Of all messages of 7; that missed a deadline let M denote the message with the
earliest deadline. And let #; denote the deadline of message M. Let 7y denote the arrival
time of M. We know that the time interval [7y, #1) belongs to a priority level-i busy
period (if this was not the case then message M would have been transmitted and met
its deadline). We know that:

During [to,1), a message of lower priority than M
can transmit for at most B; time units, where B;

is given by Equation 1. (10)

‘We also know that:

During [to,#1), a message M can transmit

for at most C; time units (11)

Let us now study messages from a message stream T7;, which has higher priority
than 7;. The time interval [fo, #;) can be subdivided into [f, ¢') and [¢',¢") and [¢”, 1)
such that ¢ is the earliest arrival time of 7; in [fo, 1) and " is the latest arrival time of T;
in [fo, t1). Based on this decomposition and using the knowledge that 7; < T;, it is easy
to see that:

During [fg,#1), a message from 7; can transmit

T;
for at most LF’J -Cj+2-C; time units (12)

J

It is easy to show (using our knowledge that T; < T;) that:

T; G
Lij~cj+2-cj§3~ﬁ-n (13)
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Combining Inequality 12 with Inequality 13 and applying it on all message streams
with higher priority than 7; yields:

During [to, 1), messages from hp(i) can transmit

C.
for at most Z (3- 7’ -T;) time units (14)
Jehp(i) J

Combining Inequality 10, Inequality 11 and Inequality 14 yields:

During [to, 1), the channel is busy for at most

C.
Bi+Ci+ Y (3-7£-T;) time units (15)
jevoly T

In order to miss a deadline, it follows from (i) the fact that [z, #1) is a priority level-i
busy period and (ii) the use of Inequality 15 that:

C.
Bi+C+ Y (3-Z-T)>T (16)
Vjchp(i TJ
j€hp(i)

But this contradicts Inequality 9 and hence the lemma is true.

Lemma 2. [f it holds for all 7; that

C.
BitCi+ ), (-7 T)<T,
Vjehp(i) J

then all deadlines of all message streams are met.
Proof. Follows by induction on i and using Lemma 1.

Theorem 1. Let x denote a real number such that 2 < x. We claim that: If it holds that

Vij:— <
i,] Cj_x

and if all message streams are scheduled with non-preemptive RM and if

n
>
i=1

Q

\
IA

i 1
P ox+1

~

then all deadlines are met.

Proof. The proof is by contradiction. Let us assume that the theorem was false. Then
it must be that there is an assignment to x such that 2 < x and there is a set of message
streams such that:

<x (17)
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and message streams are scheduled with non-preemptive RM and

Ci
1 Ti

<

M:

(18)

i

and a deadline was missed.
Since a deadline was missed it follows (from Lemma 2) that there is an i such that

C:

Bi+Cit+ ), (3-7-T)>T, (19)
v jehp(i) J
Rewriting (19) yields:
B, G C;
1<BiGy .9 (20)
T T viame T
Rewriting (18) yields:
C; C; 1
(Y D+ Y < @1
viem) L~ vjefiope T Xt
Multiplying (21) by x+1 yields:
C; C;
(Y @+1)- ?)+( Y @+ 7)§1 (22)
Vjehp(i) J vje{itulp(i) 1
Since 3 < x+ 1 we have:
C; C;
) 3-%)+( Y +1)- ?)gl (23)
viehp(i) T/ vje{ijulp(i) /
Combining (23) with (20) yields:
C; C;
(Y 35+ X (+D)-3)
Vjehp(i) 1J v je{i}Ulp(i) ]
B, G C
<zt Y (-3 (24)
U Vj€hp(i) Tj
Simplifying (24) yields:
C; B; C;
(Y (x+1)-—’)<?’+?’ (25)
vje{i}Ulp(i) J i i
We can rewrite (25) into:
C,' C; i C,'
+1)-=+( Y G+ D)<+ (26)
L 5 j i T
j€lp(i) J
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Case 1. Ip(i) is empty
Since Ip(i) is empty, it clearly holds that B; = 0. Using this on (26) yields:

G G
1) = <= 27
(x+1) T 27
Multiplying (27) by 7; and using the knowledge that 2 < x yields:
G G
3o=<= 28
T T (28)

It is easy to see that (28) is impossible. (End of Case 1.)
Case 2. Ip(i) is non-empty
We know from (1) that B; is obtained as:

B; = max C
kelp(i)

Let k denote the index of the message stream with the maximum Cj among all indices
in Ip(7). Since a sum cannot be less than one of its terms it clearly holds that:

Cy C;
(1) 7 < ( Y (x+1)~7{) (29)
k Vjelp(i) J
Applying (29) on (26) yields:
Ci Ck B; G
1)-— 1) —< =+ = 30
(x+)Ti+(x+)Tk<T,-+Ti (30)
And using the knowledge that B; = C; yields:
Cl' Ck Ck Ci
1) — ) —< —=4+= 31
(x+)Ti+(x+)Tk<Ti+Ti 31
Multiplying with T; yields:
Ck
(x+1)-Ci+(x+1)-?k-Ti<Ck+Ci (32)
Clearly in general it holds that:
G
og(x+1)~71’:-T,- (33)
Combining (33) and (32) yields and symplifying yields:
C
x< Ek (34)
1

But this contradicts (17). (End of Case 2.)
We can see that regardless of which case occurs we have a contradiction. Hence the
theorem is correct.
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6 The Utilization Bound of CAN

The CAN standard specifies that the data payload is at most 8 bytes and at least O bytes.
Let S; denote the number of bytes of payload of a packet and recall that QUANTUM
denotes the time duration of a single bit. CAN uses a technique called bit-stuffing that
ensures that not too many consecutive zeros or consecutive ones are on the bus. Based
on this bit stuffing and using the notation, a well-known expression [9, 12] exists for
computing the maximum transmission time and for convenience we state it below:

g+8-Si—1
—
where g is the number of bits in the frame header that is subject to bit-stuffing. For
CAN2.0A (which have 11-bit priorities) we have g=34 and for CAN2.0B (which have
29-bit priorities) we have g = 54 [9, 12]. Let CMAX denote the maximum transmission
time and CMIN denote the minimum transmission time. By applying S; = 8 on (37):

g+64—1
—

By applying S; = 0 on (37) and observing that the expression in the floor in (37)
represents the extra time due to bit-stuffing, which may be zero, we obtain:

CMIN = (g+13)- QUANTUM (37)
We can now apply these to both CAN2.0A and CAN2.0B.

Ci=(g+8-Si+13+| |)- QUANTUM (35)

CMAX = (g+64+13+ | |)- QUANTUM (36)

6.1 CAN2.0A
Applying g = 34 on (38) yields:

344+64—1
CMAX = (34+64+13 + L%J) -QUANTUM

= 135-QUANTUM (38)
and applying g = 34 on (39) yields:
CMIN = (g+13)-QUANTUM
=47-QUANTUM (39)
Applying these values gives us Theorem 2.

Theorem 2. If messages are scheduled with CAN2.0A and if messages comply with the
length restrictions stipulated by CAN2.0A and if message streams are scheduled with
non-preemptive RM and if

v=y <

i=1 "1

47
82

then all deadlines are met.
Proof. Follows from applying x = 135/47 in Theorem 1.

It is worth to observe that 47/182 is approximately 0.2582 and hence the utilization
bound of CAN2.0A is 25%.
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6.2 CAN2.0B

Applying g = 54 on (38) yields:
CMAX = (56+ 64+ 13 + L%p .QUANTUM
= 160- QUANTUM (40)

and applying g = 54 on (39) yields:

CMIN = (g+13)- QUANTUM
= 67-QUANTUM 41

Applying these values gives us Theorem 3.

Theorem 3. If messages are scheduled with CAN2.0B and if messages comply with the
length restrictions stipulated by CAN2.0B and if message streams are scheduled with
non-preemptive RM and if

then all deadlines are met.
Proof. Follows from applying x=160/67 in Theorem 1.

It is worth to observe that 67/227 is approximately 0.2951 and hence the utilization
bound of CAN2.0B is 29%.

7 Evaluation

We have extensively tested the utilization bound for CAN. Our experiments were ex-
ecuted using embedded computer platforms with an integrated CAN controller. The
embedded computer platform have an Atmel AVR AT90CAN128 microcontroller unit
(MCU) running at 8 MHz. This microcontroller provides a CAN controller compliant
with V2.0A and V2.0B CAN standards. We used CAN2.0B and the bus was running at
a data rate of 100 Kbit/s in all experiments.

7.1 Testing the CAN Utilization Bound in Practice

We tested the scenario with the lowest utilization such that CAN using RM misses a
deadline (as proven by the CAN utilization bound presented previously) using CAN-
enabled embedded computer platforms. This scenario was previously described in Ex-
ample 2.

Testing the scenario in Example 2 will allow us to test the utilization bound in real-
ity, and see how close we can get to the idealized situation. To do so, we have generated
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Fig. 2. Transmission of messages 7; and 7, in the CAN bus. CH1 and CH2 represent the bits
transmitted for messages 7 and 7, respectively. CH3 and CH4 were obtained using a GPIO in
the CAN-enabled MCU and change the state to low when the message is queued and change the
state to high when the message is signaled to the MCU as transmitted

a message T in the CAN bus with a fixed priority and the maximum payload allowed
by the protocol (8 bytes) and another message 7; with no payload that is queued for
transmission when the message with the maximum payload starts transmission. A dif-
ferent node transmitted each message stream and we achieved synchronization between
the nodes using a wire connected to an I/O port of the microcontrollers.

The transmission times of the messages were measured using an oscilloscope con-
nected directly to the CAN bus. Examining the oscilloscope trace, we determined that
the message with no payload had a transmission time (including the interframe space)
Cy = 676us (the transmission time equation in [9] predicts that this message is 670us
long; the difference is due to the resolution of our measurements using the oscilloscope;
this is less than 1 bit time) and C; = 1445us (approximately the time to transmit 144
bits (1440us); this is 14 bits less than the maximum predicted by the transmission time
equation in [9] due to a bit stuffing lower the predicted by the theory. We note that the
theory in [9] provides the maximum transmission time of a message when a theoretical
maximum number of stuffing bits are inserted.

Using these measurements, the period for message 7) is 7} = 676+ 1445 =2121us.
As explained in Example 2, this is the minimum period we can set for message 7; such
that this message stream does not miss deadlines. Figure 7.1 shows an oscilloscope trace
of the message transmission on the CAN bus. In Figure 7.1, we can see that message
71 is queued after message 7o, to ensure that the latter is transmitted first in the CAN
bus. With the trace in Figure 7.1, we can clearly observe the same scenario described
in Example 2 occurring in a real CAN bus, and also that setting a shorter period for 7;
would result in a deadline miss.

The utilization of the above experiment is U = 676/2121 ~ 32%, which is higher
than the calculated bound for CAN2.0B (the calculated bound is 29%) due to the fact
that the packets sent in this experiment did not reproduce the bit stuffing which leads to
the maximum transmission time of a message as predicted by the theory in [9].
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Fig. 3. Average-case performance of exact schedulability analysis and transmission of message
streams on CAN using RM.

Observe that this scenario (as described by Example 2) also illustrates the fact that
the CAN utilization bound is tight, in the sense that no tighter bound can be derived.

7.2 Average Case Behavior

We have seen that the utilization bound for CAN is 25% and 29% for CAN2.0A and
CAN2.0B, respectively. This result does however not rule out the possibility that dead-
lines can be met at a higher utilization. It is therefore interesting to know if the CAN
bus can be used at a higher bus load. Previous work [9] has hinted that a much higher
utilization can be used. In order to find out the answer, we performed a study that
extensively compares the existing theory with real-world experiments. We generated
message sets randomly (details are given bellow) and computed the number of these
message sets that were feasible based on the exact schedulability analysis in [9]. Then,
we programmed several CAN-enabled nodes with randomly selected message sets and
ran long experiments to observe how the success rate of the message sets is in practice,
compared to the theory.

The parameters for the randomly generated message streams are as follows. S; is a
uniformly distributed random variable from {1,...,8}, given in bytes. C; is computed
from S;. The parameter 7; is a uniformly distributed random variable from {CMIN x
2,...,500000} (T; is given in us), where CMIN denotes the minimum message trans-
mission time. The number of message streams in a set is between 2 and 9 (we want to
assign one message stream per node and nine is the number of CAN nodes available for
the experiment).

We generated sets of message streams randomly and for each set, we calculate the
utilization and put it in one of 100 buckets. For example, if a set of message streams has
a utilization equal to 0.6734 then it belongs to the bucket of sets with a utilization in
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the range [0.67,0.68). We defined a size for each bucket and generated message streams
until all the buckets were full. For each set in the bucket we also decided (based on
the exact schedulability analysis in [9]) whether all messages meet deadlines. A set of
message streams that meet all deadlines is said to be successful. The success ratio of
a bucket is said to be the number of message streams that are successful in a bucket
divided by the number of message streams in the bucket.

We first generated message streams for bucket sizes 50 and 10000. That is, we gen-
erated 50 message sets per utilization value (a total of 50 x 99 message sets) and 10000
(atotal of 50 x 10000 message sets) and plotted the success ratio of the message streams
in Figure 2. It can be seen that the a bucket size of 50 message sets per utilization oscil-
lates quite noticeably, but the bucket size of 10000 exhibits a very steady success ratio
curve. Nevertheless, the curve for a bucket size of 50 does follow the line for a bucket
size of 10000.

Figure 2 also shows the results for the experiment using real CAN-enabled nodes.
For this experiment, we used the same message sets generated previously. Note that
it was not practical to experiment with a bucket size of 10000, as that would result
in very long experiments (however we did run test experiments with a large bucket
size to confirm our results). We ran all the message sets for the bucket size 50, and
this resulted in an experiment that ran for 28 days. The experiment was executed by
programming nine (this was the maximum number of message streams generated in
each message set) platforms with an AT9OCAN128 MCU, using CAN 2.0B. Each node
was programmed with at most one message stream (not all message sets had exactly
nine message streams, thus nodes might be idle in some runs). A master node sent
an indication of the start of each run and the first message of each message stream was
queued synchronously at each node. Nodes used the onboard real-time clock to measure
the time since a message was queued until it was transmitted and signaled the master
node, in case a deadline miss was detected. Message sets where a deadline miss was
encountered were marked unsuccessful. Clearly, this experiment did not guarantee to
find all deadline misses as the schedulability analysis does, nevertheless, the success
ratio of this experiment follows the trend of the schedulability analysis.

Observe (Figure 2) that up to a 45% utilization, all message streams meet deadlines.
This is expected considering that the utilization bound is 29%. It can also be seen that
the experiments show a similar behavior to the curve with the schedulability analysis
for a bucket size of 50. We find this experiment an interesting stress test of both theory
and practice.

8 Conclusions

We have revisited previous results on the CAN utilization bound [3], which state that the
utilization bound for CAN is 25% and 29% for CAN2.0A and CAN2.0B respectively.
This work reviewed related work on schedulability analysis of CAN, other utilization
bounds and provided additional evidence of the relevance of the result. We have also
performed comprehensive tests of the utilization bound of CAN using real-world CAN
platforms and provide a measure of the pessimism of the bound.
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These results finally provide theoretical foundation to empirical evidence found by
designers of distributed CAN-based systems. Furthermore, a utilization bound provides
a scalable and robust tool to determine the schedulability of a system. Knowing that
the utilization bound is different from zero, a system designer can also rest assured that
all deadlines can be met by using sufficiently high speed data rate (assuming that such
components are available; in CAN it is possible for a designer to tradeoff the length of
the bus for data rate).
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Abstract. The distance between state-of-the-art research and industrial practice
is often frustratingly large. Bridging that gap is not obvious, for many reasons,
cultural and practical alike. One of the cures is to inject solid research results into
technology ready for industrial use. When this happens, the making of that tech-
nology educates the technology developers and the user community with them,
considerably more than simply publishing papers. To make that happen very rare
skills are required, among which persistence and authority across border.

Some of this has happened with the Ada technology: this paper tells the story of
how two particular sets of language features came directly from state-of-the-art
research results under lead and push by Alan Burns.

1 Introduction

This paper celebrates some of the many research contributions made by Alan Burns in
his long career. The angle taken in this paper is slanted to the world of the Ada program-
ming language. The reason for this choice is that taking state-of-the-art research results
into technology ready for industrial use is a much wanted contribution, which takes very
rare skills and authority across borders. The author of this paper had the good fortune
of witnessing the effects of Alan Burns’ influence on the evolution of Ada’s support for
real-time programming from the early *90s until now. [ have learned a lot in that process
and I enjoyed choosing some of the contributions for this paper, among those that I felt
most impressed with.

In keeping with the intent of this collection, most of the materials presented in
this paper are not original: the contents of section 2 refresh material already published
in [26,24,27]; the contents of section 3 refresh material already published in [9, 28].
The selection and the refreshing were by the author, the rest from various sources,
including of course Alan Burns.

2 Contribution #1

2.1 Context

In the mid 90’s the high-integrity embedded systems industry of the time, which the
author witnessed from the angle of the European Space Agency, was confronted by the
surge of the “cheaper-faster-better” mantra. The aspiration behind it was to increase
functional capability, decrease all manners of development and operation costs, achieve
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shorter time to market: by and large, a contamination from the consumer electronics
market where those demands are innate.

Where high integrity is required, verification and validation needs dominate de-
velopment costs and choices. In that context, innovation in methods and technology
is welcome so long as the benefits it can bring are shown to be much superior to the
disruption that its adoption may cause. Progress in that domain therefore occurs more
by evolution than by revolution. Discontinuities may occur of course, for a number of
reasons, which are most frequently exogenous.

The cheaper-faster-better challenge had much to do with the software, more like
an enabling factor than a vector of cost. It is instructive to consider that the software
embedded on board a satellite or an avionics system still accounts for less than 10% of
the overall development cost, but with a many times larger contribution to the ultimate
value added system of system.

2.2 Angle of attack

The development process almost invariably in use at high-integrity systems industry is
normally referred to as the ”V model”, in recognition of its V-shaped graphical rep-
resentation. The descending branch of it embraces the definition and implementation
phase. The ascending branch departs from the tail of the other branch to include inte-
gration and verification.

Common wisdom at the time had it that the effort, time and costs associated with
the descending branch were well mastered so long as the user requirements were stable
enough across the entire development process. In fact, requirements are never fully
stable when the volume of unit production is small and numerous variants must be
accommodated between one system and its successor. As development schedules are
compressed, the descending branch of V model becomes fragile against incomplete
or unstable user specifications. This hazard can be countered with a software design
method that can absorb variations in requirements while retaining architectural integrity.

The ascending branch, which encompasses component integration and system test-
ing, absorbs no less than 50% of the total software development time. Its tail position
in the process and the high effort intensity that descends from its requiring integration
on target (single processors then and now) expose it to serious risks of delay and cost
overrun. All on-target activities possess a centralised and sequential connotation that
obstructs the reduction of their duration. Schedule hazards however can be reduced by
avoiding regression. In the mid 90’s, there was ample room for improving the way in
which the real-time requirements were specified, the software was designed to meet
them, and analysis was used to verify them.

This is where one of the two contributions celebrated in this paper occurred.

The angle of attack to solve the problem at hand was to spread the load of concerns
charged to the ascending branch over a broader portion of the development process. The
idea was to replace much of the real-time testing occurring late by a functionally equiv-
alent amount of static real-time analysis occurring earlier. Whereas the state-of-the-art
in real-time systems theory at the time was successfully past that problem, industrial
practice lagged much behind, impeded by the distance between what theory postulated
and what technology was able to produce. One of the key issues was to make sure that
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the extent of real-time verification performed at design level was not undermined by
incoherent implementation or inadequate technology.

2.3 Outline of the solution

The essence of the solution was for the design method and the implementation technol-
ogy to become able to jointly accommodate the refinement iterations and development
increments that would ensue from replacing exploratory real-time testing with corrob-
orative verification. The following two ingredients were central to this goal:

— A unified design framework in which the user may coherently consolidate and com-
mit the system concept, verify the feasibility of the physical model in the time
domain, and build on the relevant evidence in the construction of the system inte-
gration and verification strategy.

— A well-defined computational model which specifies: (a) the type of components
to be used in the construction of the real-time architecture of the system, the means
availed for the communication and synchronisation between them, and the concur-
rency paradigm assumed for their run-time execution; (b) the execution properties
and real-time attributes that characterise those components as well as the constraints
placed on their use and interaction; and (c) an underpinning analytical model that
allows the static analysis of the real-time behaviour of systems constructed in terms
of those components. This is none other than the workload model, so central to real-
time systems theory, only elevated to software design level.

The process segment covered by the design framework is comprised of four steps:

B.1 real-time design: this stage is initially entered with the definition of the problem as
determined by the system specification; it encompasses the definition of the logical
model and the physical model of the system; it focuses on the characterisation of
the real-time commitments required for the individual components of the system;

B.2 binding to computational model: this stage is repeatedly entered when the abstract
design of the system is transformed to implementation; in the envisioned process,
this step occurs by a specialized tool automatically generating the application pro-
gram from the design model: this notion anticipated what years later became known
as the model transformation part of the model-driven architecture initiative [20]: the
central trait of that vision was the sharp separation between the user responsibility
of specifying and coding jobs and the transformation technology’s of producing the
tasks that would issue those jobs, in strict and correct-by-construction conformance
with the workload model and scheduling algorithm selected for the system;

B.3 static analysis: this stage is entered to statically determine whether the current im-
plementation is capable of meeting the real-time commitments of the corresponding
specification when executed on the designated target platform;

B.4 feedback to design: this is entered to review the results obtained from static analysis
and determine the corrective measures (if any) required to ensure that the system
implementation meets the designated real-time requirements; the determinations
established at this level are fed back to the design level in order for the designer
to keep current the actual real-time attributes of the system and either conclude the
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design process or perform further steps, incremental or corrective, of design and
implementation.

The above development process assumes a design method that supports the con-
struction of a real-time system in terms of the abstractions, execution characteristics,
usage rules and constraints defined by the computational model of choice (B.1). For
systems designed in this manner, the implementation effort is comprised of two com-
plementary activities (B.2): (a) the derivation of the concurrent structure of the system,
which is obtained by transformation of the structural components of the design into
the corresponding code structures (tasks and shared resources); and (b) the incremental
production of the functional components of the system (jobs) and their incorporation in
the relevant structural element.

At any stage of the development process, the system thus constructed is comprised
of: (i) the real-time requirements that must be met (B.3(a)); (ii) the execution profile of
the system corresponding to its current task architecture and the timing measurements
or estimates for their jobs (B.3(b)); and (iii) the timing cost of the execution environ-
ment.

Figure 1 depicts the resulting flow of design activities.

Design Framework

! Binding to ' B.1
Input  IT-ST - | Problem
; Application Program | -
: B.3(b)
Execution Environment Real-Time Commitments

Characteristics
(Platform Specific)

B4

Execution Profile

Design Enhancements
B.3(a)

Static Analysis

Analysis Report

process stage process transition  process input/output

Fig. 1. Design Activities in the Proposed Process.

Real-time systems theory had much to say at the time (and still has, of course) about
workload models and scheduling algorithms. What was needed was for theory to meet
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technology in a manner that allowed the changes required to industrial practice to be
evolutionary, thereby standing chances of acceptance.

The grand plan that occurred for this to happen was: (i) the conception of the HRT-
HOOD design method [7, 8], as an extension to the base HOOD method at the time in
use at European space industry; and (ii) the continued use of Ada as the implementation
technology, building on its native support for fixed-priority preemptive scheduling [5,
6].

Systems designed with HRT-HOOD are concurrent and can be provided with a di-
rect mapping to the tasking profile identified at the 8th International Real-Time Ada
Workshop, subsequently called the Ravenscar profile [3]. The Ravenscar Profile was
designed to minimize the upper bound on blocking time, to prevent deadlocks, and, by
tool support, to statically verify that there is sufficient processing power available to
ensure that all critical tasks meet their deadlines.

HRT-HOOD enriches the HOOD notion of active object, originally an entity with
internal concurrency and control over when its invoked operations are executed, differ-
entiating it between: cyclic objects, which are active objects that model time-triggered
activities; and sporadic objects, which are active objects that model event-triggered
activities. HRT-HOOD active objects are threaded and each of them possesses a well-
defined mapping to one particular type of Ada task designed to match the corresponding
execution semantics.

HRT-HOOD also includes the protected object to denote resources that provide pro-
tected access to shared data, as well as the passive object as defined in HOOD, to denote
an entity with no internal concurrency and no control over when its invoked operations
are executed.

The threads of control associated with active objects that conform to the Ravenscar
Profile are subject to the following rules of conduct, which ensure that an HRT-HOOD
design is amenable to schedulability analysis by construction:

— threads may access shared data by means of mutually exclusive calls to dedicated
resource servers, which are modelled as HRT-HOOD protected objects;

— resource servers may offer a variety of services, each denoted by one distinct ex-
ecution request; the execution requests exposed by a resource server must ensure
mutual exclusion to concurrent callers and must be internally non-blocking;

— threads may synchronise with one another by means of mutually exclusive calls to
dedicated synchronisation servers;

— synchronisation servers enable threads to suspend on synchronisation calls and
other threads to perform non-blocking triggering calls; the model requires that any
thread that wishes to suspend on a synchronisation call be allowed to do so ex-
clusively through the services of a dedicated synchronisation server. As a conse-
quence, no two threads can suspend on one and the same synchronisation call so
that no suspension queue be required for any synchronisation service.

The cyclic thread maps to an independent thread of control implemented as an entry-
less Ada task with a single, time-triggered invocation event and a potentially unbounded
number of job invocations. The Ravenscar Profile requires that the clock that issues
periodic releases be implemented to support high-accuracy absolute time delays, free
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of local drift. Cumulative drift can easily be avoided using well-known coding pat-
terns cf. e.g.: [22].

The sporadic thread maps to an independent thread of control implemented as an
entry-less Ada task with a single, event-triggered invocation event and a potentially
unbounded number of job invocations. The release event is transferred to the sporadic
thread from a call to a synchronisation server. Minimum separation between subsequent
sporadic releases can easily be ensured using well-known coding patterns cf. e.g.: [22].

The protected object was Ada 95°s [16] ingenious solution for the implementation
of resource servers and synchronisation servers.

Each protected object provides either a resource access control function, including
a repository for the private data to manage and implement the resource, or a synchroni-
sation function, or a combination of both for use in data-oriented synchronisation.

The locking protocol that was selected for use with protected objects was Ada’s
adaptation of Baker’s stack-based protocol [4]: it became known as the “Immediate
Priority Ceiling Inheritance Protocol” (aka Priority Ceiling Emulation). With it, a task
that obtains a resource immediately gets its active priority raised to the ceiling of that
resource. This was easy to implement on single-processor systems, as it did not require
any queues of blocked tasks on access to resources: tasks waiting for a resource will
have lower priority than the task holding the resource and therefore simply stay ready.

Protected object entries implement monitor procedures guarded by condition vari-
ables: callers queue up on them until the condition holds, akin to Dijkstra’s guarded
commands [12]: tasks can use this facility to signal and/or wait on events. The Raven-
scar Profile allows at most one entry per protected object, to prevent multiple barriers
from becoming open simultaneously as the result of a protected action and to avoid
non-deterministic selection of the entry to service first. Moreover, the Ravenscar Profile
requires that at most one task can wait on the signal event delivered via a synchroni-
sation object: this restriction prevents the formation of queues of tasks on a protected
entry, avoiding non-deterministic wait time in the queue. These prohibitions collectively
warrant deterministic task release from protected entry queues. The evaluation of entry
barriers must also be free of side effects. To this end, the Ravenscar Profile requires the
barrier value to either be static or be read directly, without computation, from one of the
protected object components. Applications that require composite barrier expressions
can simply declare an additional Boolean value within the protected data and assign to
it the result of the composite expression whenever the evaluation result may change.

The Ravenscar Profile finally disallows the current caller of a closed protected entry
to be dynamically transferred to another entry queue, by which Ada’s most powerful
requeue statement supports condition synchronisation.

2.4 Ramifications

Both elements of contribution #1 made it into industrial use. HRT-HOOD was used in
industry, with the European Space Agency as a most committed backer. With the mat-
uration of modelling language and methods, including the already cited model-driven
architecture initiative [20], it later evolved into HRT-UML [19] and then further into
ESA’s software reference architecture [21], always keeping its initial imprint.
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The Ravenscar Profile officially made into the Ada 2005 standard as an “enforced
profile” [17], which allowed for some polishing up and completion. It was very much
used in industry, with solid success and interesting lessons learned cf. e.g.: [2, 13, 25].
One of those, reported in [15], is especially interesting for this paper collection, as
it shows how diligently the industrial team sought conformance to the profile and its
intent.

The system architecture in question had a data-flow oriented nature, typical of the
onboard software controlling satellite systems.

R1. The system includes a range of physical I/O channels that multiplex data and mes-
sages of several types to and from a variety of devices with differing real-time
requirements and which require the use of a suspensive event, either an interrupt or
a time delay, to synchronise the acquisition of the read-out

R2. the I/O channels are shared among concurrent tasks, which may therefore compete
for the execution of multiple data transfers over the same channel

R3. both the application software and its peripheral units have limited and costly buffer-
ing resources and the system allows no data to be lost (lest the mission product
decrease), which implies that the size of data buffers must kept as small as possible
and buffer overflow must be avoided.

The industrial team saw some conflict between requirements R1-3 and the restricted
interpretation of the Ravenscar Profile that they took to allow a compiler plug-in of their
own production to automatically extract a model description to submit to schedulability
analysis:

R4. every task must have a single suspension point;
RS. every protected entry (which cannot be more than one per protected object) must
have a single caller task.

Restriction R4 enforces sharp separation at design level between periodic and spo-
radic tasks. Restriction RS constructively ensures that no more than one task can ever
suspend on the single entry of any protected object.

These restrictions are not part of the Ravenscar Profile per se. Yet they can be viewed
as direct corollaries of it in any supporting design methodology which aims to warrant
verifiability by construction, without requiring the use of overly complex analysis tech-
niques.

The lesson learned from adhering to restriction R4 was that matching the data-flow
architecture of the system hardware with the chosen restrictions requires to capture —
early in the design process — all potential task suspension points. Each such suspen-
sion point in fact carries an activation event for the task concerned. The developers’
concern was that in that manner the software design strongly depends on the hardware
architecture, and specifically on whether the peripheral units controlled by the on-board
software are memory mapped (which would not be suspensive) or else connected to I/O
channels (which would). The consequence was that any changes in the way hardware
units may be interacted with — which may indeed occur in problematic circumstances —
can no longer be concealed in low-level procedures, but it directly impacts the concur-
rent architecture of the system.
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A design pattern emerged from the interaction between restrictions R1-3 and R4:
the task that encapsulated external I/O was split a pair of single-suspension-point tasks:
a “starter” task, which initiates the read-out calling a non-suspending protected proce-
dure; and a “’continuer” task, which undertakes to complete the job, once released from
the closed protected entry which sanctions the availability of the read-out and which
is opened by the relevant interrupt procedure. The “start” task can freely be made spo-
radic or periodic as the application requires. The ’continuer” task instead is forced to
be sporadic by the nature of the I/O channel interface.

In fact, this archetypal design pattern needs further sophistication to fully meet re-
quirements R1-3. It often occurred in the system in question that the same I/O channel
used for the acquisition of read-outs is shared for several other hardware devices among
multiple client tasks. This situation gave rise to two further restrictions:

R6. the channel can only perform I/O operations in strict sequential order, one at a
time, from start to completion (which implies mutual exclusion on access to the
channel resources to protect the execution of individual operations from possible
interference);

R7. each process that shares the channel must post its request for a specific I/O opera-
tion to a multiplexer service and then wait for its required operation to complete

As the I/O operations must be serialised, the “starter” task must post its operation
request into a protected queue and must do so in a way that incurs no suspension.
This is easy to warrant, for the maximum number of incoming requests is as statically
bounded as the number of clients, so that the size of the queue can be set accordingly.
A dedicated sporadic task will fetch individual requests from the queue by calling on
a protected entry with a barrier that stays open as long as requests are enqueued and
the channel can accept new requests, and will subsequently initiate the corresponding
operation on the channel.

The “continuer” tasks of the involved processes must not all queue on the one and
the same protected entry whose barrier signals the completion of the current operation
and which delivers the result of it. Each “continuer” task shall then wait on an own
protected synchronisation object whose address will have to be tagged to the operation
request issued by the corresponding “starter” task. Each such synchronisation object
will have a protected entry for the “continuer” task to wait on, and a signalling pro-
tected procedure that sets the entry barrier to true when the corresponding operation
has completed. The signalling procedure will be invoked by the interrupt protected pro-
cedure attached to the I/O channel hardware interrupt to deliver the operation result,
to which end it shall have (shared) access to the current operation descriptor. Figure 2
depicts the pattern.

The developers’ opinion was that this design pattern complicates static analysis in
two ways. Firstly, the time offset that separates the release of the ’starter” task from
that of the ”continuer” task in the same client process depends on the number and the
nature of the enqueued I/O operations, which may be difficult to bound without incur-
ring excessive pessimism. Secondly, in order for the pattern not to incur undesirable
architectural coupling, the “end-10 interrupt procedure” shown in figure 2, should use
an access-to-protected value (stored in the current operation descriptor) to call the pro-
tected signal procedure for the completed operation, which made the corresponding
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Fig. 2. Block diagram of the design pattern.

call graph harder to construct for a worst-case execution time analysis technology of
the time [23]. Both issues have been solved since: the former by applying to single-
processor systems the principle of precedence-constrained analysis developed in [14]
and the subsequent work by the same group; the latter by considerable improvement in
the capability of timing analysis tool acting on the back-end of compilers cf. e.g.: [1].

3 Contribution #2

For many years after the publication of the seminal work in [18] the real-time theory
community has much debated over which was better between EDF (Earliest Deadline
First) and FP (Fixed Priority, initially known as rate monotonic). It was clear to all con-
tenders that EDF had the advantage of optimality: its makes the best use of the available
processor [11]. FP instead had the advantage of predictability and the important plus of
efficient implementation on common real-time operating systems.

Ada 95 [16] incorporated support for FP, with a complete and consistent model that
facilitated massive use in real industrial applications. By intent, Ada did not restrict
itself to FP only: it indeed allowed other dispatching policies to be defined. The ex-
pectation was that vendors would develop other dispatching policy, after users’ choice,
and ratify them as secondary standards in ISO speak. By the early 2000 it become clear
however that without the force of the language definition, the support for new dispatch-
ing policies in Ada would not see the light of day. In fact, whereas common wisdom has
it that Ada is a world of its own with no influence on the rest of the software technol-
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ogy landscape, the absence of support for EDF in Ada was also a factor for its absence
elsewhere.

The move was therefore made to include support for EDF in Ada 2005: the inge-
nious trait of which was that EDF support was designed to allow it to be combined with
FP. It is interesting for this collection to recall what the solution was.

Supporting EDF in the language required two new features:

1. representation of deadline for a task;
2. representation of preemption level for a protected object.

The reason for feature 1 is obvious. Feature 2 instead is the EDF equivalent of priority
ceilings and allows protected objects to be shared by multiple tasks. A deadline can be
defined as absolute or relative. The former needs the notion of current time. The EDF
scheme can be more correctly expressed as earliest absolute deadline first. Ironically,
the “cultural ban” on EDF in Ada caused Ada to miss direct representation for “dead-
line”. To remedy this anomaly a new library package was added just underneath the
root to allow deadlines to be set and read. At that point, all tasks were given a deadline:
Time_Last (the farther point in time that can be represented on the processor) is given
as the default for all tasks that have no use for deadlines. A configuration pragma (later
evolved into a more elegant “’specification aspect” in Ada 2012) was added to set the
initial relative deadline to a task to control dispatching during activation. Ada’s native
support for asynchronous transfer of control allows tasks to catch deadline miss events
in a very elegant manner.

The next step — and that is the interesting part — was to incorporate Baker’s stack-
based protocol [4] so that, while dispatching would be controlled by EDF, preemption
levels would control protected access to shared data. In Baker’s protocol, each task is
assigned a static preemption level, and each protected object is assigned a ceiling value
that is the maximum of the preemption levels of all tasks that call it. At run time a
newly released task 7| can preempt the currently running task 7, if and only if 7;’s
absolute deadline is earlier than 7,’s deadline and 7;’s preemption level is higher than
the preemption level of any protected object currently in use. With preemption levels
assigned inversely to relative deadline (the smaller the relative deadline, the higher the
preemption level), Baker’s protocol offers exactly the same guarantees as the Immediate
Priority Ceiling Inheritance Protocol does for FP scheduling (cf. section 2.3). On this
account, the EDF proposal was formulated so as to use the ceiling locking rules native
in Ada 95, without change, with “regular” priority to represent preemption levels. EDF
scheduling is defined by a new dispatching policy.

With that provision, the challenge was to extend Ada’s definition of dispatching
point to capture the run-time events that would cause scheduling to occur. In Ada 95
dispatching was defined in terms of ready queues, one per priority level, each ordered
in a FIFO manner. Tasks have an assigned priority (set by configuration and changed
by a call to Dynamic Priority.Set Priority) and an active priority — strictly higher than
the base level — inherited when executing within a protected object. Preemption occurs
when there is a non-empty ready queue at a priority higher than the current task.

The preemption rule specified in Baker’s protocol does not give a complete model.
One of the ramifications that need defining is what happens to a newly released task
that is not entitled to preempt. The authors of [9, 28] derived an ingenious model that
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would fit, with no bending or twisting, in the context of Ada’s model based on ready
queues. The EDF model was defined as follows:

1. All ready queues are ordered with EDF;

2. Execution within a protected object occurs at the ceiling priority of that object, as
native to Ada 95;

3. Any task 7 that becomes runnable is placed on the highest-priority non-empty ready
queue R such that 7’s absolute deadline is less than the deadline of the task at the
tail of queue R and 7’s base priority is strictly greater than R. If no such R exists, T
is added to the lowest-priority ready queue.

With this model the base priority of a task is not directly used to control dispatching.
Moreover, with rule 3 the task’s active priority is determined by the state of the other
ready tasks: a task’s active priority may therefore be less than its base priority.

In fact, rule 3 is quite sophisticated and not immediately obvious.

When no protected objects exist all released tasks will always be placed on the ready
queue for the lowest priority. This will be the only ready queue that will ever have tasks
“on” it. That queue is ordered by deadline, which gives EDF scheduling.

This also happens when a task is released when no protected objects are in use,
because no task has been enqueued in a queue at priority level greater than the lowest.

When protected objects are in use, rule 3 has task 7, running at ceiling priority 7:
for preemption to occur the newly released task 7, must have a shorter deadline than
tau, and base priority higher than 7. Task 7, is placed on the ready queue for level 7,
in front of 7, since it has a shorter deadline. Incidentally, this is the reason why ready
tasks holding a resource can only be found at the tail of the ready queue for the ceiling
priority of that resource. If 7, did not preempt 7,, it is placed on the lowest-priority
ready queue: this happens because either 7,’s deadline is later than 7,’s or 7, has lower
preemption level but shorter deadline than 7,. In the latter case 7, will preempt 7, as
soon as that will lose ceiling priority. The attentive reader will notice at this point that in
the latter scenario 7, will suffer a bounded duration of ’deadline inversion”, much like
the Immediate Priority Ceiling Inheritance protocol causes bounded priority inversion.
A further observation is that the proposed protocol only works if there are no protected
objects with a ceiling set at the lowest priority. Such ceiling values must be prohibited,
which limits user’s freedom but not much really.

The proposal was approved by the language authorities and made it into the lan-
guage specification for Ada 2005. To give the reader a taste of how language legality
rules read to the non-initiated, the relevant specification clauses are reported below:

In Ada 2005 EDF _Across_Priorities is specified for a user-configurable range
Low..High of priorities. All ready queues in this range are ordered by deadline. The
task at the head of a queue is the one with the earliest deadline. A task dispatching
point occurs for the currently running task T to which policy EDF _Across_Priorities
applies when:

— a change to the deadline of T occurs;
— there is a task on the ready queue for the active priority of T with a deadline
earlier than the deadline of T; or
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— there is a non-empty ready queue for that processor with a higher priority than
the active priority of the running task.

In these cases, the currently running task is said to be preempted and is returned
to the ready queue for its active priority.

For a task T to which policy EDF _Across_Priorities applies, the base priority is
not a source of priority inheritance; the active priority when first activated or while
it is blocked is defined as the maximum of the following:

— the lowest priority in the range specified as EDF _Across_Priorities that includes
the base priority of T;

— the priorities, if any, currently inherited by T;

— the highest priority P, if any, less than the base priority of T such that one or
more tasks are executing within a protected object with ceiling priority P and
task T has an earlier deadline than all other tasks on ready queues with priorities
strictly less than P.

When a task T is first activated or becomes unblocked, it is added to the ready
queue corresponding to this active priority. Until it becomes blocked again, the active
priority of T remains no less than this value; it will exceed this value only while it
is inheriting a higher priority. When the setting of the base priority of a ready task
takes effect and the new priority is in a range specified as EDF _Across_Priorities,
the task is added to the ready queue corresponding to its new active priority, as
determined above.

Much of the textual changes from the formulation of the conceptual model to its
legalese specification are a consequence of allowing multiple dispatching policies to
coexist within one and the same system. The sole condition for it apply is that the prior-
ity ranges to which the different dispatching policies are attached do not overlap. This
is a truly brilliant result that has given rise, among other works, to [10] that integrates
EDF and FP schedulability analysis and can be rightly regarded as Ada’s contribution
to reviving the study of hybrid-priority scheduling.

Whereas the technology resulting from the contribution described in section 2 had
made significant inroad in industrial use, the use of EDF support in Ada has stayed at the
level of research tool. The good news however is that, presumably on the spin of the Ada
effort, EDF support in Linux has come of age (www.evidence.eu.com/sched deadline.html),
which gives rise to hope for industrial use.

4 Conclusions

This paper has told the story of how two important language features of modern Ada
have come about as direct application of state-of-the-art research result. Many individ-
uals were behind the making of those features; one of them — Alan Burns, the person
to whom this volume is dedicated — should be regarded as the key facilitator to all that.
That theory meets technology is not a very frequent event. Having witness all of that
happen twice in about a decade has been a great job for the author of this paper and a
strong motivator to this write up.
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A Linear Model for Setting Priority Points in Soft
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Abstract. The earliest-deadline-first (EDF) scheduling algorithm, while not op-
timal for globally-scheduled hard real-time systems, can support any feasible task
system with bounded lateness. Furthermore, global-EDF-like (GEL) scheduling
algorithms, which prioritize jobs by assigning them fixed priority points based
on per-task relative priority points, have been shown to share this same property.
Some such algorithms exhibit better lateness bounds than G-EDF. This paper
surveys existing research on bounded-lateness analysis for GEL schedulers, and
formulates one such analysis technique called compliant vector analysis (CVA)
as a linear program (LP). Using this LP, per-task relative priority points can be
set to optimize for application-specific lateness constraints, and minimize average
and/or maximal lateness bounds. An empirical study is presented that compares
the lateness bounds of a variety of GEL schedulers and analysis techniques on
randomly generated task systems.

1 Introduction

For some types of computing workloads, such as multimedia applications, it is not
necessary to use schedulers amenable to hard real-time analysis that ensures that all
deadlines are met. A larger system utilization can often be supported by instead using a
scheduler that is amenable to soft real-time analysis that ensures that the lateness of any
job, or the amount of time between its deadline and its completion, remains bounded.

Although bounded lateness is achievable by a wide range of real-time scheduling
algorithms with no utilization loss [6], one class of such algorithms, called G-EDF-like
(GEL) algorithms [7], is of particular interest because such algorithms are straightfor-
ward to implement. In a GEL algorithm, each task has a relative priority point, and
each job has an absolute priority point defined by adding its tasks’s relative priority
point to its release. Jobs are scheduled globally on an earliest-absolute-priority-point-
first basis. Devi and Anderson [2] proved that G-EDF itself has bounded lateness, and
subsequently improvements to this original analysis were proposed in [3—5]. Erickson
and Anderson [3] further proposed the global fair lateness (G-FL) scheduler, a GEL
scheduler that provably provides the smallest maximum (over all tasks) lateness bound
possible using current analysis for GEL schedulers. In addition, Leontyev and Ander-
son [6] analyzed a much more general class of schedulers in which not all processors
are necessarily fully available. However, due to its generality, this analysis is not as tight
as the analysis in [3].
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Fig. 1. Key for all figures in this paper.

Lateness bounds under GEL schedulers can be computed using an algorithm de-
scribed in [5], and the maximum lateness bound can be minimized by using G-FL as
described in [3]. However, G-FL will ensure the same lateness bound for all tasks in
a system, even though it is sometimes possible to reduce the lateness of some tasks
while maintaining the same maximum lateness bound as G-FL. Furthermore, [3] does
not propose a straightforward way to optimize criteria other than maximum lateness. In
this paper, we propose to model current lateness analysis using linear programming in
order to broaden the set of achievable lateness criteria.

2 SRT Lateness Bounds

We consider a system 7 of n sporadic tasks {7, ,...,T,} running on m processors.
Each task 7; is defined by a tuple (C;, T;), where C; is the worst-case per-job execution
time of 7; and 7; is the minimum separation time between jobs of 7;. We assume implicit
deadlines, i.e., if a job of 7; is released at time r, then it has a deadline at time r+ T;.
The utilization of 1;, U; = C;/T;, is the long-term processor share it requires. Under any
GEL scheduler, 7; has a scheduler-defined relative priority point (PP) Y; and a job of 7;
released at time » has an absolute PP at time r +Y;. Jobs with earlier PPs are prioritized
over those with later PPs. If a job completes at time c, then it has a response time of
¢ —rand a lateness of c — (r +T;).

In our analysis, we assume that time is continuous. For each task 7;, we also assume
that U; < 1 and that }'; . U; < m. As demonstrated in [2, 6], these conditions are nec-
essary to achieve bounded lateness. We further assume that n > m, because otherwise
each task can execute on its own processor, and no job of task 7; will have a response
time exceeding C;.

Example. We will illustrate several forms of lateness-bound analysis through an ex-
ample task system 7 = {(4,5),(4,5),(8,20)} on m = 2 processors. We will show two
types of figures: analysis and actual schedules. We emphasize that the figures depicting
analysis do not show actual schedules. All presented forms of analysis determine how
long a job can execute after its PP. Such analysis pessimistically assumes that each job
cannot begin execution until after some non-negative constant after its PP. Both this
constant and the worst-case execution time of the task are terms of the lateness bound.
In our analysis figures, we align deadlines rather than PPs to depict lateness bounds.
The key for all figures is shown in Fig. 1.
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(b) Devi and Anderson’s lateness analysis (c) CVA lateness analysis (see Sec. 2.2).

Fig. 2. (a) shows a G-EDF schedule of the example task system 7 = {(4,5),(4,5),(8,20)}, and
(b) and (c) show the lateness analysis of G-EDF from [2] and CVA [3-5], respectively. In (b) and
(c), the deadlines of all tasks are aligned to depict how lateness bounds compare among tasks.

2.1 Devi and Anderson’s Lateness Bound

Lateness bounds for G-EDF were first provided by Devi and Anderson [2]. Let Cy,i, be
the smallest C; value of 7; in 7. (In our example, Cyhi, = 4.) Letting

x= Y1 largest Ci — Chin

; (H
m—y, > largest Ui
Devi and Anderson [2] established x + C; as a lateness bound for 7;. In our example,
C3;—C 8—4
x=—2 L =2""_9 )
m 2

Therefore, 7; and 7, each have a lateness bound of 2 +4 = 6, and 73 has a lateness
bound of 2 48 = 10. A G-EDF schedule of 7 is depicted in Fig. 2(a), and Devi and
Anderson’s analysis is depicted in Fig. 2(b).

2.2 Compliant Vector Analysis

Erickson et. al. [4] introduced compliant-vector analysis (CVA), an improved method
to analyze lateness under G-EDF. This analysis was later extended in [3,5] to apply
to systems with arbitrary PP assignments. We present this more general analysis and
apply it to G-EDF, which is modeled by setting ¥; = T; for each ;.

CVA is similar to the analysis described in [2], but rather than defining a single x
for the task system so that the response time of each task 7; is at most T; +x+C;j, a
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vector x = (x1,X2,...,X,) is derived that ensures that the response time of each task
is at most

Yi+xi+GC. (3)

Note that response times are determined based on Y; rather than T;.
We apply the following optimization rule before analysis.

PP Reduction Rule. If all relative PPs in the system are decreased by the same
constant, then the ordering of absolute PPs will not change, so the resulting
schedule will not change. Under CVA, lateness bounds are minimized for a
given GEL scheduler when, analytically, all relative PPs are reduced by the
smallest relative PP, so that the smallest relative PP becomes zero [3].

We note that a more complicated alternative optimization rule is presented in [4],
which is not compatible with the PP Reduction Rule because it assumes that ¥; = T;.
For simplicity of presentation we do not describe this rule here, but we consider it in
our experimental study in Sec. 3.

In order to find lateness bounds for a system, the vector x must be computed. In [3],
the authors demonstrate that there exists a constant s such that x; = v;(s) for each i

where
vi(s) = 75 )

m

As aresult, determining the correct value for s is sufficient to determine the value of the
entire vector x. In order to determine this value of s, the authors of [3] define

Si:Ci-max{O,l—Yi}, ®))
T;
Gis)= Y (iUi+C—S5), (6)
m—1 largest
and
S(T) = Z S;. (7
TET

They demonstrate that the smallest lateness bounds valid under CVA occur iff
s=G(s)+S(7). 8)

An algorithm to compute the necessary s, along with a proof that a unique such s exists,
is provided in [5]. It works by finding the zero of

M(s) = G(s)+S(t) —s. )

By the uniqueness of s, M(s) will have one zero. Because each of (4)—(7) above is
piecewise linear with respect to s, M(s) is piecewise linear with respect to s. The com-
putation algorithm works by attempting to find a zero between each pair of points where
the slope of M(s) changes.
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Fig. 3. Graph of expressions used to compute CVA bounds for G-EDF.

Here we will demonstrate the computation algorithm via our example system. For
G-EDF, each relative PP Y; is initially 7;. However, after applying the PP Reduction
Rule, Y1 =Y, =0and Y3 = 15. By (),

S1=8=4-(1-0)=4 (10)
and s
Sz = -<1—20>:. (11)
Thus, by (6):
s—4 4 s—8 8
= —44-4 N )
G(s) max{ 7 5+ — 20+8 }
2s 8 s 22
_ ~L_ 22, 2z 12
max{5 5,5+5}, (12)
and by (7),
S(t)=4+4+2=10. (13)

Because S(7) is a constant and s is a simple linear function, by (9), the slope of
M(s) can only change where the slope of G(s) changes. The expressions in (12) and the
resulting M (s) are depicted in Fig. 3.

In order to determine where the slope of M(s) can change, we now compute where
the two expressions in (12) intersect:

2 8 5 2
5 5 55
s
26
5
s = 30.
Therefore, for s < 30,
s 22
Gls) =1+ 7 (14)
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and for s > 30,

25 8
G(s) = gg—g. (15)

We will first try to find a zero of M(s) assuming s < 30. In this case,

M(s) = {By (9}
G(s)+S(t) —s
— {By (13) and (14)}
22

K
S 10—
5+5+ s

= {Rearranging}
ds 7
5 57

72\ /5
5= <5> (4) = 18. (17)

s = 18 satisfies our assumption that s < 30, so 18 is indeed a zero of M(s). As
demonstrated in [4], the zero of M(s) is unique, so we do not need to consider s > 30.
Therefore, by (4),

(16)

Setting M(s) to 0 in (16),

18—4
X1 =xp=——=1, (18)
2
and by (3), the maximum response time of any job of 7; or 7, is 0+7+4 = 11, which
gives a maximum lateness bound of 11 —5 = 6. Also, by (4)
18—-38
X3=——=3, 19)
and by (3), the maximum response time of any job of 73 is 15+ 5+ 8 = 28, which gives
a maximum lateness bound of 28 — 20 = 8. These results are depicted graphically in
Fig. 2(c).

2.3 G-FL

In [3], the authors also propose G-FL, an algorithm that has the optimal maximum
lateness bound over all GEL schedulers using CVA. Rather than using ¥; = 7;, G-FL

uses Y; =T; — "”;1 C;. Therefore, in our example system,

1
Y1:Y2:575~4:3 (20)

and
1
Y3=20—§-8:16. 21



198

20
15
10 \ ””ij‘:’//l

R e Sl be

: | - O ero Lhd||yc

: z

: a

£

S B VR T

40 | s5+18/5 —=—
M(s) ——
-15

-20

0 5 10 15 20 25 30 35 40
S

Fig. 4. Graph of expressions used to compute CVA bounds for G-FL.

However, by the PP Reduction Rule from Sec. 2.2, we can instead use Y1 =Y, =0
and Y3 = 13 in the analysis. Here, we repeat the analysis from Sec. 2.2 as applied to
G-FL.

By (5),
S1=8=4-(1-0)=4 (22)
and 13 14
=8 1-=|=—. 2
53 ( 20) 5 23)
Thus, by (6):
s—4 4 s—8 8 14
G(s)max{ 5 '§+4 4, 7 -%+8 5}
2s 8 s 18
—max{5—5,5+5}, (24)
and by (7),
14 4
S(r):4+4—|—?:%. (25)

The expressions in (24) and the resulting M (s) are displayed in Fig. 4. As before,
M(s) can change slope only when G(s) changes slope, so we now compute where the
two expressions in (24) intersect:

2 8 _5 18
5 5 55
s_2
5 5
s = 26.
Therefore, for s < 26,
s 18
G(s)=—-+— (26)
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and for s > 26,

25 8
G(s) = gs - 27

We will first try to find a zero of M(s) assuming s < 26. In this case,

M(s) = {By 9}
G(s)+S(t) —s
= {By (25) and (26)}
s 18 54
sTs s
= {Rearranging}
4s T2
B

(28)

Compared to Sec. 2.2, notice that the increased Sz term in G(s) cancels out the
increased S3 term in S(7), so (16) and (28) are identical.

Setting M(s) to 0 in (28),
72 5

s = 18 satisfies our assumption that s < 26, so 18 is indeed a zero of M(s). As
before, because the zero of M(s) must be unique, we do not need to consider s > 26.
Therefore, by (4),

18—4
)C1:X2:7:77 (30)
2
and by (3), the maximum response time of any job of 7; or 75 is 0+7+4 = 11, which
gives a maximum lateness bound of 11 —5 = 6. Also, by (4)
18—8
= =35, 31
X3 ) ( )
By (3), the maximum response time of any job of 73 is 13+ 5+ 8 = 26, which gives a
maximum lateness bound of 28 — 20 = 6. Thus, all tasks have the same lateness bound,
as claimed.

A G-FL schedule of the example system is depicted in Fig. 5(a), and its associated
analysis is depicted in Fig. 5(b). Although all analytical bounds are identical, due to the
pessimism of the bounds the actual lateness is not necessarily identical.

2.4 Linear Programming

Next, we show how CVA can be formulated as a LP. Such a formulation allows sys-
tem designers to optimize lateness bounds for arbitrary (linear) optimization objectives
by adjusting PPs. We show how to use this LP formulation of CVA to minimize aver-
age lateness, and to minimize average lateness while maintaining the same maximum
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Fig. 5. Tllustration of the G-FL schedule (a) and lateness bounds (b). Note that the deadlines are
aligned in (b) to depict how lateness compares among tasks.

lateness as G-FL. Furthermore, using this LP formulation, average lateness can be min-
imized while ensuring that application-specific lateness tolerances are all satisfied (if it
possible under CVA).

Recall that under CVA, to find the lateness bound of a task 7;, x; = v;(s) must be
computed using Equations (4)-(8). We show how these equations can be reformulated
as constraints in a LP that minimizes average lateness (or possibly other objectives). We
assume that x;, ¥;, S;, S(7), G(s), and s are variables, and we also introduce the auxiliary
variables b and z;. All other values are constants (i.e., U;, C;, and m).

Constraint Set 1 The linear constraints corresponding to (4) are given by

s—C;

Vi: X =
Constraint Set 2 The linear constraints corresponding to (5) are given by
Vi:S,'ZO; S,ZCI(I—YZ/T,)

The two constraints in Constraint Set 2 model the two terms of the max in (5). If
Ci(1—Y;/T;) <0, then the constraint S; > 0 ensures that the value of S; is correct. If
Ci(1-Y;/T;) > 0, then the constraint S; > C;(1 —Y;/T;) ensures the value of S; is correct.

The next equation to be linearized, (6), is less straightforward. We first show how to
minimize the sum of the largest k elements in a set A = {qay,...,a,} using only linear
constraints, by an approach similar to one presented in [8]. The intuition behind this
approach is shown in Fig. 6. This figure corresponds to the following linear program

Minimize : G

Subjectto: G =kb+Y" |z,
Zi > 0 VIa
zi>ai—b Vi,

in which G, b, and z; are variables and both k and a; are constants. In Fig. 6, the term
kb corresponds to the gray-shaded area, and }'? | z; corresponds to the black-shaded
area. When G is minimized, it is equal to the sum of the largest k elements in A. This is
achieved when z; = 0 for each element g; that is not one of the k largest elements in A,
and b is at most the k' largest element in A, as is shown in Fig. 6 (b).

Using this technique, we can formulate (6) as a set of linear constraints.
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Fig. 6. [llustration of the auxiliary variables used to sum the largest k£ elements in the set A =
{ai,...,an}. The total of the gray and black shaded areas is equal to G. The gray areas correspond
to kb while the black areas correspond to positive z;’s. When G is minimized, as in (b), G is equal
to the sum of the largest k elements in A. As is shown in (a) and (c), if b is too small or too large
then G will be larger than the maximum k elements in A. Note that elements of A are depicted in
sorted order only for visual clarity.

Constraint Set 3 The linear constraints corresponding to (6) are given by
G(s)=bm—1)+ Z Z,
TET
Vi:z; >0,

Vi:zi > x;Ui+C; —S; —b.

In the optimization objectives we consider, G(s) is not itself explicitly minimized, as
in the example linear program. However, the objective functions we consider minimize
average lateness subject to some constraints, and because the lateness of all tasks is a
function of G(s), G(s) is also minimized.'

Constraint Set 4 The linear constraint corresponding to (7) is given by
S(t)=1Y S
T,ET
Constraint Set 5 The linear constraint corresponding to (9) is given by
G(s)+S(1) =s.

Constraint Sets 1-5 model CVA through a set of linear constraints. Next we show
how these constraints can be coupled with an optimization objective to find optimal
priority point settings under CVA. We refer to schedulers produced by setting priority
points using our LP formulation of CVA, as G-LP. First, we show how G-LP can be
optimized to minimize average lateness.

Minimizing Average Lateness. The following linear program may be solved to mini-
mize average lateness under CVA.
Minimize : Z Y +x;
TET
Subject to : Constraint Sets 1-5

Lyf G(s) is not minimized, then the resulting lateness bounds are still correct, just not as tight.
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Fig. 7. lllustration of the G-FL schedule (a) and lateness bounds (b). Note that the deadlines are
aligned in (b) to depict how lateness compares among tasks.

Note that average lateness is given by Yr.c.(Y; +x; +C; —T;)/n, but C;, T, and n are
all constants that are not necessary to include in the optimization objective. We denote
G-LP optimized for average lateness as G-LP-AL.

While G-LP-AL is optimal with respect to average lateness, as is shown experimen-
tally in Sec. 3, the lateness of some tasks may be larger than the maximum lateness
bound of G-FL, which we denote L,,,,. Next, we show how to optimize the average
lateness of all tasks while maintaining a maximum lateness no greater than L.

Minimizing Average Lateness from G-FL. The following linear program may be solved
to minimize the average lateness under CVA while maintaining the same maximum
lateness bound as G-FL.

Minimize : Z Y, +x;
TET

Subject to : Vi : Y; +x; + C; — T; < Lypax, >
Constraint Sets 1-5

As before, the constants C;, 7; and n are omitted from the objective function. We denote
the scheduler produced by this program as G-LP-FL.

For our previous example task system, both G-LP-AL and G-LP-FL set the priority
point of 73 to Y3 = 12, instead of Y3 = 16 as in G-FL. This priority point assignment
improves the lateness bound of 73 from 6 under G-FL to 2 for G-LP. A schedule and
a visual depiction of the analysis are given in Fig. 7. Table 1 summarizes the lateness
bounds under different schedulers and analysis techniques for our running example.
Note that, in general, G-LP-AL and G-LP-FL do not produce the same schedules, as
will be evident in Sec. 3.

We note that the LP formulation of CVA can be used and extended to other opti-
mization objectives, perhaps most notably, application-specific optimization objectives.
For example, an LP solver can be used to assign PPs to ensure application-specific late-
ness tolerances are satisfied (if possible under CVA), or to maximize total system utility
under some linear definitions of lateness-based utility.

2 Application-specific per-task lateness tolerances could be used instead of L.
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Scheduler Analysis T || T3
G-EDF |Devi and Anderson [2]| 6 |6 {10
G-EDF CVA [3] 6|68
G-FL CVA [3] 6|6|6

G-LP-AL CVA [3] & LP 6|6(2

G-LP-FL CVA [3] & LP 6|62

Table 1. Lateness bounds under different schedulers and analysis assumptions for the example
task system 7 = {(4,5), (4,5),(8,20)} on m = 2 processors.

3 Experiments

In this section, we present experiments that demonstrate how G-LP can improve late-
ness bounds over existing scheduling algorithms. We generated random task sets using
a similar experimental design as in previous studies (e.g., [3]). We generated implicit-
deadline task sets in which per-task utilizations were distributed either uniformly, bi-
modally, or exponentially. For task sets with uniformly distributed utilizations, per-task
utilizations were chosen to be light, medium or heavy, which correspond to utilizations
uniformly distributed in the range [0.001,0.1], [0.1,0.4], or [0.5,0.9], respectively. For
task systems with bimodally distributed utilizations, per-task utilizations were chosen
from either [0.001,0.5] or [0.5,0.9] with respective probabilities of 8/9 and 1/9; 6/9
and 3/9; or 4/9 and 5/9. For task systems with exponentially distributed utilization,
per-task utilizations were distributed exponentially with a mean of 0.10, 0.25 or 0.50.
The periods of all tasks were generated using an integral uniform distribution between
[3ms,33ms|, [I0ms, 100ms] and [50ms,250ms] for tasks with short, moderate, and
long periods, respectively. We considered a system with m = 8 processors, as clustered
scheduling typically is preferable to global scheduling for larger processor counts [1].
For each per-task utilization and period distribution combination, 1,000 task sets were
generated for each total system utilization value in {1.25,1.50,...,8.0} (we did not
consider task systems with utilizations of one or less as they are schedulable on one
processor).

For each generated task system, we evaluated lateness bounds under Devi and An-
derson’s analysis of G-EDF [2] (EDF-DA), CVA analysis of G-EDF scheduling (EDF-
CVA) using the PP Reduction Rule, CVA analysis of G-EDF using the alternative opti-
mization rule in [4] (EDF-CVA2), G-FL, and G-LP when optimizing for average late-
ness subject to the constraint that no task has a lateness bound greater than it would
have under G-FL (G-LP-FL), and G-LP when optimizing for average lateness without
constraining maximum lateness (G-LP-AL). In Fig. 8, we show a results from a rep-
resentative combination of per-task utilization and period distributions, medium and
moderate, respectively. Note that the lateness bound results are analytical, and that in
an actual schedule observed latenesses may be smaller.

Observation 1. EDF-CVA2 dominates EDF-DA with respect to both average
and maximum lateness bounds. For task systems will small utilizations, the PP
Reduction Rule of EDF-CVA outperforms the optimization in EDF-CVA?2 [4];
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Fig. 8. Average and maximum lateness bounds under the different analysis techniques and sched-
ulers discussed for a system with moderate periods and uniform medium utilizations.

however, the converse is true for large utilizations. Furthermore, for large uti-
lizations, EDF-DA can have lower lateness bounds than EDF-CVA.

This can be seen in insets (a) and (b) of Fig. 8. EDF-CVA?2 always dominates EDF-
DA, and EDF-CVA has slightly smaller lateness bounds than EDF-DA for task systems
with total utilization less than six, while for utilizations greater than six, EDF-DA has
better lateness bounds than EDF-CVA. Although the optimization from [4] in EDF-
CVA2 performs very well for task systems with large utilizations, it is only applicable
if ¥; = T;, for all i. The PP Reduction Rule is applicable to any GEL scheduler.

Observation 2. All three of the GEL schedulers we considered with PPs differ-
ent from G-EDF, namely, G-FL, G-LP-AL and G-LP-FL, had smaller average
lateness bounds than G-EDF as determined via either CVA or Devi and Ander-
son’s analysis.

These three scheduling algorithms optimize, with respect to CVA, either the average
or maximum lateness of all tasks by moving PPs. Therefore, these algorithms should
have smaller average lateness bounds than G-EDF. This can be observed in inset (a) of
Fig. 8.

Observation 3. The maximum lateness bounds of G-LP-FL and G-FL are the
same, but the average lateness bound of G-LP-FL is at worst the average late-
ness bound of G-FL.

Based on the constraints and the optimization objective of G-LP-FL, the average and
maximum lateness bounds are provably no worse than G-FL. As is seen in inset (a) of
Fig. 8, the improvement in average lateness in the task systems seen in our experiments
was usually only a few ms.

Observation 4. Average lateness bounds were lower under G-LP-AL than un-
der G-FL and G-LP-FL. This improvement in average lateness is made possible
by allowing for increased maximum lateness.
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As a result of the LP optimization, G-LP-AL is optimal with respect to average
lateness under CVA. In inset (a) of Fig. 8, we see that the average lateness of G-LP-AL
is always smaller than all other schedulers, often by 10-20ms or more. However, the
maximum lateness bounds of G-LP-AL are larger than G-FL and G-LP-FL. In most
observed cases, such as in Fig. 8 (b), lateness bounds of G-LP-AL were less than or
commensurate with G-EDF lateness bounds as determined by either CVA or Devi and
Anderson’s analysis, though in some cases the maximum lateness was greater than G-
EDF by 10-20ms. From these results, G-LP-AL may be practical in many applications.

We note that the lateness bounds of G-LP-AL in comparison to G-FL and G-LP-FL
demonstrate that the LP solver has considerable flexibility in choosing priority points
to optimize for certain lateness criteria. If some tasks have larger lateness tolerances
than others, the PPs of the more tolerant tasks can be increased to improve the lateness
bounds of the less tolerant tasks. This gives system designers much more flexibility to
optimize the scheduler for application-specific needs.

4 Conclusions

In this paper, we surveyed existing schedulers and analysis techniques for soft real-time
systems with bounded deadline lateness, and showed how to model compliant vector
analysis (CVA) as a linear program. The linear formulation of CVA allows the priority
points of tasks to be optimally (with respect to CVA) placed to minimize, for example,
average or maximum lateness. Scheduling algorithms that result from moving priority
points improve average lateness over existing algorithms. Furthermore, the linear for-
mulation of CVA gives system designers flexibility to adapt the scheduling algorithm
that is used to the lateness requirements of specific applications. We also generated ran-
dom task systems and evaluated lateness bounds under a number of different scheduling
algorithms and analysis techniques.
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